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**Цель работы:**

1. Уметь устанавливать и подключать к программе внешние библиотеки.
2. Уметь использовать типовые элементы API: функции обратного вызова, битовые флаги и маски, массивы и строки C.
3. Уметь работать с параметрами командной строки программы.
4. Уметь применять побитовые операции для типовых сценариев.
5. Уметь работать с API, принимающими указатели, в том числе строки C.
6. Знать характерные особенности документации на API библиотек.

# Задание:

# Часть 1. Библиотеки

Добавить возможность построения гистограммы по данным из файла из сети. Адрес файла задается аргументом командной строки программы. Если адрес не задан, читать данные со стандартного ввода, как раньше.

# Часть 2. Низкоуровневые операции

# Код, который будет написан в этой части работы, должен в итоге формировать строку, которую нужно отобразить снизу итогового SVG в формате:

Windows v5.1 (build 1234)

Computer name: My-Comp

**Индивидуальное задание**

#### Вариант 8

С помощью функции curl\_easy\_getinfo() печатайте на стандартный вывод ошибок IP-адрес сервера, с которого скачан файл (не local).

В документации к лабораторной находим функцию вывода IP-адреса и используем ее в программе по примеру:

{

  char \*ip;

  curl\_easy\_setopt(curl, CURLOPT\_URL, "https://example.com");

  /\* Perform the request, res will get the return code \*/

  res = curl\_easy\_perform(curl);

  /\* Check for errors \*/

  if((res == [CURLE\_OK](https://curl.se/libcurl/c/libcurl-errors.html#CURLEOK)) &&

  !curl\_easy\_getinfo(curl, CURLINFO\_PRIMARY\_IP, &ip) && ip) {

  printf("IP: %s\n", ip);

  }

  /\* always cleanup \*/

  curl\_easy\_cleanup(curl);

}

![](data:image/png;base64,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)

**Lab03.cpp**

#include <iostream>

#include <vector>

#include "svg.h"

#include "histogram.h"

#include <curl/curl.h>

#include <sstream>

#include <string>

#include <windows.h>

using namespace std;

size\_t write\_data(void\* items, size\_t item\_size, size\_t item\_count, void\* ctx) {

auto data\_size = item\_size \* item\_count;

stringstream\* buffer = reinterpret\_cast<stringstream\*>(ctx);

buffer->write(reinterpret\_cast<char\*>(items), data\_size);

return data\_size;

}

Input download(const string& address) {

stringstream buffer;

char \*ip;

curl\_global\_init(CURL\_GLOBAL\_ALL);

CURL \*curl = curl\_easy\_init();

if(curl) {

CURLcode res;

curl\_easy\_setopt(curl, CURLOPT\_URL, address.c\_str());

curl\_easy\_setopt(curl, CURLOPT\_WRITEDATA, &buffer);

curl\_easy\_setopt(curl, CURLOPT\_WRITEFUNCTION, write\_data);

res = curl\_easy\_perform(curl);

if (res != CURLE\_OK) {

cout << address<<endl;

cout << curl\_easy\_strerror(res);

exit(1);

}

if((res == CURLE\_OK) && !curl\_easy\_getinfo(curl, CURLINFO\_PRIMARY\_IP, &ip) && ip) {

cerr << "IP: " << ip <<"\n";

}

curl\_easy\_cleanup(curl);

}

return read\_input(buffer, false);

}

int main(int argc, char\* argv[]) {

Input input;

if (argc > 1) {

input = download(argv[1]);

} else {

input = read\_input(cin, true);

}

const auto bins = make\_histogram(input);

show\_histogram\_svg(bins);

make\_info\_text();

return 0;

}

**histogram.cpp**

#include "histogram.h"

#include <vector>

#include <string>

#include <iostream>

using namespace std;

vector<double> input\_numbers(istream& in, size\_t count) {

vector<double> result(count);

for (size\_t i = 0; i < count; i++) {

in >> result[i];

}

return result;

}

Input read\_input(istream& in, bool prompt) {

Input data;

if (prompt) cerr << "Enter number count: ";

size\_t number\_count;

in >> number\_count;

if (prompt) cerr << "Enter numbers: ";

data.numbers = input\_numbers(in, number\_count);

if (prompt) cerr << "Enter bin count: ";

in >> data.bin\_count;

return data;

}

void find\_minmax(const vector<double>& numbers, double& min, double& max) {

if (numbers.size() == 0) return;

min = numbers[0];

max = numbers[0];

for (double x : numbers) {

if (x < min) {

min = x;

}

if (x > max) {

max = x;

}

}

}

vector<size\_t> make\_histogram(Input data) {

const auto bin\_count = data.bin\_count;

const auto numbers = data.numbers;

double min, max;

size\_t number\_count = numbers.size();

find\_minmax(numbers, min, max);

vector<size\_t> bins(bin\_count);

double bin\_size = (max - min) / bin\_count;

for (size\_t i = 0; i < number\_count; i++) {

bool found = false;

for (size\_t j = 0; (j < bin\_count - 1) && !found; j++) {

auto lo = min + j \* bin\_size;

auto hi = min + (j + 1) \* bin\_size;

if ((lo <= numbers[i]) && (numbers[i] < hi)) {

bins[j]++;

found = true;

}

}

if (!found) {

bins[bin\_count - 1]++;

}

}

return bins;

}

**histogram.h**

#pragma once

#include <iostream>

#include <vector>

using namespace std;

struct Input {

vector<double> numbers;

size\_t bin\_count;

};

vector<double> input\_numbers(istream& in, size\_t count);

Input read\_input(istream& in, bool prompt);

void find\_minmax(const vector<double>& numbers, double& max, double& min);

vector<size\_t> make\_histogram(Input data);

**svg.cpp**

#include "svg.h"

#include <vector>

#include <sstream>

#include <string>

#include <windows.h>

using namespace std;

string make\_info\_text() {

stringstream buffer;

DWORD WINAPI info = GetVersion();

DWORD mask = 0x0000ffff;

DWORD platform = info >> 16;

DWORD version = info & mask;

DWORD mask2 = 0x00ff;

DWORD version\_major = version >> 8;

DWORD version\_minor = version & mask2;

DWORD build;

if ((info & 0x10000000) == 0) {

build = platform;

}

buffer <<"Windows v"<<version\_minor<<"."<<version\_major<<" (build "<<build <<")\n";

char length[MAX\_COMPUTERNAME\_LENGTH+1];

DWORD size;

size=sizeof(length);

GetComputerName(length,&size);

buffer <<"Computer name: "<<length;

return buffer.str();

}

int font\_size(istream& in) {

int size;

cerr << "Enter font size from 8 to 36:\n";

in >> size;

bool wrong = true;

while (wrong) {

if (size >= 8 && size <= 36) {

wrong = false;

}

else {

if (size < 8) {

cerr << "Enter again, size is too low\n";

in >> size;

}

if (size > 36) {

cerr << "Enter again, size is too big\n";

in >> size;

}

}

}

return size;

}

void svg\_begin(double width, double height) {

cout << "<?xml version='1.0' encoding='UTF-8'?>\n";

cout << "<svg ";

cout << "width='" << width << "' ";

cout << "height='" << height << "' ";

cout << "viewBox='0 0 " << width << " " << height << "' ";

cout << "xmlns='http://www.w3.org/2000/svg'>\n";

}

void

svg\_end() {

cout << "</svg>\n";

}

void svg\_text(double left, double baseline, string text, int size) {

cout << "<text x = '" << left << "' y = '" << baseline << "' font-size = '" << size << "' >" << text << "</text>";

}

void svg\_rect(double x, double y, double width, double height, string stroke, string fill) {

cout << "<rect x= '" << x << "' y= '" << y << "' width= '" << width << "' height= '" << height << "' stroke= '" << stroke << "' fill= '" << fill << "' />";

}

void show\_histogram\_svg(const vector<size\_t>& bins) {

const auto IMAGE\_WIDTH = 1000;

const auto IMAGE\_HEIGHT = 300;

const auto TEXT\_LEFT = 20;

const auto TEXT\_BASELINE = 20;

const auto TEXT\_WIDTH = 50;

const auto BIN\_HEIGHT = 30;

const auto BLOCK\_WIDTH = 10;

const size\_t MAX\_ASTERISK = IMAGE\_WIDTH - TEXT\_WIDTH;

const int size = font\_size(cin);

size\_t max\_count = bins[0];

for (size\_t bin : bins) {

if (bin > max\_count) {

max\_count = bin;

}

}

const bool scaling\_needed = max\_count \* BLOCK\_WIDTH > MAX\_ASTERISK;

double scaling\_factor;

if (scaling\_needed)

{

scaling\_factor = static\_cast<double>(MAX\_ASTERISK) / (max\_count \* BLOCK\_WIDTH);

}

else {

scaling\_factor = 1;

}

svg\_begin(IMAGE\_WIDTH, IMAGE\_HEIGHT);

double top = 50;

for (size\_t bin : bins) {

const double bin\_width = BLOCK\_WIDTH \* bin \* scaling\_factor;

svg\_text(TEXT\_LEFT, top + TEXT\_BASELINE, to\_string(bin), size);

svg\_rect(TEXT\_WIDTH, top, bin\_width, BIN\_HEIGHT, "black", "#c72af7");

top += BIN\_HEIGHT;

}

string version = make\_info\_text();

svg\_text(TEXT\_LEFT, top + TEXT\_BASELINE, version, size);

svg\_end();

}

**svg.h**

#pragma once

#include <iostream>

#include <vector>

#include <string>

#include <windows.h>

#include <sstream>

using namespace std;

void svg\_begin(double width, double height);

void svg\_end();

void svg\_text(double left, double baseline, string text);

void svg\_rect(double x, double y, double width, double height, string stroke, string fill);

void show\_histogram\_svg(const vector<size\_t>& bins);

int font\_size(istream& in);

string make\_info\_text();