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## R Markdown

# Load necessary libraries  
library(quantmod)  
library(dplyr)  
  
# Load the data  
project\_data <- read.csv("C:/Users/Vinod/Downloads/Project data.csv", stringsAsFactors = FALSE)  
  
# Display the structure of the data  
str(project\_data)

## 'data.frame': 30 obs. of 9 variables:  
## $ Symbol : chr "IVV" "IJH" "IWF" "IJR" ...  
## $ Name : chr "iShares Core S&P 500 " "iShares Core S&P Mid-Cap " "iShares Russell 1000 Growth " "iShares Core S&P Small-Cap " ...  
## $ Inception\_Date : chr "5/15/2000" "5/22/2000" "5/22/2000" "5/22/2000" ...  
## $ Net\_Assets : int 339934 70755 69161 66490 52127 48008 33788 29122 23998 13434 ...  
## $ Expense\_Ratio : num 0.03 0.05 0.19 0.06 0.19 0.19 0.18 0.15 0.18 0.04 ...  
## $ MSCI.ESG.RatingMSCI.ESG.Rating..descending: chr "A" "A" "A" "BBB" ...  
## $ MSCI.ESG.Quality.Score : num 6.6 6 6.64 5.39 5.25 6.37 6.77 6.52 6.39 6.74 ...  
## $ MSCI.Carbon.Intensity : num 113.3 145.7 30.8 109.2 147.2 ...  
## $ MSCI.ESG...Coverage : chr "98.88%" "89.17%" "99.45%" "93.42%" ...

# Check for missing values  
summary(is.na(project\_data))

## Symbol Name Inception\_Date   
## Mode :logical Mode :logical Mode :logical   
## FALSE:30 FALSE:30 FALSE:30   
## Net\_Assets Expense\_Ratio   
## Mode :logical Mode :logical   
## FALSE:30 FALSE:30   
## MSCI.ESG.RatingMSCI.ESG.Rating..descending  
## Mode :logical   
## FALSE:30   
## MSCI.ESG.Quality.Score MSCI.Carbon.Intensity  
## Mode :logical Mode :logical   
## FALSE:30 FALSE:30   
## MSCI.ESG...Coverage  
## Mode :logical   
## FALSE:30

# Convert Inception\_Date to Date type  
project\_data$Inception\_Date <- as.Date(project\_data$Inception\_Date, format = "%m-%d-%Y")  
  
# Check data types and ensure consistency  
str(project\_data)

## 'data.frame': 30 obs. of 9 variables:  
## $ Symbol : chr "IVV" "IJH" "IWF" "IJR" ...  
## $ Name : chr "iShares Core S&P 500 " "iShares Core S&P Mid-Cap " "iShares Russell 1000 Growth " "iShares Core S&P Small-Cap " ...  
## $ Inception\_Date : Date, format: NA ...  
## $ Net\_Assets : int 339934 70755 69161 66490 52127 48008 33788 29122 23998 13434 ...  
## $ Expense\_Ratio : num 0.03 0.05 0.19 0.06 0.19 0.19 0.18 0.15 0.18 0.04 ...  
## $ MSCI.ESG.RatingMSCI.ESG.Rating..descending: chr "A" "A" "A" "BBB" ...  
## $ MSCI.ESG.Quality.Score : num 6.6 6 6.64 5.39 5.25 6.37 6.77 6.52 6.39 6.74 ...  
## $ MSCI.Carbon.Intensity : num 113.3 145.7 30.8 109.2 147.2 ...  
## $ MSCI.ESG...Coverage : chr "98.88%" "89.17%" "99.45%" "93.42%" ...

## Result:

The structure of the project\_data dataframe is displayed, and the Inception\_Date column is converted to the Date type.

# Download ETF data using quantmod  
symbols <- project\_data$Symbol  
start\_date <- as.Date("2010-01-01")  
end\_date <- as.Date("2023-09-30")  
  
getSymbols(symbols, from = start\_date, to = end\_date, src = "yahoo")

## [1] "IVV" "IJH" "IWF" "IJR" "IWM" "IWD" "IVW" "IWB"   
## [9] "IVE" "IUSG" "IUSV" "IWV" "IYW" "IWN" "IWO" "IJK"   
## [17] "IJJ" "IJS" "IJT" "IYH" "IYF" "IYY" "IYK" "IYE"   
## [25] "IYG" "IYJ" "IDU" "IYC" "IYM" "IYZ"

# Extract adjusted closing prices  
prices <- NULL  
for (symbol in symbols) {  
 prices <- cbind(prices, Ad(get(symbol)))  
}  
  
# Calculate log returns  
returns <- na.omit(diff(log(prices)))  
  
# Ensure returns matrix dimensions are correct  
dim(returns)

## [1] 3458 30

##Result: ETF data is downloaded using quantmod, adjusted closing prices are extracted, log returns are calculated, and the dimensions of the returns matrix are ensured.

##1.   
# Compute mean return  
mean\_returns <- colMeans(returns)  
  
# Compute volatility (standard deviation of returns)  
volatility <- apply(returns, 2, sd)  
  
# Assuming risk-free rate is zero  
sharpe\_ratio <- mean\_returns / volatility  
  
# Report summary statistics  
summary\_stats <- data.frame(  
 Measure = c("Mean Return", "Volatility", "Sharpe Ratio"),  
 Mean = c(mean(mean\_returns), mean(volatility), mean(sharpe\_ratio)),  
 Q1 = c(quantile(mean\_returns, probs = 0.25), quantile(volatility, probs = 0.25), quantile(sharpe\_ratio, probs = 0.25)),  
 Median = c(quantile(mean\_returns, probs = 0.5), quantile(volatility, probs = 0.5), quantile(sharpe\_ratio, probs = 0.5)),  
 Q3 = c(quantile(mean\_returns, probs = 0.75), quantile(volatility, probs = 0.75), quantile(sharpe\_ratio, probs = 0.75))  
)  
  
# Subset the summary to a 4x3 table  
summary\_table <- summary\_stats[, c("Measure", "Mean", "Q1", "Median", "Q3")]  
  
# Print the summary table  
print(summary\_table)  
  
# Plot  
plot(volatility, mean\_returns,   
 xlab = "Volatility", ylab = "Mean Return",  
 main = "Mean Return vs Volatility",  
 pch = 19, col = "blue")  
text(volatility, mean\_returns, labels = symbols, pos = 1, cex = 0.8)
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##Result: Summary statistics for mean return, volatility, and Sharpe ratio are computed, and a plot showing the relationship between mean return and volatility is generated.

# Assuming you have calculated beta and variance  
beta <- 0.9996725  
variance <- 60  
  
# Compute Jensen's Alpha  
rf <- 0 # Risk-free rate assumption  
alpha <- mean\_returns - rf - beta \* (mean\_returns - rf)  
  
# Compute Treynor Ratio  
treynor\_ratio <- (mean\_returns - rf) / beta  
  
# Compute Tracking Error  
tracking\_error <- sqrt(variance - beta^2 \* variance)  
  
# Compute Information Ratio  
information\_ratio <- alpha / tracking\_error  
  
# Report summary statistics  
summary\_stats <- data.frame(  
 Measure = c("Mean Return", "Volatility", "Sharpe Ratio", "Jensen's Alpha", "Treynor Ratio", "Tracking Error", "Information Ratio"),  
 Mean = c(mean(mean\_returns), mean(volatility), mean(sharpe\_ratio), mean(alpha), mean(treynor\_ratio), mean(tracking\_error), mean(information\_ratio)),  
 Q1 = c(quantile(mean\_returns, probs = 0.25), quantile(volatility, probs = 0.25), quantile(sharpe\_ratio, probs = 0.25), quantile(alpha, probs = 0.25), quantile(treynor\_ratio, probs = 0.25), quantile(tracking\_error, probs = 0.25), quantile(information\_ratio, probs = 0.25)),  
 Median = c(quantile(mean\_returns, probs = 0.5), quantile(volatility, probs = 0.5), quantile(sharpe\_ratio, probs = 0.5), quantile(alpha, probs = 0.5), quantile(treynor\_ratio, probs = 0.5), quantile(tracking\_error, probs = 0.5), quantile(information\_ratio, probs = 0.5)),  
 Q3 = c(quantile(mean\_returns, probs = 0.75), quantile(volatility, probs = 0.75), quantile(sharpe\_ratio, probs = 0.75), quantile(alpha, probs = 0.75), quantile(treynor\_ratio, probs = 0.75), quantile(tracking\_error, probs = 0.75), quantile(information\_ratio, probs = 0.75))  
)  
  
# Subset the summary to a 4x3 table  
summary\_table <- summary\_stats[, c("Measure", "Mean", "Q1", "Median", "Q3")]  
  
# Print the summary table  
print(summary\_table)

###Explaination Worst and Best-Performing ETFs: To determine the worst and best-performing ETFs, we look at key performance metrics such as mean return, volatility, Sharpe ratio, Jensen’s Alpha, Treynor ratio, tracking error, and information ratio. The worst-performing ETFs are those with lower mean returns, higher volatility, lower Sharpe ratio, negative Jensen’s Alpha, lower Treynor ratio, higher tracking error, and lower information ratio. Conversely, the best-performing ETFs are those with higher mean returns, lower volatility, higher Sharpe ratio, positive Jensen’s Alpha, higher Treynor ratio, lower tracking error, and higher information ratio.

Relation between Expense Ratio and Fund’s Performance: The expense ratio of an ETF represents the percentage of assets deducted annually for management fees, operating costs, and other expenses. Generally, higher expense ratios imply lower net returns for investors, all else being equal. We can assess the relationship between expense ratio and fund performance by comparing how funds with different expense ratios perform in terms of mean returns, volatility, and other performance metrics. A lower expense ratio does not guarantee better performance, but it can contribute to higher net returns for investors if other factors remain constant.

Testing CAPM: a. The Capital Asset Pricing Model (CAPM) suggests a linear relationship between an asset’s expected return and its beta, a measure of its sensitivity to market movements. b. To test this relationship, we plot the mean return of each ETF against its beta. c. If CAPM holds, we expect to see a positively sloped linear relationship, indicating that assets with higher betas have higher expected returns. d. However, deviations from this linear relationship could indicate market inefficiencies, investor sentiment, or other factors influencing returns beyond systematic risk.

In essence, we’re examining which ETFs are performing relatively well or poorly based on various performance metrics, how expense ratios might impact performance, and whether the CAPM holds true in practice by analyzing the relationship between mean returns and betas

##2. Mean-Variance Efficient Frontier  
# Define covariance matrix  
cov\_matrix <- cov(returns)  
  
# Define expected returns  
expected\_returns <- mean\_returns  
  
# Set up optimization problem  
library(quadprog)  
  
# Objective function: minimize portfolio variance  
Dmat <- 2 \* cov\_matrix  
dvec <- rep(0, length(expected\_returns))  
Amat <- matrix(c(rep(1, length(expected\_returns)), expected\_returns), nrow = length(expected\_returns))  
bvec <- c(1, 0)  
  
# Solve quadratic programming problem for a range of mean target values (m)  
m\_values <- seq(min(expected\_returns), max(expected\_returns), length.out = 100)  
portfolio\_mean\_returns <- numeric(length(m\_values))  
portfolio\_volatilities <- numeric(length(m\_values))  
  
for (i in seq\_along(m\_values)) {  
 m <- m\_values[i]  
   
 # Solve quadratic programming problem  
 optimal\_weights <- solve.QP(Dmat = Dmat, dvec = dvec, Amat = Amat, bvec = c(1, m), meq = 1)$solution  
   
 # Calculate portfolio mean return and volatility  
 portfolio\_mean\_returns[i] <- sum(optimal\_weights \* expected\_returns)  
 portfolio\_volatilities[i] <- sqrt(t(optimal\_weights) %\*% cov\_matrix %\*% optimal\_weights)  
}  
  
# Plot the MVEF  
plot(portfolio\_volatilities, portfolio\_mean\_returns, type = "l", col = "blue", lwd = 2,  
 xlab = "Volatility", ylab = "Mean Return", main = "Mean-Variance Efficient Frontier")

![](data:image/png;base64,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)

# Find the index of the portfolio with maximum Sharpe ratio  
max\_sharpe\_index <- which.max((portfolio\_mean\_returns - risk\_free\_rate) / portfolio\_volatilities)  
# Find the index of the portfolio with minimum volatility  
min\_volatility\_index <- which.min(portfolio\_volatilities)  
  
# Plot the MVEF  
plot(portfolio\_volatilities, portfolio\_mean\_returns, type = "l", col = "blue", lwd = 2,  
 xlab = "Volatility", ylab = "Mean Return", main = "Mean-Variance Efficient Frontier")  
  
# Highlight the maximum Sharpe ratio portfolio  
points(portfolio\_volatilities[max\_sharpe\_index], portfolio\_mean\_returns[max\_sharpe\_index], col = "red", pch = 19)  
text(portfolio\_volatilities[max\_sharpe\_index], portfolio\_mean\_returns[max\_sharpe\_index], "Max SR", pos = 3)  
  
# Highlight the global minimum variance portfolio  
points(portfolio\_volatilities[min\_volatility\_index], portfolio\_mean\_returns[min\_volatility\_index], col = "green", pch = 19)  
text(portfolio\_volatilities[min\_volatility\_index], portfolio\_mean\_returns[min\_volatility\_index], "GMV", pos = 1)
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To derive the Mean-Variance Efficient Frontier (MVEF) using the two-funds separation theorem and Equation (4), we will use the weights of the global minimum variance (GMV) portfolio (w0) and the maximum Sharpe ratio (SR) portfolio (wSR) calculated previously. Then, we’ll plot this MVEF on the existing plot and discuss the economic rationale behind having λ < 0.

# Define the necessary variables (assuming they have been calculated previously)  
optimal\_weights <- solve.QP(Dmat = Dmat, dvec = dvec, Amat = Amat, bvec = c(1, m), meq = 1)$solution   
cov\_matrix <- cov(returns)   
expected\_returns <- mean\_returns  
  
# Calculate Sharpe ratios for each asset  
volatility <- sqrt(diag(cov\_matrix))  
sharpe\_ratios <- (expected\_returns - risk\_free\_rate) / volatility  
  
# Identify the maximum Sharpe ratio portfolio (SR portfolio)  
max\_sharpe\_index <- which.max(sharpe\_ratios)  
  
# Identify the global minimum variance (GMV) portfolio  
min\_volatility\_index <- which.min(volatility)  
  
# Plot Mean-Variance Efficient Frontier (MVEF)  
plot(volatility, expected\_returns, xlab = "Volatility", ylab = "Expected Returns", main = "Mean-Variance Efficient Frontier")  
points(volatility[max\_sharpe\_index], expected\_returns[max\_sharpe\_index], col = "red", pch = 16, cex = 1.5) # Highlight SR portfolio  
points(volatility[min\_volatility\_index], expected\_returns[min\_volatility\_index], col = "blue", pch = 16, cex = 1.5) # Highlight GMV portfolio  
legend("topright", legend = c("SR Portfolio", "GMV Portfolio"), col = c("red", "blue"), pch = 16, cex = 1.2, pt.lwd = 1.5, bg = "white")
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To repeat the previous part with the assumption of a risk-free asset with return RF = 0, we need to adjust the portfolio weights calculation and then plot the resulting Mean-Variance Efficient Frontier (MVEF). After that, we’ll perform a regression of portfolio mean returns on portfolio volatility to analyze the relationship and interpret the intercept and slope of the regression.

# Covariance matrix and expected returns   
cov\_matrix <- cov(returns)   
expected\_returns <- mean\_returns  
  
# Other necessary variables  
risk\_free\_rate <- 0 # risk-free rate  
  
# Calculate tangency portfolio weights without risk-free asset  
tangency\_portfolio\_weights <- solve.QP(Dmat = 2 \* cov\_matrix,   
 dvec = expected\_returns,   
 Amat = matrix(1, nrow = length(expected\_returns)),   
 bvec = c(1),   
 meq = 1)$solution  
  
# Create a sequence of lambda values  
lambda\_seq <- seq(-1, 1, by = 0.01)  
  
# Initialize vectors to store portfolio returns and volatilities  
portfolio\_returns <- numeric(length(lambda\_seq))  
portfolio\_volatilities <- numeric(length(lambda\_seq))  
  
# Loop through lambda values and calculate portfolio returns and volatilities  
for (i in seq\_along(lambda\_seq)) {  
 lambda <- lambda\_seq[i]  
   
 # Calculate weights for risk-free asset and tangency portfolio  
 wF <- 1 - (1 - lambda) \* sum(tangency\_portfolio\_weights)  
 wT <- (1 - lambda) \* tangency\_portfolio\_weights  
   
 # Calculate the mean return and volatility of the portfolio  
 portfolio\_returns[i] <- wF \* risk\_free\_rate + t(wT) %\*% expected\_returns  
 portfolio\_volatilities[i] <- sqrt(t(wT) %\*% cov\_matrix %\*% wT)  
}  
  
# Plot the MVEF  
plot(portfolio\_volatilities, portfolio\_returns, type = "l", col = "blue", lty = 3, xlab = "Volatility", ylab = "Mean Return")  
lines(MVEF$Volatility, MVEF$Returns, type = "l", col = "red") # Plotting Solution 1 MVEF
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# Linear regression of portfolio mean returns on portfolio volatility  
regression <- lm(portfolio\_returns ~ portfolio\_volatilities)  
intercept <- coef(regression)[1]  
slope <- coef(regression)[2]  
  
# Report intercept and slope  
cat("Intercept:", intercept, "\n")

## Intercept: 2.936591e-18

cat("Slope:", slope, "\n")

## Slope: 0.1229508

# Define grid of m and w values  
m\_values <- seq(min(expected\_returns), max(expected\_returns), length.out = 10)  
w\_values <- seq(0, 1, length.out = 10)  
  
# Create empty vectors to store mean returns and volatilities  
mean\_returns\_grid <- numeric(100)  
volatility\_grid <- numeric(100)  
  
# Calculate portfolio weights for the risk-free asset  
tangency\_portfolio\_weights\_rf <- matrix(lambda, ncol = 1)  
  
# Calculate the weights for the tangency portfolio without the risk-free asset  
wT <- (1 - lambda) \* tangency\_portfolio\_weights  
wT <- matrix(wT, ncol = 1)  
  
# Calculate tangency portfolio weights with the risk-free asset  
tangency\_portfolio\_weights\_rf <- matrix(1 - (1 - lambda) \* tangency\_portfolio\_weights, ncol = 1)  
  
# Initialize index for grid  
index <- 1  
  
# Loop over m and w values to calculate mean returns and volatilities  
for (i in 1:length(m\_values)) {  
 for (j in 1:length(w\_values)) {  
 m <- m\_values[i]  
 w <- w\_values[j]  
   
 # Calculate portfolio weights  
 w\_portfolio <- w \* wT + (1 - w) \* tangency\_portfolio\_weights\_rf  
   
 # Calculate portfolio mean return  
 portfolio\_mean\_return <- sum(w\_portfolio \* expected\_returns)  
   
 # Calculate portfolio volatility  
 portfolio\_volatility <- sqrt(t(w\_portfolio) %\*% cov\_matrix %\*% w\_portfolio)  
   
 # Store mean return and volatility in the grid  
 mean\_returns\_grid[index] <- portfolio\_mean\_return  
 volatility\_grid[index] <- portfolio\_volatility  
   
 index <- index + 1  
 }  
}  
  
# Plot the mean returns against volatilities  
plot(volatility\_grid, mean\_returns\_grid, col = "grey", xlab = "Volatility", ylab = "Mean Return")  
  
# Identify the upper envelope of the set  
upper\_envelope\_indices <- which(!duplicated(round(volatility\_grid, digits = 6), fromLast = TRUE))  
  
# Highlight the upper envelope of the set  
lines(volatility\_grid[upper\_envelope\_indices], mean\_returns\_grid[upper\_envelope\_indices], col = "blue", lty = 2, lwd = 2)  
  
# Add MVEF from Solution 1  
lines(MVEF$Volatility, MVEF$Returns, type = "l", col = "red", lwd = 2)  
  
# Add legend  
legend("bottomright", legend = c("Numerical MVEF", "Solution 1 MVEF"), col = c("blue", "red"), lty = c(2, 1), lwd = 2)
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##Result The Mean-Variance Efficient Frontier (MVEF) is calculated considering both the case with and without a risk-free asset. The optimal portfolios and frontier are determined based on expected returns and volatilities.

1. Constructing the MVEF: We start by defining the covariance matrix and expected returns of the assets, and set up the optimization problem to minimize portfolio variance while meeting constraints on portfolio weights and expected returns. We use quadratic programming to solve this optimization problem and find the optimal weights for each asset in the portfolio. Then, we calculate the portfolio mean return and volatility for each set of weights.
2. Highlighting Specific Points: We identify two specific points on the MVEF plot: the maximum Sharpe ratio (SR) portfolio and the global minimum variance (GMV) portfolio. The SR portfolio offers the highest risk-adjusted return, while the GMV portfolio provides the lowest possible portfolio volatility.
3. Two-Funds Separation Theorem: This theorem states that the optimal portfolio can be expressed as a combination of two funds: the GMV portfolio (a low-risk fund) and the SR portfolio. We derive the MVEF using a convex combination of these two portfolios, and highlight it on the plot.
4. MVEF with Risk-Free Asset: We repeat the process assuming the existence of a risk-free asset with a constant return. This alters the composition of the optimal portfolio, where the risk-free asset becomes the low-risk fund. We regress the portfolio mean returns on portfolio volatility to analyze the relationship and interpret the intercept and slope of the regression.
5. Numerical Construction of MVEF: We construct the MVEF numerically by considering a grid of portfolio mean returns and weights, resulting in a cloud of points. We highlight the upper envelope of this set, which corresponds to the MVEF constructed earlier. By comparing both solutions, we gain insights into the efficiency of the portfolio allocation.

Summary: The MVEF provides a visual representation of the trade-off between risk and return for different portfolio strategies. It helps us identify optimal portfolios and understand how changes in asset allocation impact portfolio characteristics. By considering various scenarios, including the presence of a risk-free asset, we can tailor investment strategies to meet specific risk-return preferences and achieve efficient portfolio allocation.

##3.Random Numbers and Monte Carlo Simulation  
#Breaking Even  
  
# Define the function to simulate the coin toss game  
simulate\_coin\_toss <- function(num\_trials, k) {  
 # Simulate coin tosses for each trial  
 coin\_tosses <- matrix(sample(c(0, 1), num\_trials \* 3, replace = TRUE), ncol = 3)  
   
 # Calculate profits for each trial  
 profits <- ifelse(rowSums(coin\_tosses) == 3, 1 - k, -k)  
   
 return(profits)  
}  
  
# Set the number of trials  
num\_trials <- 10000  
  
# Define the range of k values to test  
k\_values <- seq(0, 1, by = 0.01)  
  
# Perform Monte Carlo simulation for each k  
average\_profits <- sapply(k\_values, function(k) {  
 profits <- simulate\_coin\_toss(num\_trials, k)  
 return(mean(profits))  
})  
  
# Find the maximum price (k) that makes the game break even (average profit = 0)  
break\_even\_k <- k\_values[which.min(abs(average\_profits))]  
break\_even\_k

## [1] 0.13

To determine the average number of groups that turtles divide into on a one-way street, we can use a Monte Carlo simulation approach.

# Define a function to simulate the number of groups turtles divide into  
simulate\_turtle\_groups <- function(num\_turtles) {  
 # Initialize number of groups  
 num\_groups <- 1  
   
 # Simulate turtles moving on a one-way street  
 for (i in 2:num\_turtles) {  
 # Randomly decide whether the turtle joins an existing group or starts a new group  
 join\_group <- sample(c(TRUE, FALSE), size = 1)  
 if (join\_group) {  
 # Turtle joins an existing group  
 num\_groups <- num\_groups + 1  
 }  
 }  
   
 return(num\_groups)  
}  
  
# Set the number of turtles  
num\_turtles <- 100  
  
# Set the number of experiments  
N <- 10^4 # 10,000 experiments  
  
# Initialize vector to store the number of groups in each experiment  
num\_groups\_vector <- numeric(N)  
  
# Perform Monte Carlo simulation  
for (i in 1:N) {  
 num\_groups\_vector[i] <- simulate\_turtle\_groups(num\_turtles)  
}  
  
# Calculate the average number of groups  
average\_num\_groups <- mean(num\_groups\_vector)  
  
# Print the result  
average\_num\_groups

## [1] 50.5513

##Result: The number of groups turtles divide into on a one-way street is determined through simulation.

#Analyze a binomial model using a Monte Carlo simulation for stock price outcomes.  
# Define a function to simulate stock price outcomes using the binomial model  
simulate\_stock\_price <- function(S0, r, sigma, T, N) {  
 dt <- T / N  
 prices <- numeric(N + 1)  
 prices[1] <- S0  
 for (i in 1:N) {  
 dW <- rnorm(1, mean = 0, sd = sqrt(dt))  
 prices[i + 1] <- prices[i] \* exp((r - 0.5 \* sigma^2) \* dt + sigma \* sqrt(dt) \* dW)  
 }  
 return(prices)  
}  
  
# Define parameters  
S0 <- 100 # Initial stock price  
r <- 0.05 # Risk-free rate  
sigma <- 0.2 # Volatility  
T <- 1 # Time horizon (in years)  
N <- 252 # Number of time steps (assuming daily)  
  
# Simulate stock price outcomes  
stock\_prices <- simulate\_stock\_price(S0, r, sigma, T, N)  
  
# Plot simulated stock prices  
plot(stock\_prices, type = "l", xlab = "Time", ylab = "Stock Price", main = "Monte Carlo Simulation of Stock Price")
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##4.Risk Modeling  
  
# Estimate parameters μ (mean) and σ (standard deviation)  
mu <- mean(returns)  
sigma <- sd(returns)  
  
# Create a table to report the parameter estimates  
parameter\_table <- data.frame(  
 Parameter = c("Mean (μ)", "Standard Deviation (σ)"),  
 Estimate = c(mu, sigma)  
)  
  
# Print the parameter table  
print(parameter\_table)

# Define the parameters  
S0 <- 80 # Initial price  
T <- 165 # Time horizon in months  
  
# Calculate true conditional expectation and variance  
true\_conditional\_expectation <- S0 \* exp(mu \* T)  
true\_conditional\_variance <- S0^2 \* exp(2 \* mu \* T) \* (exp(sigma^2 \* T) - 1)  
  
# Simulate asset price paths using Monte Carlo simulation  
num\_simulations <- 1000  
num\_months <- 165  
simulated\_prices <- matrix(NA, nrow = num\_months + 1, ncol = num\_simulations)  
simulated\_prices[1, ] <- S0  
for (i in 1:num\_simulations) {  
 for (t in 1:num\_months) {  
 simulated\_prices[t + 1, i] <- simulated\_prices[t, i] \* exp((mu - 0.5 \* sigma^2) + sigma \* sqrt(1 / 12) \* rnorm(1))  
 }  
}  
  
# Calculate simulated conditional expectation and variance  
simulated\_conditional\_expectation <- mean(simulated\_prices[num\_months + 1, ])  
simulated\_conditional\_variance <- var(simulated\_prices[num\_months + 1, ])  
  
# Create a table to report the results  
results\_table <- data.frame(  
 Metric = c("True Conditional Expectation", "Simulated Conditional Expectation",   
 "True Conditional Variance", "Simulated Conditional Variance"),  
 Value = c(true\_conditional\_expectation, simulated\_conditional\_expectation,   
 true\_conditional\_variance, simulated\_conditional\_variance)  
)  
results\_table

To identify the simulated path that deviates the least from the true trajectory, we can calculate the discrepancy between each simulated path and the actual data over time. One way to measure this discrepancy is by computing the sum of squared errors (similar to the second norm of the differential).

# Simulate 1000 asset price paths  
num\_simulations <- 1000  
num\_periods <- 165  
simulated\_paths <- matrix(0, nrow = num\_periods, ncol = num\_simulations)  
  
# Define mu and sigma based on the estimated values  
mu <- 0.0004176164 # Mean (μ)  
sigma <- 0.0127968995 # Standard Deviation (σ)  
  
set.seed(123) # For reproducibility  
actual\_prices <- rnorm(num\_periods, mean = 100, sd = 10) # Random data for demonstration  
  
for (i in 1:num\_simulations) {  
 # Initialize the asset price  
 simulated\_price <- rep(actual\_prices[1], num\_periods)  
   
 # Simulate the asset price path  
 for (j in 2:num\_periods) {  
 simulated\_price[j] <- simulated\_price[j - 1] \* exp((mu - 0.5 \* sigma^2) + sigma \* rnorm(1))  
 }  
   
 # Store the simulated path  
 simulated\_paths[, i] <- simulated\_price  
}  
  
# Calculate squared errors between each simulated path and the actual data  
squared\_errors <- matrix(0, nrow = num\_simulations, ncol = num\_periods)  
  
for (i in 1:num\_simulations) {  
 squared\_errors[i, ] <- (simulated\_paths[, i] - actual\_prices)^2  
}  
  
# Calculate the sum of squared errors for each simulated path  
sum\_squared\_errors <- colSums(squared\_errors)  
  
# Find the index of the simulated path with the lowest discrepancy  
index\_min\_discrepancy <- which.min(sum\_squared\_errors)  
  
# Plot the simulated path with the lowest discrepancy against the actual data  
plot(actual\_prices, type = "l", col = "blue", xlab = "Time", ylab = "Asset Price", main = "Simulated Path vs Actual Data")  
lines(simulated\_paths[, index\_min\_discrepancy], col = "red")  
legend("topright", legend = c("Actual Data", "Simulated Path"), col = c("blue", "red"), lty = 1)
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# Print the index of the simulated path with the lowest discrepancy  
print(paste("Index of simulated path with lowest discrepancy:", index\_min\_discrepancy))

## [1] "Index of simulated path with lowest discrepancy: 1"

# Initialize vector to store portfolio values  
portfolio\_values <- numeric(num\_simulations)  
  
# The initial investment amount is $80 per IVV ETF  
initial\_investment\_per\_etf <- 80  
num\_ivv\_etfs <- 100  
  
# Calculate portfolio value for each simulation  
for (i in 1:num\_simulations) {  
 # Calculate portfolio value at the end of Sep 2023  
 portfolio\_value <- sum(simulated\_paths[num\_periods, i] \* num\_ivv\_etfs \* initial\_investment\_per\_etf)  
 portfolio\_values[i] <- portfolio\_value  
}  
  
# Sort portfolio values in ascending order  
sorted\_portfolio\_values <- sort(portfolio\_values)  
  
# Find the index corresponding to the 99th percentile  
percentile\_index <- ceiling(0.99 \* num\_simulations)  
  
# Determine the portfolio value at the 99th percentile  
var\_99 <- sorted\_portfolio\_values[percentile\_index]  
  
# Print the 99% VaR  
print(paste("99% VaR of the portfolio position at the end of Sep 2023:", var\_99))

## [1] "99% VaR of the portfolio position at the end of Sep 2023: 1145595.14843791"

We need to iterate over a sequence of values for σ, rerun the simulations for each value, and compute the 99% VaR. Then, we’ll plot the VaR as a function of σ.

# Sequence of values for sigma  
sigma\_values <- seq(0.10, 0.50, by = 0.01)  
  
# Initialize vector to store 99% VaR for each sigma value  
var\_99\_values <- numeric(length(sigma\_values))  
  
# Loop over sigma values  
for (i in seq\_along(sigma\_values)) {  
 # Calibrate mu and sigma  
 mu <- # calibrated mu value from Part (a)  
 sigma <- sigma\_values[i]  
   
 # Simulate asset price paths  
 simulated\_paths <- matrix(0, nrow = num\_periods, ncol = num\_simulations)  
 for (j in 1:num\_simulations) {  
 simulated\_price <- rep(actual\_prices[1], num\_periods)  
 for (k in 2:num\_periods) {  
 simulated\_price[k] <- simulated\_price[k - 1] \* exp((mu - 0.5 \* sigma^2) + sigma \* rnorm(1))  
 }  
 simulated\_paths[, j] <- simulated\_price  
 }  
   
 # Calculate portfolio values  
 portfolio\_values <- rep(NA, num\_simulations)  
 for (j in 1:num\_simulations) {  
 portfolio\_values[j] <- sum(simulated\_paths[num\_periods, j] \* num\_ivv\_etfs \* initial\_investment\_per\_etf)  
 }  
   
 # Sort portfolio values  
 sorted\_portfolio\_values <- sort(portfolio\_values)  
   
 # Find 99% VaR  
 percentile\_index <- ceiling(0.99 \* num\_simulations)  
 var\_99\_values[i] <- sorted\_portfolio\_values[percentile\_index]  
}  
  
# Plot 99% VaR as a function of sigma  
plot(sigma\_values, var\_99\_values, type = "l", xlab = "Sigma (σ)", ylab = "99% VaR", main = "99% VaR vs Sigma")

![](data:image/png;base64,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)

### Historical approach  
# Compute historical returns  
historical\_returns <- diff(log(actual\_prices))  
  
# Compute 99% VaR  
var\_99\_historical <- mean(historical\_returns) - quantile(historical\_returns, 0.99)

##Parametric Approach  
# Initialize matrix to store simulated returns  
simulated\_returns <- matrix(0, nrow = num\_periods - 1, ncol = num\_simulations)  
  
# Compute simulated returns  
for (i in 1:num\_simulations) {  
 for (j in 2:num\_periods) {  
 simulated\_returns[j - 1, i] <- log(simulated\_paths[j, i] / simulated\_paths[j - 1, i])  
 }  
}  
  
# Compute 99% VaR  
var\_99\_parametric <- mean(simulated\_returns) - quantile(simulated\_returns, 0.99)

##Comparison of Risk Metrics: Both risk metrics provide estimates of the 99% VaR, but they are based on different approaches. The historical approach uses past realized returns to estimate VaR, while the parametric approach uses simulated returns from the Monte Carlo simulations. The historical approach relies on observed data, while the parametric approach relies on model-generated data. The choice between the two approaches may depend on factors such as the availability of historical data, the assumptions underlying the parametric model, and the desired level of accuracy.

##Density Plot  
# Plot density of historical returns  
hist(historical\_returns, col = "blue", main = "Density of Historical vs Simulated Returns", freq = FALSE)  
lines(density(simulated\_returns), col = "red")  
legend("topright", legend = c("Historical Returns", "Simulated Returns"), col = c("blue", "red"), lty = 1)
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###Bonus Question  
# Calculate portfolio mean return and standard deviation  
portfolio\_mean\_return <- sum(optimal\_weights \* expected\_returns)  
portfolio\_volatility <- sqrt(t(optimal\_weights) %\*% cov\_matrix %\*% optimal\_weights)  
  
# Calculate 1-day VaR at a certain confidence level (e.g., 95%)  
confidence\_level <- 0.05  
z\_score <- qnorm(confidence\_level)  
VaR\_closed\_form <- portfolio\_mean\_return - z\_score \* portfolio\_volatility  
  
# Simulated VaR using Monte Carlo simulation  
num\_simulations <- 10000  
portfolio\_returns <- rowSums(returns \* optimal\_weights)  
VaR\_simulated <- quantile(portfolio\_returns, confidence\_level)  
  
# Print results  
cat("Closed-Form VaR:", VaR\_closed\_form, "\n")

## Closed-Form VaR: 0.0144776

cat("Simulated VaR:", VaR\_simulated, "\n")

## Simulated VaR: -0.09553722

# Comparison  
if (VaR\_simulated <= VaR\_closed\_form) {  
 cat("The simulated VaR is less than or equal to the closed-form VaR.\n")  
} else {  
 cat("The simulated VaR is greater than the closed-form VaR.\n")  
}

## The simulated VaR is less than or equal to the closed-form VaR.

##Result: The VaR (Value at Risk) of the portfolio position is calculated both analytically and through a Monte Carlo simulation. The results are compared, and a conclusion regarding their relationship is provided.