**后端编码规范总结**

**前言：**

本文用于总结基于现在项目后端框架构建的服务器在开发时候的注意事项或可能存在的问题，如有任何疑问与观点见解，欢迎交流。

1. **进程**

Erlang vm与其他语言的虚拟环境最大的不同就是erlang vm的运行是以一个个轻量级进程为单位（经测试，一个新建的进程约占2kb内存），我们项目也是基于这个基石搭建的，服务器在运行时会新建各种各样的进程如玩家进程，任务进程，物品进程，场景进程等等，无论使用神马进程去实现自己逻辑都好，必须遵守以下三个原则：

1.分工均匀：如果进程计算的压力过大，便会成为服务器运作的瓶颈，这时候你需要考虑如何为这个进程减压，我们现在的做法就是创建一个个的代理进程，将一份任务分配给一个个同样地位的进程去处理，从而提交工作效率，但代理进程在设计使用也需要有所注意，不然后患无穷（将在第3点说明）

2.数据一致：多进程的好处是可以并发工作，从某方面说，这也是个坏处，当多个进程操作处理同一份数据时，就会出现脏数据，这是非常危险的，因为脏数据不是异常也不是错误，erlang vm不会对这种问题做任何异常处理，那就意味着当发生数据错误，问题就很难定位。所以，在平时的开发中，我们应该注意将一些重要的数据（如玩家信息），托管给一个进程单独处理，这样就可以避免脏数据问题。Ps:面对多进程还有一种方法就是加锁，erlang 的api是有提供锁操作的，但不建议使用，因为加锁后，并发的逻辑就变成单进程流水，影响效率，再有，锁操作本身就不符合erlang设计的理念

3.代理进程：代理进程虽然能给逻辑处理带来效率的提升，但当逻辑设计先后顺序时，代理进程就带来不少隐患。因为代理进程的进程优先级是一样的，在多核的erlang vm中，就会出现后面的代理进程先进任务队列而前面的后进，这样就会出现逻辑错误，所以要求有先后顺序的逻辑千万不要随便使用代理进程的形式

1. **Ets**

Ets又称内存数据库，作用类似c++与java常用的memcache，ets为erlang系统的缓存带来便捷的同时,也存在风险，其中最大的风险就是并发问题，ets有2把锁， 一把保护meta table, 一把保护数据表，锁是系统的读写锁，这个开销是不容忽视的。所以，当多个进程同时操作一个ets时，就会出现严重的锁竞争，对后端的性能有很大影响，为避免该情况的发生，一般有两种做法：

1.ets分表：将一个ets按照逻辑需要分成多个，几个逻辑相同的进程操作同一个ets

2.使用进程字典

3.打开ets的并发开关：该方法能一定程度上提高ets表的读写效率，做法如下图
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1. **原子**

在erlang 中，atom可以理解成常量，它可以包含任何字符，以小写字母开头，如果不是以小写字母开头或者是字母之外的符号，需要用单引号包括起来，比如abc,’AB’。atom的匹配速度非常快，但是由于erlang VM将所有模块的atom保存在一个全局的atom表中，它的最大限制是1048576，也就是说erlang的VM只能处理1048576个不同的atom，当atom的个数大于这个限制时，VM就会down掉。所以当你的模块中使用了list\_to\_atom函数生成动态的atom时就要非常的注意是否会产生大量的不同atom。

1. **编码规范**
2. 在逻辑循环分块时尽量使用尾递归，erlang对尾递归是有做优化的
3. 注意erlang的++操作，因为erlang的++操作实际就是将左边的列表复制到右边，所以保持左边的列表尽量小

3.尽量控制函数逻辑的单一性，简单的说，就是让每个函数只处理一件事，这个法则无论在erlang还是其他语言都适用

4.让你的函数名称为你注释，最好的注释就是没有注释，当同事看到你的函数名时就明白你的函数是干嘛用的 ，当然，当有时候函数的内涵太丰富时，请你加上你的注释，以让调用者明白，这个是干嘛用的