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**ABSTRACT**

Software development using Python programming

language And Website.

This report is about our project titled Bingo Game using python programming language. Our team of four started the project on 12/01/2023. We started discussing on various ideas and finally came up with an idea of creating a simple game.

We started studying and researching about the tkinter module and its methods which was helpful in creating the Graphical User Interface (GUI) for our game. Then we took some references from the internet about the logic of our game.

This game is playable in two modes. One is (Computer vs Player) mode and (Player 1 vs Player 2)mode. The logic of our game is in a square grid of 5x5 containing 25 numbers, the first to strike all the five numbers horizontally, vertically or diagonally wins the game.

We have used tkinter module for the window generation, grid formation, background color, adjusting title and geometry of the window. Time module has been used for the loading screen generation.

This game can be used as model to learn about tkinter and its applications in an interactive manner.

For the website, we used HTML Language to create it. In the creation of website, we used CSS(CASCADING STYLE SHEETS) for styling purposes and image also been displayed. For the taskbar, we used Favicons.

**IMPLEMENTATION**

We decided to make a simple game using a simple logic. We started from scratch. We came up with the idea and started working on the algorithm. Some references from the internet were useful in making progress with our work.

Then after completing the logical part, we started working on the GUI of the Bingo Game. On researching further, we came to know about tkinter module which was helpful in creating the window with desirable size, number of grids, background color of the window, title as well as geometry. Random module is also used in order to generate random numbers each time.

Apart from many functions in tkinter, we have used functions like tk() for creating a window, title() for the title of the window, grid() to form grids into the created window, Font() for the font style, Button() for creating functional buttons, the Frame() method is used in organizing the group of widgets, the pack () method sizes the frame so that all the contents are at or above their preferred sizes and so on.

Other modules like random, time, bootstrap have also been used in this project.

In website, we have published our codes of python projects, which contains codes of both mode (Computer vs Player) and (Player vs Player2). We have included Our Contact Details and Feedback section. It Contains rules and description of the game. In Feedback section, People can give their feedback by entering their details and it will be sent directly to our mail.

**CODING:**

from tkinter import \*

import time

import tkinter.ttk as p

import tkinter.font as font

import random

import ttkbootstrap as s

import tkinter as tk

global coml,cl,btlist1,btlist2,nownumber,l1,l2,l3,l4,load

coml=[1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,16,17,18,19,20,21,22,23,24,25]

cl=[1,2,3,4,5,6,7,8,9,10,11,12,13,14,15,16,17,18,19,20,21,22,23,24,25]

nownumber=1

art ='''¯\\_(ツ)\_/¯'''

art2 = '''
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output\_image\_size = 0

Root=Tk()

Root.title('BINGO GAMES')

Root.geometry('500x600')

Root.resizable(width =False, height=False)

f = Frame(Root)

title = Label(f,text='Bingo Game')

title.config(font=('courier',33))

title.grid(pady=10)

b\_encode = Button(f,text="Two player Game",command= lambda :(New()), padx=14)

b\_encode.config(font=('courier',14))

b\_decode = Button(f, text="Single player Game",padx=14,command=lambda: (main()))

b\_decode.config(font=('courier',14))

b\_decode.grid(pady = 12)

ascii\_art = Label(f,text=art)

# ascii\_art.config(font=('MingLiU-ExtB',50))

ascii\_art.config(font=('courier',60),bg='#00FFFF')

ascii\_art2 = Label(f,text=art2)

# ascii\_art.config(font=('MingLiU-ExtB',50))

ascii\_art2.config(font=('courier',12,'bold'),bg='#00FFFF')

Root.grid\_rowconfigure(1, weight=10)

Root.grid\_columnconfigure(0, weight=10)

f.grid()

f.configure(bg='#00FFFF')

title.grid(row=1)

b\_encode.grid(row=2)

b\_decode.grid(row=3)

ascii\_art.grid(row=4,pady=10)

ascii\_art2.grid(row=5,pady=5)

def main():

f.destroy()

tk=Tk()

tk.geometry("500x500")

tk.title("Single Player Game")

myFont=font.Font(family='Helvetica',size=120,weight='bold')

but1=Button(tk,text='Start The Game',command=lambda:(randboard(tk)))

but1['font']=myFont

but1.pack(pady=30)

def randboard(t):

f.destroy()

global butlist,l

btk=Tk()

btk.title("Single Player Game")

btk.geometry("470x440")

but1\_1=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but1\_1))

but1\_2=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but1\_2))

but1\_3=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but1\_3))

but1\_4=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but1\_4))

but1\_5=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but1\_5))

but2\_1=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but2\_1))

but2\_2=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but2\_2))

but2\_3=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but2\_3))

but2\_4=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but2\_4))

but2\_5=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but2\_5))

but3\_1=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but3\_1))

but3\_2=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but3\_2))

but3\_3=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but3\_3))

but3\_4=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but3\_4))

but3\_5=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but3\_5))

but4\_1=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but4\_1))

but4\_2=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but4\_2))

but4\_3=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but4\_3))

but4\_4=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but4\_4))

but4\_5=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but4\_5))

but5\_1=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but5\_1))

but5\_2=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but5\_2))

but5\_3=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but5\_3))

but5\_4=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but5\_4))

but5\_5=Button(btk,text='',height=5,width=12,command=lambda:game(btk,but5\_5))

butlist=[but1\_1,but1\_2,but1\_3,but1\_4,but1\_5,

but2\_1,but2\_2,but2\_3,but2\_4,but2\_5,

but3\_1,but3\_2,but3\_3,but3\_4,but3\_5,

but4\_1,but4\_2,but4\_3,but4\_4,but4\_5,

but5\_1,but5\_2,but5\_3,but5\_4,but5\_5]

l=list(range(1,26))

random.shuffle(l)

for i in range(25):

butlist[i]['text']=l[i]

but1\_1.grid(row=1,column=1)

but1\_2.grid(row=1,column=2)

but1\_3.grid(row=1,column=3)

but1\_4.grid(row=1,column=4)

but1\_5.grid(row=1,column=5)

but2\_1.grid(row=2,column=1)

but2\_2.grid(row=2,column=2)

but2\_3.grid(row=2,column=3)

but2\_4.grid(row=2,column=4)

but2\_5.grid(row=2,column=5)

but3\_1.grid(row=3,column=1)

but3\_2.grid(row=3,column=2)

but3\_3.grid(row=3,column=3)

but3\_4.grid(row=3,column=4)

but3\_5.grid(row=3,column=5)

but4\_1.grid(row=4,column=1)

but4\_2.grid(row=4,column=2)

but4\_3.grid(row=4,column=3)

but4\_4.grid(row=4,column=4)

but4\_5.grid(row=4,column=5)

but5\_1.grid(row=5,column=1)

but5\_2.grid(row=5,column=2)

but5\_3.grid(row=5,column=3)

but5\_4.grid(row=5,column=4)

but5\_5.grid(row=5,column=5)

def custboard(t):

t.destroy()

def game(t,b):

n=b['text']

if b['text']!='\*':

b['text']='\*'

compplay(t,n)

def compplay(t,n):

global coml,cl,butlist,l

l[l.index(int(n))]='\*'

coml[coml.index(int(n))]='\*'

cl.pop(cl.index(int(n)))

if statement(t)== False:

a=random.choice(cl)

cl.pop(cl.index(a))

coml[coml.index(a)]='\*'

butlist[l.index(a)]['text']='\*'

l[l.index(a)]='\*'

statement(t)

def plcheck():

global l

s=0

if l[0]==l[1]==l[2]==l[3]==l[4]:

s+=1

if l[5]==l[6]==l[7]==l[8]==l[9]:

s+=1

if l[10]==l[11]==l[12]==l[13]==l[14]:

s+=1

if l[15]==l[16]==l[17]==l[18]==l[19]:

s+=1

if l[20]==l[21]==l[22]==l[23]==l[24]:

s+=1

if l[0]==l[5]==l[10]==l[15]==l[20]:

s+=1

if l[1]==l[6]==l[11]==l[16]==l[21]:

s+=1

if l[2]==l[7]==l[12]==l[17]==l[22]:

s+=1

if l[3]==l[8]==l[13]==l[18]==l[23]:

s+=1

if l[4]==l[9]==l[14]==l[19]==l[24]:

s+=1

if l[0]==l[6]==l[12]==l[18]==l[24]:

s+=1

if l[4]==l[8]==l[12]==l[16]==l[20]:

s+=1

if s>=5:

return True

else:

return False

def compcheck():

global coml

s=0

if coml[0]==coml[1]==coml[2]==coml[3]==coml[4]:

s+=1

if coml[5]==coml[6]==coml[7]==coml[8]==coml[9]:

s+=1

if coml[10]==coml[11]==coml[12]==coml[13]==coml[14]:

s+=1

if coml[15]==coml[16]==coml[17]==coml[18]==coml[19]:

s+=1

if coml[20]==coml[21]==coml[22]==coml[23]==coml[24]:

s+=1

if coml[0]==coml[5]==coml[10]==coml[15]==coml[20]:

s+=1

if coml[1]==coml[6]==coml[11]==coml[16]==coml[21]:

s+=1

if coml[2]==coml[7]==coml[12]==coml[17]==coml[22]:

s+=1

if coml[3]==coml[8]==coml[13]==coml[18]==coml[23]:

s+=1

if coml[4]==coml[9]==coml[14]==coml[19]==coml[24]:

s+=1

if coml[0]==coml[6]==coml[12]==coml[18]==coml[24]:

s+=1

if coml[4]==coml[8]==coml[12]==coml[16]==coml[20]:

s+=1

if s>=5:

return True

else:

return False

def statement(t):

if plcheck()==True and compcheck()==True:

t.destroy()

tk=Tk()

Label(tk,text='Draw').pack()

Label(tk,text=compboard()).pack()

Label(tk,text=plboard()).pack()

elif plcheck()==True and compcheck()==False:

t.destroy()

tk=Tk()

Label(tk,text='Win').pack()

Label(tk,text=compboard()).pack()

Label(tk,text=plboard()).pack()

elif plcheck()==False and compcheck()==True:

t.destroy()

tk=Tk()

Label(tk,text='Lose').pack()

Label(tk,text=compboard()).pack()

Label(tk,text=plboard()).pack()

else:

return False

def compboard():

global coml

x=0

s='''Computer Board

'''

for i in range(5):

s+='| '

for j in range(5):

s+=str(coml[x])+' | '

x+=1

s+='\n'

return s

def plboard():

global l

x=0

s='''Player board

'''

for i in range(5):

s+=' | '

for j in range(5):

s+=str(l[x])+' | '

x+=1

s+='\n'

return s

def New():

f.destroy()

root=s.Window(themename="cyborg")

root.geometry("500x500")

root.title("TWO PLAYER BINGO GAMES")

load=p.Progressbar(root,orient=HORIZONTAL,length=300,mode="determinate")

frame=Frame(root,width=10,height=20).pack()

myFont=font.Font(family='Sofia Sans',size=20,weight='bold')

but1=Button(frame,text='Start the game',command=lambda:(bar(root)))

but1['font']=myFont

but1.pack(pady=30)

def bar(root):

load['value']=40

root.update\_idletasks()

time.sleep(0.3)

load['value']=60

root.update\_idletasks()

time.sleep(0.3)

load['value']=8

root.update\_idletasks()

time.sleep(0.3)

load['value']=100

root.update\_idletasks()

time.sleep(0.3)

load['value']=140

root.update\_idletasks()

time.sleep(0.3)

load['value']=160

root.update\_idletasks()

time.sleep(0.3)

load['value']=180

root.update\_idletasks()

time.sleep(0.3)

load['value']=200

root.update\_idletasks()

time.sleep(0.3)

load['value']=240

root.update\_idletasks()

time.sleep(0.3)

load['value']=260

root.update\_idletasks()

time.sleep(1)

load['value']=280

root.update\_idletasks()

time.sleep(0.3)

load['value']=300

root.update\_idletasks()

time.sleep(0.3)

load.pack(pady=30)

board1(root)

board2(root)

#inserting button for the player1

def board1(t):

global btlist1,l1,l3

f.destroy()

btk=Tk()

btk.geometry("510x518")

btk.title('Player 1')

but1\_1=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but1\_1))

but1\_2=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but1\_2))

but1\_3=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but1\_3))

but1\_4=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but1\_4))

but1\_5=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but1\_5))

but2\_1=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but2\_1))

but2\_2=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but2\_2))

but2\_3=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but2\_3))

but2\_4=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but2\_4))

but2\_5=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but2\_5))

but3\_1=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but3\_1))

but3\_2=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but3\_2))

but3\_3=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but3\_3))

but3\_4=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but3\_4))

but3\_5=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but3\_5))

but4\_1=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but4\_1))

but4\_2=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but4\_2))

but4\_3=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but4\_3))

but4\_4=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but4\_4))

but4\_5=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but4\_5))

but5\_1=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but5\_1))

but5\_2=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but5\_2))

but5\_3=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but5\_3))

but5\_4=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but5\_4))

but5\_5=Button(btk,text='',height=5,width=12,command=lambda:game1(btk,but5\_5))

btlist1=[but1\_1,but1\_2,but1\_3,but1\_4,but1\_5,

but2\_1,but2\_2,but2\_3,but2\_4,but2\_5,

but3\_1,but3\_2,but3\_3,but3\_4,but3\_5,

but4\_1,but4\_2,but4\_3,but4\_4,but4\_5,

but5\_1,but5\_2,but5\_3,but5\_4,but5\_5]

l1=list(range(1,26))

random.shuffle(l1)

l3=l1[:]

for i in range(len(l1)):

btlist1[i]['text']=l1[i]

but1\_1.grid(row=1,column=1)

but1\_2.grid(row=1,column=2)

but1\_3.grid(row=1,column=3)

but1\_4.grid(row=1,column=4)

but1\_5.grid(row=1,column=5)

but2\_1.grid(row=2,column=1)

but2\_2.grid(row=2,column=2)

but2\_3.grid(row=2,column=3)

but2\_4.grid(row=2,column=4)

but2\_5.grid(row=2,column=5)

but3\_1.grid(row=3,column=1)

but3\_2.grid(row=3,column=2)

but3\_3.grid(row=3,column=3)

but3\_4.grid(row=3,column=4)

but3\_5.grid(row=3,column=5)

but4\_1.grid(row=4,column=1)

but4\_2.grid(row=4,column=2)

but4\_3.grid(row=4,column=3)

but4\_4.grid(row=4,column=4)

but4\_5.grid(row=4,column=5)

but5\_1.grid(row=5,column=1)

but5\_2.grid(row=5,column=2)

but5\_3.grid(row=5,column=3)

but5\_4.grid(row=5,column=4)

but5\_5.grid(row=5,column=5)

#inserting button for player2

def board2(t):

global btlist2,l2,l4

f.destroy()

atk=Tk()

atk.geometry("510x518")

atk.title('Player 2')

but1\_1=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but1\_1))

but1\_2=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but1\_2))

but1\_3=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but1\_3))

but1\_4=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but1\_4))

but1\_5=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but1\_5))

but2\_1=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but2\_1))

but2\_2=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but2\_2))

but2\_3=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but2\_3))

but2\_4=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but2\_4))

but2\_5=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but2\_5))

but3\_1=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but3\_1))

but3\_2=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but3\_2))

but3\_3=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but3\_3))

but3\_4=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but3\_4))

but3\_5=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but3\_5))

but4\_1=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but4\_1))

but4\_2=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but4\_2))

but4\_3=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but4\_3))

but4\_4=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but4\_4))

but4\_5=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but4\_5))

but5\_1=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but5\_1))

but5\_2=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but5\_2))

but5\_3=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but5\_3))

but5\_4=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but5\_4))

but5\_5=Button(atk,text='',height=5,width=12,command=lambda:game2(atk,but5\_5))

btlist2=[but1\_1,but1\_2,but1\_3,but1\_4,but1\_5,

but2\_1,but2\_2,but2\_3,but2\_4,but2\_5,

but3\_1,but3\_2,but3\_3,but3\_4,but3\_5,

but4\_1,but4\_2,but4\_3,but4\_4,but4\_5,

but5\_1,but5\_2,but5\_3,but5\_4,but5\_5]

l2=list(range(1,26))

random.shuffle(l2)

l4=l2[:]

for i in range(len(l2)):

btlist2[i]['text']=l2[i]

but1\_1.grid(row=1,column=1)

but1\_2.grid(row=1,column=2)

but1\_3.grid(row=1,column=3)

but1\_4.grid(row=1,column=4)

but1\_5.grid(row=1,column=5)

but2\_1.grid(row=2,column=1)

but2\_2.grid(row=2,column=2)

but2\_3.grid(row=2,column=3)

but2\_4.grid(row=2,column=4)

but2\_5.grid(row=2,column=5)

but3\_1.grid(row=3,column=1)

but3\_2.grid(row=3,column=2)

but3\_3.grid(row=3,column=3)

but3\_4.grid(row=3,column=4)

but3\_5.grid(row=3,column=5)

but4\_1.grid(row=4,column=1)

but4\_2.grid(row=4,column=2)

but4\_3.grid(row=4,column=3)

but4\_4.grid(row=4,column=4)

but4\_5.grid(row=4,column=5)

but5\_1.grid(row=5,column=1)

but5\_2.grid(row=5,column=2)

but5\_3.grid(row=5,column=3)

but5\_4.grid(row=5,column=4)

but5\_5.grid(row=5,column=5)

def game1(t,b):

n=b['text']

b['text']='\*'

l1[l1.index(int(n))]='\*'

confirm1(t,n)

if int(n) in l3:

l3.remove(int(n))

for i in range(len(btlist1)):

btlist1[i]['state']='disabled'

btlist2[i]['state']='normal'

def game2(t,b):

n=b['text']

b['text']='\*'

l2[l2.index(int(n))]='\*'

confirm2(t,n)

if int(n) in l4:

l4.remove(int(n))

for i in range(len(btlist2)):

btlist2[i]['state']='disabled'

btlist1[i]['state']='normal'

def confirm1(t,b):

if l2[l2.index(int(b))]!='\*':

l2[l2.index(int(b))]='\*'

for i in range(len(btlist2)):

if btlist2[i]['text']==b:

btlist2[i]['text']='\*'

if statement(t)==False:

statement(t)

def confirm2(t,b):

if l1[l1.index(int(b))]!='\*':

l1[l1.index(int(b))]='\*'

for i in range(len(btlist1)):

if btlist1[i]['text']==b:

btlist1[i]['text']='\*'

if statement(t)==False:

statement(t)

#checking

def plcheck():

global l1

s=0

if l1[0]==l1[1]==l1[2]==l1[3]==l1[4]:

s+=1

if l1[5]==l1[6]==l1[7]==l1[8]==l1[9]:

s+=1

if l1[10]==l1[11]==l1[12]==l1[13]==l1[14]:

s+=1

if l1[15]==l1[16]==l1[17]==l1[18]==l1[19]:

s+=1

if l1[20]==l1[21]==l1[22]==l1[23]==l1[24]:

s+=1

if l1[0]==l1[5]==l1[10]==l1[15]==l1[20]:

s+=1

if l1[1]==l1[6]==l1[11]==l1[16]==l1[21]:

s+=1

if l1[2]==l1[7]==l1[12]==l1[17]==l1[22]:

s+=1

if l1[3]==l1[8]==l1[13]==l1[18]==l1[23]:

s+=1

if l1[4]==l1[9]==l1[14]==l1[19]==l1[24]:

s+=1

if l1[0]==l1[6]==l1[12]==l1[18]==l1[24]:

s+=1

if l1[4]==l1[8]==l1[12]==l1[16]==l1[20]:

s+=1

if s>=5:

return True

else:

return False

def p2check():

global l2

s=0

if l2[0]==l2[1]==l2[2]==l2[3]==l2[4]:

s+=1

if l2[5]==l2[6]==l2[7]==l2[8]==l2[9]:

s+=1

if l2[10]==l2[11]==l2[12]==l2[13]==l2[14]:

s+=1

if l2[15]==l2[16]==l2[17]==l2[18]==l2[19]:

s+=1

if l2[20]==l2[21]==l2[22]==l2[23]==l2[24]:

s+=1

if l2[0]==l2[5]==l2[10]==l2[15]==l2[20]:

s+=1

if l2[1]==l2[6]==l2[11]==l2[16]==l2[21]:

s+=1

if l2[2]==l2[7]==l2[12]==l2[17]==l2[22]:

s+=1

if l2[3]==l2[8]==l2[13]==l2[18]==l2[23]:

s+=1

if l2[4]==l2[9]==l2[14]==l2[19]==l2[24]:

s+=1

if l2[0]==l2[6]==l2[12]==l2[18]==l2[24]:

s+=1

if l2[4]==l2[8]==l2[12]==l2[16]==l2[20]:

s+=1

if s>=5:

return True

else:

return False

def statement(t):

if plcheck()==True and p2check()==True:

tk=Tk()

tk.geometry('500x500')

tk.title("RESULT")

Label(tk,text='Draw').pack()

Label(tk,text=p1()).pack()

Label(tk,text=p2()).pack()

elif plcheck()==True and p2check()==False:

tk=Tk()

Label(tk,text='Player 1 wins').pack()

Label(tk,text=p1()).pack()

Label(tk,text=p2()).pack()

elif plcheck()==False and p2check()==True:

tk=Tk()

Label(tk,text='Player 2 wins').pack()

Label(tk,text=p2()).pack()

Label(tk,text=p1()).pack()

else:

return False

def p1():

global coml

x=0

s='''player 1

'''

for i in range(5):

s+='| '

for j in range(5):

s+=str(l1[x])+' | '

x+=1

s+='\n'

return s

def p2():

global l

x=0

s='''player 2

'''

for i in range(5):

s+=' | '

for j in range(5):

s+=str(l2[x])+' | '

x+=1

s+='\n'

return s

root.mainloop()

**RESULT:**

The project was completed and became fully functional on 26/01/2023. The final output of the game and the website is shown below.

1. **Computer Vs Player mode:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAfMAAAIVCAYAAADF+hZJAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABfxSURBVHhe7d19bF13ecDxx9B2LWlH7bQJbaHUdgR9DWpMSMUo2ggJzZjoVLWESCBeJEop0yZVe0GMsg6YYP9kLxoZRPuDTdrStBWiq1iipNkbsDWL0oq2MFYlDppoS1Ict2pToINk51wfJ/ceX/u6jq/tJ/l8JCv33GtfXx9H/p7f77zcnpGRkWNHjx6NY8eOxfi/4x+l+r8sDEeOHImvfOUr8bGPfSwWLVpU3cvp6ODBg7F06dJqCV4e/38Wvp6engn/Tvi45557VDqZl156KR544IG47LLL4qmnnop3vetdcdZZZ1WPcrp5/vnn47zzzquW4OXx/+fU0FOMuMUcABJ7RfUvAJCUmANAcmIOAMmJOQAkJ+YAkFzHo9kPHz4cTz/9o1iy5MLGuWzTUT7loWeeiYte85ro6+ur7gUAuqHjyLwM+eAbrogv/dcZ8ZF7fxF/+50zo7dvcYwUkb/rs5+PT37q07Fv//644IIL4t9e+Hp88vvvi00//HRcPLgkfvSjH1XPAgB0S8eR+TPFCPsfHj8r/vrfn6/uibjr3a+Ou7/wkeOxPvvss+OP/+aO+KPvf6SxXPq117wnbn/t5+PCCy+s7gEAuqFjzH/84x/Hn/xrT2z77k+qeyI2rDgztv/pLS2XeH3v598R//jTzdVSxLLzroovXn53Y8QOADO1efOJtkzl1ltvrW4tDOXrvummmybtYNnXr33ta7PyuqcV8++OLoqPbxmJo8Vn/tIZPfH3H74w7tn8hdix88HG51x55RXxxb+4Kz76n2vjuZdGGvf99pWfj7cvunGSH+JA7Nq8M/ZXS6XBNbfG6v7yVvnYcAzcujr6xz9vcE3cOvZgpbx/b/TdcnNc21vdNfpI3HfvnjhcLUbfyrjl5mtj/OE4sCs27zzxHftW3hI3H//iNjo9X+HArs2xM9q9tnaveczoI/dF8bSxsvHap1oPAJTKKHYK3nQ+Z66V/fz6/ffHb944sYVTPTYTr7yrUN1u68UXX4wrX/fq+LU3nB2XLz0zfvedr443Lj0r3n799bFscCB+5a1vjU/c/vE4/5zeWHPxTfHaRYPx3v7b4h0X3dj42le96lXVMzV7Ng7sfTaW3fKB+I23DcXQwCvi4Qe+F+cMDRSxLB8bjd7jt5+Nnp7vxtPnDMXA8ZKW9z8d51x1ZVx0TrHYCO/+GBx/vqGh6Hv6e/HTgfI5Co2QjxYBHX98IH727Xvj2z8biCsbT1DT6flKxefs+t45cfFPh+O5i6rX0TD+mp+On7XcXzoQ//HAd2M0zolLGq+9th6K73PiZwSgtHfv3sbfx6lM53PmWtm/Sy+9tBHt8t/xHs52yEvTPjXtyovOig0rz43+C85sLD/zxPMx+k+viue3/3I8/chzjfsuOPs18Z5LPxDXLn5rY3naes8vIjkaz45WyzWDQytjdO8jxWe0MxqP7NoTvWuaRumF/tXlyL5UPL63CHPL471x7eqVEXseLvJa1+n5xoz+oBhPD66IFYMR+38w8ZX1Fl874f4Dw8WIfTCKLwHgNFDGuox2Ge8y4t0IeWlG55kfO3osHtz4aIz84Pl47qkX45//8vH4yXMvVY/OQCNyQy3xbHH+tTHUuyd2PdIm56M/iP2HB2NgsqnpyR7vvSwG+9psQHR6vobRaLT8st7iaRo1n7Ch0bdiKHpbNhbKjYrRWLlioFoG4HTQHPRuhLw0o5j/4udHW+J99OfHZhDzw7Hn3s2N/Rybd0as6bCjuH/1miKOu6Jdz6OvL86vbpb7pBvPufm+E5/b9Hirw3H42epms07PVwa/GF8XLR/bKCiWJg7O+2NgcH8Mj9e8+WtaNK2HzbvazBQAzJ6xvzWdP8hlRjE/46xXxuXvvKRairj46mKE+rpF1dJ09cXKW25tHLBw6y19sbc5lm31x+o1vbHn4Ta5O3w4xpvce+3NxXOuaZ3Kbnq8VV/0tat8h+cbm2K/rNp/3hvl4Lzd6+pfcWL3wIGH90TvUOsBdGOa1kPjoD+A7hn7W9P5g9nTPLXePOU+m2YU89LbPnp5vPszK+Jdf/Cm+PU/vHbaV4drqzHlPckouVn/ilg5ujN2NXezw/72seduGiGPa0yn98b59bp2er5i7PzwnuK17rn3+BbsvcVy7B+eOKoeH7UfeCT2jq6MFUoNcFqp7yOv70OfLTOOec///Etc8sDaeP03fjVe8fCWiKNHI37nzyLOfUfEmz8c8cT/Vp85DY2wTjJKbjF24NrozubTufqjGADHnnsnm6IuvmaoSOrO5scPxK7G+WEr2oyEOzxfuX+/PE2tZSv2lljZboOh8b17Y8/O4nsdH8kDcDqY7GC3bgS9ZzrnmU/YUX/0FxGfXR7xYnUW9iteGXHNn0e8f+PYcmnddfHjv/vUxK9tqJ9fXU41jx89Xj7WfJ557XzyQuu52tWdnc4jrz3e8XzuSZ6vPLd8b9/Ec9Qbr+nwUBQvu/aaR+OR+x6O828en0Jv/pnq66HN6wY4zU13H/5C2z1Qvu4Fc9GY8nKuEy7J+n8/jbhz2VjUx/X+XsSn7qsWCiuviGe+8UWXcwWALus4zV6++9kEZ54d8fbbqoXCVesiPv7RiDdeOrZ8RjFS//33t/9aAGBWdRyZl2+BWr6hSjnCnnCQ25OPF6P0n0S8/s3FMxWP/eRnEd9+LI4NXByHzj3DW6ACwBzoGHMAYGGb8dHsAMDCIOYAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHI9cdVbnGcOAIkZmQNAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcj1x1VuOVbdhVjx4+w+rW8Bk3rnptdUtOHlG5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHLeApVZd1Jvgbp4eSxddkf0D6yJRb3VfQ3DcWR4RxzYc38cHHm0uq/Vuau+GauGBqqll+/I3nXx0O72zx3Lvhqr166pFirDd8Su7Vurhcksj4EN26K/5WeZ3JHR4YjR8uf8bPFz9lT3ntDVn7GT47+bweJ30/wait/N6P44NLwtDu2+O14o/qxM2wzXa/v1MBwHtr4thtust7bfp9TyvdbHNbdvjCXV0vRN8X2n4C1QmU1G5iwY5R/o1eu3xdVD9ZCXBmLRwG1xdfH46g13xrkxt9ugS5e1CcHAulg6y6+jjOTYz/lUXLdqeXXvfCsifkPz76Ye0eI1966J/qGNser2b8U1y6b/umd3vQ7EkmVvqm63avt94BQi5iwMxchp2iPO3tti1Q3vqxbmwvpY0valrSniUd3sgkVD24owzvfEWTFa3VBEfGCav5syqGu3TXNDZPbX66LeK6pbzZa32TiEU4uYswAUwWg3BTqVgY1zF7pl6yadel2yrLsbFUtWfmbOZyFOKHcRbIwlMwjhoqEvxcDiDq+7G+u13ah+8Y0z+hkgE/vMmXUve5/54jvjuvW3xaJqsbEPcscnYnhf077dxWXwa2GZ1j7rUm1f6OiXY/eWz0573+7SG54sRqbVQuyMQ8PFyLFp+fFNH4yDkz5XbZ/5lN+7nM7+Um0U3On5x53cz9hO2/3SozvjwJ6NcWjfd048d7kvfWX9dRc6/H5OZr1OeG2jw3Gk3EXRbv/1ZPvLS1PtM5+FdTgV+8yZTUbmzL/ewaaQlwdp1UJeGtkaj225Iw5Viw29b5iDUWttKnh4Wzy2b2e1UJrNqfZH4+D2T8SB0WqxoVg3i6ubc2p99NdDXoRv95YPNn43LYEbKV/39bF773B1R2XKfd+zvF5H98eRxo1y/33jxnHN+8sPDTd/Dzh1iDnz7/gf4jGNKdq2B1EVQd90Sewa/9jyua6Nmo6rTQUf2nd3xL5tLRsV8zsV3iUTpsCLkfL2qY9Uf2H32IbIkXL0vrcI/9YpZhRmfb0W/4eqjaDWKfrm/eXF6H1f6/81OFWIOfNv5P441DIaHYj+tdti9e1PxnUbvlqEfX2c22n/a5e0HgW9s4hO+e/WYoTXuGNM79pYMhuj58XLY+CGL9VOYyviM1LdnEP1o7+P7N04jan+R2N4yyXx0JYPxfDurfHCFKdqzf56feJ4zFtmbFr2l58IPpxqxJwFoIjAji+3HTE1TnlauzFWrX+qiPs347ob5jLsE6eCx4N2sGVKePJToiYoj8S/vfxZnpz4sX5b9Nf2O08vot13ZOQ71a3ZMPvr9cjofxcf1ZZA80ZA8y6cxvd5Gab6XTV9LJxTCDmdiTkLw8jn4qGt7YN+QnkO9ljY5+QPaLup4HG1KeFFAzfO/lT76Jfj8d2zGdHpqp/KVV4UprrZojxgrH3gxj/annHQpfX6wsj+6taJ/ebNMwBl8OFUJeYsHGXQN62L3Tt2dpwOLc/B7nbQ208Fj+vSVHvlSONgs+4dST2furZemzYExvabt26UzO7sAiwsYs4C82i8sO9D8dCW8iC3Mux3xIHhYmRYPdpsWucyz1htKrh2kF5pxlPtkxqOQzvWNQ7ue2j71nkM+aO1jamJR4jPXDfXaznVXt0s95u37C+vNhpGnugw+wM5iTkLWBn2rTG8/fpixF7EfWsR9lpkTj6gk6gfzd1u/2nt3OVFQ3d0vgxpee7ypovHjsbfui4eLzZUTih+nmlfPa27ju9/rixaPEvruVvrtaFpI6R3sPi/0bS/vM1GQ0fNv6spPmZ8rXuYRWLOPKvtd53quusjRdhrB8q1v3znyVoeAytbgzI9L/Pc6Or87MdbuzknuxA6ObH/eUz7oNZOFSw+Jpxr3qJ763V8Cv3ERkh5rfim7zX6xCm5ywLGiTnzrGlqtFSM1Pqn+sNdu8BMV5zE5T9nchnSg9vX1WYcynh2cxfCNNQORCvjePWGkzyffg7Wa30jZFzLQXZwChJz5tmjcahlqrn4w732W3HNqvW1cCyPc1d9Na6rTcF244/0ucvW1q5IN7Yfu/1H7ap0M3rHr3an5pXn2s/nxWi2xoH6KLucEt8w9q5oLa9rcbG87M64ZsOTU75Zzpys1wkbIaXJjsaHU4eYM+9e2P1XtT/AA7Gk8XaazftStxWhWFMbldePhJ4Ny2NJy7new8X3mOoo6NrR1y93qn1ceST/jtqlRot4Xr2qS8cETMP4Fd1a9I7t12/53awvltfe1mbU3RzRuVqvtZmehhleeKfd/vzJPm5YX30RzA8xZwHYGo/VQzYNXbmgSn0qeHRHHOoQgtajr2c21d6w70Nt9p/P53R7eUW3YoQ8k1FteUnX5jc8mbP1Wj8Sv9B0UZr2sYf8xJyFoQhZ4/zyanFqxahu77quHEVcnwqe1oFT9andgd+acYAPbq9NLy+A6fbHttSPup9K+bup3pCl6XKuc7le60fiu1gMpwMxZ8FonF++qQjH3vKiMRPjUd7XCMWmt8VjXTkdqD4VPN198vUp4ZM5Za7NLMU8T7eXo93yqPvyvP/2v5tyOr0Yie9YV/1u6ufId3u9tu4Trx8E52IxnA68nzmz7mW/nzmchryfObPJyBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOR64qq3HKtuAwAJGZkDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyYk5ACTXE1e95Vh1mwXgwdt/WN0CWNjeuem11S3mm5E5ACQn5gCQnJgDQHJiDgDJiTkAJCfmAJCcmANAcmIOAMmJOQAkJ+YAkJyYA0ByYg4AyXmjFQBIzsgcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5MQcAJITcwBITswBIDkxB4DkxBwAkhNzAEhOzAEgOTEHgOTEHACSE3MASE7MASA5MQeA5HruueeeY9VtACCdiP8H4nw6Q56Yk4gAAAAASUVORK5CYII=)**
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1. **Player 1 Vs Player 2 mode:**
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