# COMP1811 – Python Project Report

| **Name** | **Morales Huaygua, Luis David** | **Student ID** | **001137079** |
| --- | --- | --- | --- |
| **Partner’s name** | **Muthaliph, Gnei Tiara Rahiza** | **Partner SIDs** | **001166581** |

# Brief statement of features you have completed

*(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

***Indicate the feature each partner implemented by replacing “developed by” in red below with partner name****.*

| 1.1 Circle the parts of the coursework you have **fully completed and are fully working**. Please be accurate. | **Features *[Luis David] [Gnei Tiara]*** | **F1:** i ii  iii  **F2:** i ii  iii |
| --- | --- | --- |
| 1.2 Circle the parts of the coursework you have **partly completed or are partly working.** | **Features** | **F1:** i ii  iii  **F2:** i ii  iii |
| Briefly explain your answer if you circled any parts in 1.2 | | |

# Concise List of Bugs and Weaknesses

*A concise list of bugs and/or weaknesses in your work (if you don't think there are any, then say so). Bugs that are declared in this list will lose you fewer marks than ones that you don't declare! (****100-200 word****, but word count depends heavily on the number of bugs and weaknesses identified.)*

*(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

## Bugs

*List each bug plus a brief description*

I believe I have no bugs in the code and the app

## Weaknesses

*List each weakness plus a brief description*

I believe the app has no weaknesses. A user can register, take the quiz (when develop) and exit the quiz. The user can also enter the admin page to add, delete, and update modules and questions. One possible weakness could be the app dealing with more than 30+ modules as this can overflow the tkinter app. However, this could be also solved by implementing a search bar where the user can look up modules by their names.

Another weakness is that the user cannot save its profile when taking the quiz. I was not directly working with this feature as it was not my part but I believe this problem could be solve by just storing the username as an attribute in a class. It could also be requested for the user to type it once each quiz has been taken. This username, along with its score would be stored to a userResults table in the DB.

# Description of the features implemented

*Describe your implementation of the required features and how well do they work. Provide some exposition of the design decisions made and indicate how the features developed were integrated.   
(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

**Add module:**

This feature consists of one button that when clicked it raise a new tkinter frame window. In this new window you first need to select a starting question type. This starting question is asked mainly because it is needed to go to the edit module frame.

Once the type of the question is selected, another window frame will pop up with entries for the question name, score, answers, and possible answers (except for the T/F). When all entries have been filled, the user can click on submit and all the user input will be pushed to their respective tables in the database. This was done by defining multiple functions that act as “queries calls” for each operation (add, delete, update, select).

Finally, the feedback window frame will pop up an entry for each answer. Again here, functions queries were very helpful to fetch the answers and render it on the frame.

**Delete module:**

This feature consists of one button that when clicked it raises a new tkinter frame window. This window contains a drop-down list showing all the current modules from the database along with a button at the right. To delete a module, the user simply would need to choose one module and click on “Erase”.

It is worth to mention that this button won’t work unless there at least 1 module in the database.

**Edit/Delete question and module name change:**

Once a module has been added to the database, the name of the module will appear as a button on the body of the AdminHomePage class/Frame. This button when clicked will pop up a new window where the user can edit the question name, score and answers. The module name can also be edited.

Questions can also be deleted and added from this “Edit Module window”. There will be another drop down list and a “edit” button where the user can one question from the list of questions that the module has. When clicked in edit, a window frame will pop up. This new window frame will contain all the information in **entries** from the question in separate sections with their respective “Apply” button.

To add a new question to a module, the user would need to click on the respective module and click on the Add question button on the “edit module window”. The rest will be same as in the “Add module section” except the module name that will already be selected and will be unchangeable.

**Application Interactive GUI:**

This part consists of an extra Login Class/Frame where the user can decide to go to the admin or user features depending on the username and password.

# Classes and OOP Features

*List all the classes used in your program and include the attributes and behaviours for each. You may use a class diagram to illustrate these classes. Your narrative for section 3.2 should describe the design decisions you made and the OOP techniques used. Each partner must list the classes they developed separately and provide an exposition on the choice of classes, class design and OOP features implemented. (****200-400 words for each partner****). (THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

## Diagram Description automatically generatedClasses Used

Figure 1 Class Design

## Brief Explanation of Class Design and OOP Features Used

I used three classes for this project and multiple tkinter windows. I decided to use tkinter windows for almost every feature (add module, delete module…) because it made it much simpler to pass information from one window frame to another window frame than the conventional class attributes. This is the reason I do not use attributes in each class. However, I believe the behavior part of each class was good, as I did use a lot of them.

One OPP technique that particularly that stand out in the app is the inheritance technique. Both classes, (adminHomeFeatures and Log In Features) have availability to use part of the behavior of QuizzAPP class such as to change to another frame if necessary.

In terms of the tkinter windows, I did not find any solution to pass information from class to class without having to access the main (QuizzApp) class. This means from the adminHomeFeatures, we can only access attributes from the QuizAPP. Therefore, I used tkinter windows. Also, I could not figure out how to build a sort of tree structure with the classes. For instance, I wanted to build a child class for AdminHomeFeatures lass, but I couldn’t. I would need to build a child class for QuizzApp instead, so the only solution I came out with was using tkinter windows inside the AdminHomeFeatures. I later discovered how class would inherit their attributes while still being frames. Unfortunately, I could not re do all the work I’ve done so far and deliver on time.

# Code for the Classes Created

*Add the* ***code for each of the classes you have implemented yourself*** *here. If you have contributed to parts of classes, please highlight those parts in a different colour. Copy and paste relevant code - actual code please, no screenshots! Make it easy for the tutor to read. Add explanation if necessary – though your in-code comments should be clear enough. You will lose marks if screenshots are provided instead of code.*

*(COMPLETE THIS SECTION INDIVIDUALLY – only list the code for the classes you developed individually. DO NOT provide a listing of the entire code. You will be marked down if a full code listing is provided.)*

## Class …

1. class AdminHomePage(tk.Frame):  
    def \_\_init\_\_(self, parent, controller):  
    tk.Frame.\_\_init\_\_(self, parent)  
    self.isActive = False  
     
     
    head = tk.LabelFrame(self, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 28, 'bold'), bd=1)  
    head.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    titleLabel = tk.Label(head, text="Current Modules", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'))  
    titleLabel.grid(row=0, column=0, pady=20)  
    def closeSystem():  
    self.destroy()  
    exit\_l = tk.Button(head, text="Exit", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'), command=lambda:closeSystem())  
    exit\_l.place(x=550, y=540)  
     
    def update\_option\_menu(m\_quest\_to\_del, curr\_mod\_name, quest\_to\_del):  
    m = m\_quest\_to\_del['menu']  
    m.delete(0, 'end')  
    list\_of\_quest = fetch\_all\_quest(curr\_mod\_name)  
    for string in list\_of\_quest:  
    m.add\_command(label=string, command=lambda value=string: quest\_to\_del.set(value))  
     
    def onlyDeleteBtnModules():  
    row = 2  
    col = 0  
    count = len(fetchModules())  
    print(count, 'sss')  
    while row < 7 and col < 2 and count > 0:  
    a = head.grid\_slaves(row, col)  
    if len(a) > 0:  
    a[0].destroy()  
    count -= 1  
    row += 1  
    if row == 7:  
    row = 2  
    col += 1  
    self.isActive = False  
    return  
     
    # EDIT QUESTIONS MODE NAME  
    def edit\_quest\_frame(mod\_name, quest\_name):  
     
    window = tk.Tk()  
    window.resizable(0, 0)  
    window.geometry("700x600")  
    m\_quest\_features = tk.LabelFrame(window, text="Admin Page - Edit Question",fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'),  
    bd=1)  
    m\_quest\_features.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    # Find type of quest and id:  
    type\_of\_q = find\_quest\_type(quest\_name)  
    quest\_id = find\_quest\_id(quest\_name)  
     
    quest\_module = tk.Label(m\_quest\_features, text="Module: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    quest\_module.place(x=10, y=10)  
     
    quest\_module\_title = tk.Label(m\_quest\_features, text=mod\_name, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    quest\_module\_title.place(x=180, y=10)  
     
    quest\_title = tk.Label(m\_quest\_features, text="Question Name: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    quest\_title.place(x=10, y=60)  
     
    e\_quest\_title = tk.Entry(m\_quest\_features, width=30, bd=5)  
    e\_quest\_title.place(x=150, y=60)  
    e\_quest\_title.insert(tk.END, quest\_name)  
     
    quest\_t\_btn = tk.Button(m\_quest\_features,fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), text="change", command=lambda: update\_quest(  
    quest\_id,  
    'quest\_name',  
    e\_quest\_title.get(),  
    m\_quest\_features  
    ))  
    quest\_t\_btn.place(x=360, y=57)  
     
    if type\_of\_q == 'tf':  
    l\_ans = tk.Label(m\_quest\_features, text="Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_ans.place(x=10, y=100)  
    get\_ans\_tf = find\_ans\_from\_quest(quest\_id)  
    e\_ans\_tf = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_tf.place(x=10, y=130)  
    e\_ans\_tf.insert(tk.END, get\_ans\_tf)  
    # Update answer column  
    ans\_tf\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(quest\_id, 'answer', e\_ans\_tf.get(), m\_quest\_features))  
    ans\_tf\_btn.place(x=10, y=160)  
     
    get\_inc\_ans\_tf = find\_inc\_ans\_from\_quest(quest\_id)  
    l\_inc\_ans = tk.Label(m\_quest\_features, text="Incorrect Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_inc\_ans.place(x=10, y=200)  
     
    e\_inc\_ans = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans.place(x=10, y=230)  
    e\_inc\_ans.insert(tk.END, get\_inc\_ans\_tf)  
    # Update possible answer column  
     
    ans\_tf\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(quest\_id, 'possible\_answer', e\_inc\_ans.get(), m\_quest\_features))  
    ans\_tf\_btn.place(x=10, y=260)  
     
    # Update question Mark  
    get\_quest\_mark = find\_quest\_mark(quest\_id)  
    l\_quest\_mark = tk.Label(m\_quest\_features, text="Question Mark: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_quest\_mark.place(x=10, y=290)  
    e\_quest\_mark = tk.Entry(m\_quest\_features, width=8, bd=5)  
    e\_quest\_mark.place(x=10, y=320)  
    e\_quest\_mark.insert(tk.END, get\_quest\_mark)  
     
    q\_m\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(quest\_id, 'quest\_mark', e\_quest\_mark.get(), m\_quest\_features))  
    q\_m\_btn.place(x=10, y=350)  
    if type\_of\_q == 'mcq':  
    l\_ans = tk.Label(m\_quest\_features, text="Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_ans.place(x=10, y=100)  
    get\_ans = find\_ans\_from\_quest(quest\_id)  
    len\_of\_ans = len(get\_ans)  
    if len\_of\_ans == 1:  
    e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_1.place(x=10, y=130)  
    e\_ans\_1.insert(tk.END, get\_ans[0])  
    elif len\_of\_ans == 2:  
    e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_1.place(x=10, y=130)  
    e\_ans\_1.insert(tk.END, get\_ans[0])  
     
    e\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_2.place(x=10, y=160)  
    e\_ans\_2.insert(tk.END, get\_ans[1])  
    elif len\_of\_ans == 3:  
    e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_1.place(x=10, y=130)  
    e\_ans\_1.insert(tk.END, get\_ans[0])  
     
    e\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_2.place(x=10, y=160)  
    e\_ans\_2.insert(tk.END, get\_ans[1])  
     
    e\_ans\_3 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_ans\_3.place(x=10, y=190)  
    e\_ans\_3.insert(tk.END, get\_ans[2])  
     
    get\_inc\_ans = find\_inc\_ans\_from\_quest(quest\_id)  
    l\_inc\_ans = tk.Label(m\_quest\_features, text="Incorrect Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_inc\_ans.place(x=10, y=250)  
    len\_of\_inc\_ans = len(get\_inc\_ans)  
     
    if len\_of\_inc\_ans == 1:  
    e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_1.place(x=10, y=280)  
    e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
    if len\_of\_inc\_ans == 2:  
    e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_1.place(x=10, y=280)  
    e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
     
    e\_inc\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_2.place(x=10, y=310)  
    e\_inc\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
     
    if len\_of\_inc\_ans == 3:  
    e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_1.place(x=10, y=280)  
    e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
     
    e\_inc\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_2.place(x=10, y=310)  
    e\_inc\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
     
    e\_inc\_ans\_3 = tk.Entry(m\_quest\_features, width=20, bd=5)  
    e\_inc\_ans\_3.place(x=10, y=340)  
    e\_inc\_ans\_3.insert(tk.END, get\_inc\_ans[2])  
     
    def gather\_inc\_ans():  
    if len\_of\_inc\_ans == 1:  
    return ",".join([e\_inc\_ans\_1.get()])  
    if len\_of\_inc\_ans == 2:  
     
    return ",".join([e\_inc\_ans\_1.get(), e\_inc\_ans\_2.get()])  
    if len\_of\_inc\_ans == 3:  
    return ",".join([e\_inc\_ans\_1.get(), e\_inc\_ans\_2.get(), e\_inc\_ans\_3.get()])  
     
    def gather\_ans():  
    if len\_of\_ans == 1:  
    return ",".join([e\_ans\_1.get()])  
    if len\_of\_ans == 2:  
    return ",".join([e\_ans\_1.get(), e\_ans\_2.get()])  
    if len\_of\_ans == 3:  
    return ",".join([e\_ans\_1.get(), e\_ans\_2.get(), e\_ans\_3.get()])  
     
    ans\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(quest\_id, 'answer', gather\_ans(), m\_quest\_features))  
    ans\_btn.place(x=10, y=220)  
     
    inc\_ans\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(  
    quest\_id,  
    'possible\_answers',  
    gather\_inc\_ans(), m\_quest\_features))  
    inc\_ans\_btn.place(x=10, y=370)  
     
    get\_quest\_mark = find\_quest\_mark(quest\_id)  
    l\_quest\_mark = tk.Label(m\_quest\_features, text="Question Mark: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_quest\_mark.place(x=10, y=410)  
    e\_quest\_mark = tk.Entry(m\_quest\_features, width=8, bd=5)  
    e\_quest\_mark.place(x=150, y=410)  
    e\_quest\_mark.insert(tk.END, get\_quest\_mark)  
     
    q\_m\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
    command=lambda: update\_quest(quest\_id, 'quest\_mark', e\_quest\_mark.get(), m\_quest\_features))  
    q\_m\_btn.place(x=220, y=410)  
     
    if type\_of\_q == 'bm':  
    possible\_ans = tk.Label(m\_quest\_features, text="Possible Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    possible\_ans.place(x=10, y=100)  
    get\_inc\_ans = find\_inc\_ans\_from\_quest(quest\_id)  
    get\_ans = ",".join(find\_ans\_from\_quest(quest\_id)).split(',')  
    l\_inc = len(get\_inc\_ans)  
     
    if l\_inc == 1:  
    e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_1.place(x=10, y=130)  
    e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
     
    bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
     
    curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
    curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
    curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
     
    if l\_inc == 2:  
    e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_1.place(x=10, y=130)  
    e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
     
    e\_p\_ans\_2 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_2.place(x=10, y=180)  
    e\_p\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
     
    bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
     
    curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
    curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
    curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
     
    bma\_e\_p\_ans2 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans2.set(get\_father\_from\_child(get\_inc\_ans[1])) # default value  
     
    curr\_bma\_e\_p\_ans2 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans2, \*get\_ans)  
    curr\_bma\_e\_p\_ans2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_2 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans2.menuname)  
    curr\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans2.place(x=150, y=180)  
     
    if l\_inc == 3:  
     
    e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_1.place(x=10, y=130)  
    e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
     
    e\_p\_ans\_2 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_2.place(x=10, y=180)  
    e\_p\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
     
    e\_p\_ans\_3 = tk.Entry(m\_quest\_features, width=15, bd=5)  
    e\_p\_ans\_3.place(x=10, y=230)  
    e\_p\_ans\_3.insert(tk.END, get\_inc\_ans[2])  
     
    bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
     
    curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
    curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
    curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
     
    bma\_e\_p\_ans2 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans2.set(get\_father\_from\_child(get\_inc\_ans[1])) # default value  
     
    curr\_bma\_e\_p\_ans2 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans2, \*get\_ans)  
    curr\_bma\_e\_p\_ans2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_2 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans2.menuname)  
    curr\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans2.place(x=150, y=180)  
     
    bma\_e\_p\_ans3 = tk.StringVar(m\_quest\_features)  
    bma\_e\_p\_ans3.set(get\_father\_from\_child(get\_inc\_ans[2])) # default value  
     
    curr\_bma\_e\_p\_ans3 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans3, \*get\_ans)  
    curr\_bma\_e\_p\_ans3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_3 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans3.menuname)  
    curr\_3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_e\_p\_ans3.place(x=150, y=230)  
     
    def update\_bma\_ans():  
    p\_ans = []  
    ans = []  
    m\_id = findModId(mod\_name)  
     
    if l\_inc == 1:  
    p\_ans.append(e\_p\_ans\_1.get())  
    ans.append(bma\_e\_p\_ans1.get())  
    if l\_inc == 2:  
    p\_ans.append(e\_p\_ans\_1.get())  
    p\_ans.append(e\_p\_ans\_2.get())  
    ans.append(bma\_e\_p\_ans1.get())  
    ans.append(bma\_e\_p\_ans2.get())  
    if l\_inc == 3:  
    p\_ans.append(e\_p\_ans\_1.get())  
    p\_ans.append(e\_p\_ans\_2.get())  
    p\_ans.append(e\_p\_ans\_3.get())  
    ans.append(bma\_e\_p\_ans1.get())  
    ans.append(bma\_e\_p\_ans2.get())  
    ans.append(bma\_e\_p\_ans3.get())  
     
    i = 0  
     
    del\_bma\_rows(quest\_id)  
     
    while i < len(p\_ans):  
    add\_ans\_to\_bma(quest\_id, ans[i], p\_ans[i], m\_id)  
    i += 1  
    # return  
    del\_feed\_quest\_from\_db(quest\_id)  
    add\_feed\_frame(quest\_id, p\_ans, False, m\_id, True)  
    update\_quest(quest\_id, 'possible\_answers', ",".join(p\_ans), m\_quest\_features)  
     
    btn\_sub = tk.Button(m\_quest\_features, text="Submit", command=lambda:  
    update\_bma\_ans())  
    btn\_sub.place(x=10, y=260)  
     
    # Change mod name frame  
    def change\_mod\_name(curr\_mod\_name):  
    window = tk.Tk()  
    window.resizable(0, 0)  
    window.geometry("700x600")  
    mod\_features = tk.LabelFrame(window, text="Admin Page - Edit Module", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
    mod\_features.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    t\_new\_name = tk.Label(mod\_features, text="New Module Name: ", font=('Helvetica', 13, 'bold'), fg="white", bg='#5D9DE5')  
    t\_new\_name.place(x=10, y=10)  
    new\_name\_entry = tk.Entry(mod\_features, font=('Helvetica', 13, 'bold'), borderwidth=5, width=22, bd=5)  
    new\_name\_entry.place(x=10, y=50)  
    refresh\_btn = tk.Button(mod\_features, text="Refresh",fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=10,  
    command=lambda:  
    update\_option\_menu(curr\_quest\_to\_del\_m,  
    curr\_mod\_name,  
    curr\_quest\_to\_del  
    ))  
    refresh\_btn.place(x=550, y=10)  
     
    def execute\_mod\_change(curr\_name, desired\_name, frame=False):  
    if desired\_name == '':  
    messagebox.showinfo("Error",  
    "The field must have been left blank. Please fill the field you edited.",  
    parent=frame)  
    return  
    update\_mod\_name\_in\_db(curr\_name, desired\_name)  
    delBtnModsAndUpdate()  
    window.destroy()  
     
    new\_name\_sub = tk.Button(mod\_features, text="submit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=7,  
    command=lambda: execute\_mod\_change(curr\_mod\_name, new\_name\_entry.get(), mod\_features))  
    new\_name\_sub.place(x=240, y=50)  
     
    # Add Question:  
     
    mod\_add\_quest\_l = tk.Label(mod\_features, text="Add new question to this module: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    mod\_add\_quest\_l.place(x=10, y=125)  
     
    add\_quest\_e = tk.Button(mod\_features, text="Add", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
    command=lambda: chooseTypeOfQuestion(curr\_mod\_name))  
     
    add\_quest\_e.place(x=290, y=120)  
     
    mod\_del\_quest\_l = tk.Label(mod\_features, text="Delete / Edit a question from the list below: ",  
    fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    mod\_del\_quest\_l.place(x=10, y=195)  
     
    curr\_quest\_to\_del = tk.StringVar(mod\_features)  
    curr\_quest\_to\_del.set("Choose a Question") # default value  
     
    def del\_quest\_from\_db(quest\_name):  
    # Delete Feedback and BMA answers from db  
    len\_of\_quest = len(fetch\_all\_quest(curr\_mod\_name))  
    if len\_of\_quest == 1:  
    messagebox.showinfo("Error", "You cannot delete the existing question as the module will have 0 question to render."  
    " You must add another question first or delete the module itself.", parent=mod\_features)  
    return  
    q\_id = find\_quest\_id(quest\_name)  
    del\_feed\_quest\_from\_db(q\_id)  
    del\_bma\_quest\_from\_db(q\_id)  
    del\_quest\_execute(q\_id)  
    # Reset the List of Questions.  
    update\_option\_menu(curr\_quest\_to\_del\_m, curr\_mod\_name, curr\_quest\_to\_del)  
     
    curr\_quest\_to\_del\_m = tk.OptionMenu(mod\_features, curr\_quest\_to\_del, \*fetch\_all\_quest(curr\_mod\_name))  
    curr\_quest\_to\_del\_m.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    m\_q\_c = mod\_features.nametowidget(curr\_quest\_to\_del\_m.menuname)  
    m\_q\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_quest\_to\_del\_m.place(x=10, y=235)  
     
    mod\_del\_quest\_btn = tk.Button(mod\_features, text="Erase", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
    command=lambda: del\_quest\_from\_db(curr\_quest\_to\_del.get()))  
    mod\_del\_quest\_btn.place(x=10, y=285)  
     
    mod\_edit\_quest\_btn = tk.Button(mod\_features, text="Edit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
    command=lambda: edit\_quest\_frame(curr\_mod\_name, curr\_quest\_to\_del.get())  
    )  
    mod\_edit\_quest\_btn.place(x=90, y=285)  
     
    # --------------- Change Module Name ----------------  
     
    def delBtnModsAndUpdate():  
    if self.isActive is True:  
    row = 2  
    col = 0  
    count = len(fetchModules())  
    while row < 7 and col < 2 and count > 0:  
    a = head.grid\_slaves(row, col)  
     
    if len(a) > 0:  
    a[0].destroy()  
    count -= 1  
    row += 1  
    if row == 7:  
    row = 2  
    col += 1  
    row = 2  
    col = 0  
    # We get all the modules and store them in the getModules  
    # Then we put them in columns of 5 rows while  
    # popping modules names from it so that no modules are repeated  
    getModules = fetchModules()  
     
    while row < 7 and col < 3 and len(getModules) > 0:  
    mod\_txt = getModules[-1][0]  
    mod\_btn = tk.Button(head, text=mod\_txt, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=15, height=1,  
    command=lambda i=mod\_txt: change\_mod\_name(i))  
    mod\_btn.grid(row=row, column=col, padx=15, pady=20)  
     
    row += 1  
    if row == 7:  
    row = 2  
    col += 1  
    getModules.pop()  
     
    self.isActive = True  
     
    delBtnModsAndUpdate()  
     
    def toText(module):  
    # This additional function is used  
    # to separate the string module  
    # name from other non alphabet characters  
    i = 0  
    z = len(module) - 1  
    az = 'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ'  
    while module[i] not in az:  
    i += 1  
    while module[z] not in az:  
    z -= 1  
     
    return module[i:z + 1]  
    def exist\_quest(quest\_name):  
    a = find\_quest\_id(quest\_name)  
    return False if a == [] else True  
     
    print(exist\_quest('sss'))  
    def isScoreValid(score):  
    alphabet = 'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ-~`!@#$%^&\*()\_-+={}[]|\:;<,>.?/'  
    for x in score:  
    if x in alphabet:  
    return False  
    return True  
    # ---------------END OF USEFUL FUNCTIONS ---------------  
     
    # ---------------ADD MODULE---------------  
    def chooseTypeOfQuestion(curr\_mod\_name=False):  
    window = tk.Tk()  
    window.resizable(0, 0)  
    window.geometry("700x600")  
    head = tk.LabelFrame(window, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
    head.pack(fill='both', expand='yes', padx=10, pady=10)  
     
    if curr\_mod\_name:  
    l1 = tk.Label(head, text="Select a type of question to add: True/False, MultipleChoice or BestMatch",  
    fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l1.place(x=20, y=50)  
    else:  
    l1 = tk.Label(head,  
    text="You are creating a new module, so why don't create it along with an starting question?" +  
    " \n" + "Select a type of question to add: True/False, MultipleChoice or BestMatch",  
    fg="white", bg='#5D9DE5', font=('Helvetica', 12, 'bold'))  
    l1.place(x=20, y=50)  
     
    def TypeQuest(type, mod\_name=False):  
    # TRUE OR FALSE FORM  
     
    # 1.This frame collects all the information  
    # necessary to create the module and a  
    # first TF question in the database  
    #  
    # 2.It then add it to the database through  
    # a click an erase the window and update  
    # the buttons so the changes can me seen instantly.  
    #  
    # 3.In order to accomplish this,  
    # different type of sqlite  
    # commands are used, each with a different purpose  
     
    window.destroy()  
    tf\_form = tk.Tk()  
     
    tf\_form.resizable(0, 0)  
    tf\_form.geometry("700x600")  
     
    head = tk.LabelFrame(tf\_form, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
    head.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    l1 = tk.Label(head, text="Module Name: ", fg="white", bg='#5D9DE5', font=('Helvetica', 12, 'bold'))  
    l1.place(x=10, y=10)  
     
    max\_score = tk.Label(head,fg="white", bg='#5D9DE5', text="Score the user should get if answered correctly: ", font=('Helvetica', 13, 'bold'))  
    max\_score.place(x=10, y=60)  
     
    e\_score = tk.Entry(head, width=5, bd=5)  
    e\_score.place(x=410, y=60)  
     
    if mod\_name:  
    mod\_name\_title = tk.Label(head, text=curr\_mod\_name, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    mod\_name\_title.place(x=350, y=10)  
    else:  
    e1 = tk.Entry(head, width=30, bd=5)  
    e1.place(x=130, y=10)  
     
    l2 = tk.Label(head, text="Question: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l2.place(x=10, y=110)  
     
    e2 = tk.Entry(head, width=30, bd=5)  
    e2.place(x=100, y=110)  
     
     
    exist\_mod = True if mod\_name else False  
     
    def is\_mod\_name():  
    if mod\_name:  
    return mod\_name  
    return e1.get().lower()  
     
    if type == 'tf':  
    ans\_l = tk.Label(head, text="Correct Answer: ", fg="white", bg='#5D9DE5',font=('Helvetica', 11, 'bold'))  
    ans\_l.place(x=10, y=150)  
     
    ans\_e = tk.Entry(head, width=30, bd=5)  
    ans\_e.place(x=140, y=150)  
     
    def register\_tf():  
     
    if is\_mod\_name() == '':  
    messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
    return  
    if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0:  
    messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
    return  
     
    if e2.get() == '':  
    messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
    return  
    if exist\_quest(e2.get()):  
    messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
    return  
    if ans\_e.get().lower() == 'false' or ans\_e.get().lower() == 'true':  
    inc\_ans = 'true' if ans\_e.get().lower() == 'false' else 'false'  
     
    does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
     
    if does\_mod\_exist\_in\_db and mod\_name is False:  
    messagebox.showinfo("Error", "This module name already exists. "  
    "You will need to use another name.", parent=tf\_form)  
    return  
    # If it passes all the checks, Then you can create the module.  
    register\_mod\_DB(is\_mod\_name(),  
    e2.get(),  
    ans\_e.get().lower(),  
    inc\_ans,  
    tf\_form,  
    type,  
    e\_score.get(),  
    exist\_mod  
    )  
    else:  
    messagebox.showinfo("Error", "Please enter a false/true answer.", parent=tf\_form)  
    return  
     
    submit\_mod = tk.Button(head, text="add Module",  
    command=lambda: register\_tf())  
     
    submit\_mod.place(x=130, y=220)  
     
    if type == 'mcq':  
    # The user needs to able to choose how many answers/inc answers want to have  
    # therefore the approach I'm going to take is as follows  
    # 1. Let the user choose amount of answers  
    # 2. Let the user choose amount of inc\_ans  
    # 3. Base on that display entries for the user type on them.  
    # 4. Store ans and inc ans in DB  
    # 5. Prompt Feedback Frame  
    choices = [1, 2, 3]  
    l\_ans = tk.Label(head,  
    text="Right answers on the left. Wrong answers on the right. Max = 5", fg="white", bg='#5D9DE5',font=('Helvetica', 11, 'bold'))  
    l\_ans.place(x=10, y=150)  
     
    # Number of answers of the question  
    l\_num\_ans = tk.Label(head, text="N. Answers: ", font=('Helvetica', 13, 'bold'), fg="white", bg='#5D9DE5')  
    l\_num\_ans.place(x=10, y=180)  
     
    l\_num\_ans = tk.Label(head, text="N. Inc. Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    l\_num\_ans.place(x=300, y=180)  
     
    ans\_1 = tk.Entry(head, width=30, bd=5)  
    ans\_1.place(x=100, y=220)  
     
    ans\_1 = tk.Entry(head, width=30, bd=5)  
    ans\_1.place(x=100, y=220)  
    ans\_2 = tk.Entry(head, width=30, bd=5)  
    ans\_2.place(x=100, y=250)  
     
    ans\_1 = tk.Entry(head, width=30, bd=5)  
    ans\_1.place(x=100, y=220)  
    ans\_2 = tk.Entry(head, width=30, bd=5)  
    ans\_2.place(x=100, y=250)  
    ans\_3 = tk.Entry(head, width=30, bd=5)  
    ans\_3.place(x=100, y=280)  
     
    inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_1.place(x=300, y=220)  
     
    inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_1.place(x=300, y=220)  
    inc\_ans\_2 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_2.place(x=300, y=250)  
     
    inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_1.place(x=300, y=220)  
    inc\_ans\_2 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_2.place(x=300, y=250)  
    inc\_ans\_3 = tk.Entry(head, width=30, bd=5)  
    inc\_ans\_3.place(x=300, y=280)  
     
    def store\_inc\_and\_corr\_answers\_in\_db():  
    does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
    if is\_mod\_name() == '':  
    messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
    return  
    if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0:  
    messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
    return  
    if e2.get() == '':  
    messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
    return  
    if exist\_quest(e2.get()):  
    messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
    return  
    if does\_mod\_exist\_in\_db and mod\_name is False:  
    messagebox.showinfo("Error", "This module name already exists. "  
    "You will need to use another name.", parent=tf\_form)  
    return  
    is\_to\_much = [ans\_1.get(), ans\_2.get(), ans\_3.get(), inc\_ans\_3.get(), inc\_ans\_1.get(),  
    inc\_ans\_2.get()]  
    q = 0  
    for x in is\_to\_much:  
    if x != '':  
    q += 1  
    if q >= 6:  
    tk.messagebox.showinfo("showerror", "You can only add 5 answers/incorrect answers at most", parent=head)  
    return  
    canRun = False  
    def grab\_only\_ans(\*args):  
    l = []  
    c = 0  
    for x in args:  
    if x != '':  
    l.append(x)  
    for a in l:  
    if a == '':  
    c +=1  
    if c < 2:  
    messagebox.showinfo("Error", "You must add more than 1 answer/possible answer", parent=tf\_form)  
    return  
    canRun = True  
    return ",".join(l)  
     
    list\_of\_inc\_ans = grab\_only\_ans(inc\_ans\_1.get(), inc\_ans\_2.get(), inc\_ans\_3.get())  
    list\_of\_ans = grab\_only\_ans(ans\_1.get(), ans\_2.get(), ans\_3.get())  
     
    if canRun:  
    register\_mod\_DB(is\_mod\_name(),  
    e2.get(),  
    list\_of\_ans,  
    list\_of\_inc\_ans,  
    tf\_form,  
    type,  
    e\_score.get(),  
    exist\_mod)  
     
    submit\_mod = tk.Button(head, text="add Module", command=lambda: store\_inc\_and\_corr\_answers\_in\_db())  
    submit\_mod.place(x=130, y=320)  
     
    if type == 'bm':  
    # Enter 3-5 answers that others possible answers will be matched to  
     
    t\_ans = tk.Label(head,  
    text="Enter 1-5 answers. This will answers will be used as the match for other possible answers",  
    font=('Helvetica', 11, 'bold'), fg="white", bg='#5D9DE5')  
    t\_ans.place(x=10, y=150)  
     
    p\_ans\_1 = tk.Entry(head, width=30, bd=5)  
    p\_ans\_2 = tk.Entry(head, width=30, bd=5)  
    p\_ans\_3 = tk.Entry(head, width=30, bd=5)  
    p\_ans\_4 = tk.Entry(head, width=30, bd=5)  
    p\_ans\_5 = tk.Entry(head, width=30, bd=5)  
     
    p\_ans\_1.place(x=10, y=180)  
    p\_ans\_2.place(x=10, y=220)  
    p\_ans\_3.place(x=10, y=260)  
    p\_ans\_4.place(x=10, y=300)  
    p\_ans\_5.place(x=10, y=340)  
     
    def phase\_1\_of\_bma():  
    does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
    if is\_mod\_name() == '':  
    messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
    return  
    if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0 :  
    messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
    return  
    if e2.get() == '':  
    messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
    return  
    if exist\_quest(e2.get()):  
    messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
    return  
    if does\_mod\_exist\_in\_db and mod\_name is False:  
    messagebox.showinfo("Error", "This module name already exists. "  
    "You will need to use another name.", parent=tf\_form)  
    return  
    canExecute = False  
    def grab\_only\_ans(\*args):  
    l = []  
    for x in args:  
    if x != '':  
    l.append(x)  
    if l == []:  
    messagebox.showinfo("Error", "You must fill at least 1 field of answer/possible answer.", parent=tf\_form)  
    return  
    canExecute = True  
    return ",".join(l)  
    list\_of\_ans = grab\_only\_ans(p\_ans\_1.get(), p\_ans\_2.get(), p\_ans\_3.get(), p\_ans\_4.get(),  
    p\_ans\_5.get())  
    if canExecute:  
    register\_mod\_DB(  
    is\_mod\_name(),  
    e2.get(),  
    list\_of\_ans,  
    '',  
    tf\_form,  
    type,  
    e\_score.get(),  
    exist\_mod  
    )  
     
    submit\_mod\_bm = tk.Button(head, text="Continue", command=lambda: phase\_1\_of\_bma())  
    submit\_mod\_bm.place(x=200, y=370)  
     
    options = tk.LabelFrame(head, text="Options: ", font=('Helvetica', 18, 'bold'), fg="white", bg='#5D9DE5')  
    options.pack(fill='both', expand='yes', padx=20, pady=100)  
    op1 = tk.Button(options, text="TF",font=('Helvetica', 12, 'bold'), width=20, height=7,  
    command=lambda: TypeQuest('tf', curr\_mod\_name), fg="white", bg='#2B84E9')  
    op1.pack(side=tk.LEFT)  
    op2 = tk.Button(options, text="MCQ", font=('Helvetica', 12, 'bold'), width=20, height=7,  
    command=lambda: TypeQuest('mcq', curr\_mod\_name), fg="white", bg='#2B84E9', )  
    op2.pack(side=tk.LEFT)  
    op3 = tk.Button(options, text="BM", font=('Helvetica', 12, 'bold'), width=20, height=7,  
    command=lambda: TypeQuest('bm', curr\_mod\_name), fg="white", bg='#2B84E9')  
    op3.pack(side=tk.LEFT)  
     
    # BMA FRAME TO GET ALL POSSIBLE ANSWERS  
    def get\_inc\_ans\_from\_bma\_frame(quest, typeofQuest, ans, currForm):  
    currForm.destroy()  
    bma\_phase\_2 = tk.Tk()  
    bma\_phase\_2.resizable(0, 0)  
    bma\_phase\_2.geometry("700x600")  
     
    admin\_phase\_2 = tk.LabelFrame(bma\_phase\_2, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
    admin\_phase\_2.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    t\_phase\_2 = tk.Label(admin\_phase\_2,  
    text="Now, Type 1-5 possible answers and match them to their corresponding answer.",  
    fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t\_phase\_2.place(x=10, y=10)  
     
    bma\_p2\_ans\_1 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
    bma\_p2\_ans\_2 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
    bma\_p2\_ans\_3 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
    bma\_p2\_ans\_4 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
    bma\_p2\_ans\_5 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
     
    bma\_p2\_ans\_1.place(x=10, y=50)  
    bma\_p2\_ans\_2.place(x=10, y=100)  
    bma\_p2\_ans\_3.place(x=10, y=150)  
    bma\_p2\_ans\_4.place(x=10, y=200)  
    bma\_p2\_ans\_5.place(x=10, y=250)  
     
    # First Answer DropDown Menu list  
    curr\_bma\_ans\_1 = tk.StringVar(admin\_phase\_2)  
    curr\_bma\_ans\_1.set("Choose Match") # default value  
     
    curr\_bma\_ans\_1\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_1, \*ans.split(','))  
    curr\_bma\_ans\_1\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    menu\_1 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_1\_c.menuname)  
    menu\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_ans\_1\_c.place(x=200, y=45)  
     
    # Second Answer DropDown Menu List  
     
    curr\_bma\_ans\_2 = tk.StringVar(admin\_phase\_2)  
    curr\_bma\_ans\_2.set("Choose Match") # default value  
     
    curr\_bma\_ans\_2\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_2, \*ans.split(','))  
    curr\_bma\_ans\_2\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    menu\_2 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_2\_c.menuname)  
    menu\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_ans\_2\_c.place(x=200, y=95)  
     
    # Third Answer Drop Down Menu List  
     
    curr\_bma\_ans\_3 = tk.StringVar(admin\_phase\_2)  
    curr\_bma\_ans\_3.set("Choose Match") # default value  
     
    curr\_bma\_ans\_3\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_3, \*ans.split(','))  
    curr\_bma\_ans\_3\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    menu\_3 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_3\_c.menuname)  
    menu\_3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_ans\_3\_c.place(x=200, y=145)  
     
    # Fourth Answer Drop Down Menu List  
     
    curr\_bma\_ans\_4 = tk.StringVar(admin\_phase\_2)  
    curr\_bma\_ans\_4.set("Choose Match") # default value  
     
    curr\_bma\_ans\_4\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_4, \*ans.split(','))  
    curr\_bma\_ans\_4\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    menu\_4 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_4\_c.menuname)  
    menu\_4.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_ans\_4\_c.place(x=200, y=195)  
     
    # Fifth Answer Drop Down Menu list  
     
    curr\_bma\_ans\_5 = tk.StringVar(admin\_phase\_2)  
    curr\_bma\_ans\_5.set("Choose Match") # default value  
     
    curr\_bma\_ans\_5\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_5, \*ans.split(','))  
    curr\_bma\_ans\_5\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    menu\_5 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_5\_c.menuname)  
    menu\_5.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    curr\_bma\_ans\_5\_c.place(x=200, y=245)  
     
    def execute\_bma\_add():  
    q\_id, m\_id = find\_mod\_quest\_id(quest)  
    answers = []  
    if bma\_p2\_ans\_1.get() != '':  
    add\_bma\_ans(q\_id, curr\_bma\_ans\_1.get(), bma\_p2\_ans\_1.get(), m\_id)  
    answers.append(bma\_p2\_ans\_1.get())  
    if bma\_p2\_ans\_2.get() != '':  
    add\_bma\_ans(q\_id, curr\_bma\_ans\_2.get(), bma\_p2\_ans\_2.get(), m\_id)  
    answers.append(bma\_p2\_ans\_2.get())  
    if bma\_p2\_ans\_3.get() != '':  
    add\_bma\_ans(q\_id, curr\_bma\_ans\_3.get(), bma\_p2\_ans\_3.get(), m\_id)  
    answers.append(bma\_p2\_ans\_3.get())  
    if bma\_p2\_ans\_4.get() != '':  
    add\_bma\_ans(q\_id, curr\_bma\_ans\_4.get(), bma\_p2\_ans\_4.get(), m\_id)  
    answers.append(bma\_p2\_ans\_4.get())  
    if bma\_p2\_ans\_5.get() != '':  
    add\_bma\_ans(q\_id, curr\_bma\_ans\_5.get(), bma\_p2\_ans\_5.get(), m\_id)  
    answers.append(bma\_p2\_ans\_5.get())  
    update\_bms\_db\_poss\_ans(answers, q\_id)  
     
    add\_feed\_frame(q\_id, answers, bma\_phase\_2, m\_id, True)  
     
    bma\_btn = tk.Button(admin\_phase\_2, text="Continue", command=lambda: execute\_bma\_add())  
    bma\_btn.place(x=200, y=320)  
     
    def add\_feed\_frame(quest\_id, answers, prevForm, m\_id, bma=False):  
    if prevForm is not False:  
    prevForm.destroy()  
    feed\_form = tk.Tk()  
     
    fontFrame = tkFont.Font(  
    family="Arial",  
    size=16,  
    weight='bold')  
    ques\_title = tkFont.Font(  
    family="Arial",  
    size=14  
    )  
    feed\_form.resizable(0, 0)  
    feed\_form.geometry("700x600")  
     
    f\_head = tk.LabelFrame(feed\_form, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
    f\_head.pack(fill='both', expand='yes', padx=20, pady=10)  
     
    if bma:  
    t1 = tk.Label(f\_head, text="Now write why do they match to each other", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t1.place(x=10, y=10)  
    else:  
    t1 = tk.Label(f\_head, text="Now write why each answer is correct/incorrect:", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t1.place(x=10, y=10)  
     
    l = len(answers)  
    c\_x, c\_y = 40, 50  
    # Hacky Way of displaying entries.  
    # Target: Display all answers with entries  
    # for the user to write feedback why it is wrong/right  
    # Since we cannot id entries and access them manually,  
    # Im going to first:  
    # 1. Find the length of answers  
    # 2. display As many entries as answers are.  
    # 3. base on length again insert feedback  
    t\_1 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t\_2 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t\_3 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t\_4 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    t\_5 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
     
    if bma:  
    fathers = get\_fathers\_from\_children(answers)  
    if l == 2:  
    t\_1.place(x=c\_x \* 5, y=c\_y)  
    t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
     
    f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
     
    f\_1.place(x=c\_x \* 8, y=c\_y)  
    f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
    if l == 3:  
    t\_1.place(x=c\_x \* 5, y=c\_y)  
    t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
    t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
     
    f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
     
    f\_1.place(x=c\_x \* 8, y=c\_y)  
    f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
    f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
     
    if l == 4:  
    t\_1.place(x=c\_x \* 5, y=c\_y)  
    t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
    t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
    t\_4.place(x=c\_x \* 5, y=c\_y \* 4)  
     
    f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_4 = tk.Label(f\_head, text=fathers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
     
    f\_1.place(x=c\_x \* 8, y=c\_y)  
    f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
    f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
    f\_4.place(x=c\_x \* 8, y=c\_y \* 4)  
    if l == 5:  
    t\_1.place(x=c\_x \* 5, y=c\_y)  
    t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
    t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
    t\_4.place(x=c\_x \* 5, y=c\_y \* 4)  
    t\_5.place(x=c\_x \* 5, y=c\_y \* 5)  
     
    f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_4 = tk.Label(f\_head, text=fathers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    f\_5 = tk.Label(f\_head, text=fathers[4], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
     
    f\_1.place(x=c\_x \* 8, y=c\_y)  
    f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
    f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
    f\_4.place(x=c\_x \* 8, y=c\_y \* 4)  
    f\_5.place(x=c\_x \* 8, y=c\_y \* 5)  
     
    if l == 2:  
    ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans1.place(x=c\_x, y=c\_y)  
    e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans1.place(x=c\_x \* 11, y=c\_y)  
     
    ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans2.place(x=c\_x, y=c\_y \* 2)  
    e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
    if l == 3:  
    ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans1.place(x=c\_x, y=c\_y)  
    e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans1.place(x=c\_x \* 11, y=c\_y)  
     
    ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans2.place(x=c\_x, y=c\_y \* 2)  
    e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
     
    ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans3.place(x=c\_x, y=c\_y \* 3)  
    e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
     
    if l == 4:  
    ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans1.place(x=c\_x, y=c\_y)  
    e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans1.place(x=c\_x \* 11, y=c\_y)  
     
    ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans2.place(x=c\_x, y=c\_y \* 2)  
    e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
     
    ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans3.place(x=c\_x, y=c\_y \* 3)  
    e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
     
    ans4 = tk.Label(f\_head, text=answers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans4.place(x=c\_x, y=c\_y \* 4)  
    e\_ans4 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans4.place(x=c\_x \* 11, y=c\_y \* 4)  
    if l == 5:  
    ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans1.place(x=c\_x, y=c\_y)  
    e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans1.place(x=c\_x \* 11, y=c\_y)  
     
    ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans2.place(x=c\_x, y=c\_y \* 2)  
    e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
     
    ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans3.place(x=c\_x, y=c\_y \* 3)  
    e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
     
    ans4 = tk.Label(f\_head, text=answers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans4.place(x=c\_x, y=c\_y \* 4)  
    e\_ans4 = tk.Entry(f\_head, width=40, bd=5)  
    e\_ans4.place(x=c\_x \* 11, y=c\_y \* 4)  
     
    ans5 = tk.Label(f\_head, text=answers[4], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    ans5.place(x=c\_x, y=c\_y \* 5)  
    e\_ans5 = tk.Entry(f\_head, width=40,bd=5)  
    e\_ans5.place(x=c\_x \* 11, y=c\_y \* 5)  
     
    def insert\_all\_feed():  
    if l == 2:  
    if e\_ans1.get() == '' or e\_ans2.get() == '':  
    messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
    return  
    add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
    if l == 3:  
    if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get():  
    messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
    return  
    add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
    if l == 4:  
    if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get() or e\_ans4.get():  
    messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
    return  
    add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[3], e\_ans4.get(), m\_id)  
    if l == 5:  
    if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get() or e\_ans4.get() or e\_ans5.get():  
    messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
    return  
    add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[3], e\_ans4.get(), m\_id)  
    add\_feed\_to\_DB(quest\_id, answers[4], e\_ans5.get(), m\_id)  
     
    feed\_form.destroy()  
     
    feed\_form\_sub = tk.Button(f\_head, text="Submit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=insert\_all\_feed)  
    feed\_form\_sub.place(x=500, y=500)  
     
    def register\_mod\_DB(mod\_name, start\_quest, ans, inc\_ans, currForm, typeOfQuestion, mark, mod\_exist=False):  
    #  
    # 1. We add the module to database so it has a Key  
    # 2. We find that key  
    # 3. We can now add questions to its own table having access to the specific foreign key (mod\_id)  
    #  
    # Add otherAnswer and times attribute when adding to DB  
     
    if typeOfQuestion == 'tf':  
    # ADD MODULE TO DB  
    onlyDeleteBtnModules()  
    if mod\_exist is False:  
    add\_mod(mod\_name)  
     
    e6 = findModId(mod\_name)  
    # ADD QUESTIONS TO DB  
    add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
     
    q\_id = find\_quest\_id(start\_quest)  
    delBtnModsAndUpdate()  
    # ADD FEEDBACK TO DB  
    all\_ans = [ans, inc\_ans]  
    # hacky way of inserting question id to the feedback  
    add\_feed\_frame(q\_id, all\_ans, currForm, e6)  
    elif typeOfQuestion == 'mcq':  
    all\_ans = inc\_ans.split(',') + ans.split(',')  
    onlyDeleteBtnModules()  
    if mod\_exist is False:  
    add\_mod(mod\_name)  
    e6 = findModId(mod\_name)  
    add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
    q\_id = find\_quest\_id(start\_quest)  
    delBtnModsAndUpdate()  
    add\_feed\_frame(q\_id, all\_ans, currForm, e6)  
    elif typeOfQuestion == 'bm':  
    # NEED TO CONSIDER TWO THINGS  
    # The Admin can add some options  
    # Each of these options can have some answers  
    # the app should store these answers and options  
    # How can we link these options and answer to determine which belongs to which?  
    # IDEA1: Create a new Answers Table that will hold the answers and its option.  
    # This way we can just fetch this entities and compare them with what the user matched in the app.  
    # Idea 2: ADD an "A" To the beginning of each option and Answer so we know they are connected.  
    # We would just need to check the first letter to determine the correctness of the user match.  
    onlyDeleteBtnModules()  
    if mod\_exist is False:  
    add\_mod(mod\_name)  
    e6 = findModId(mod\_name)  
    add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
    delBtnModsAndUpdate()  
    get\_inc\_ans\_from\_bma\_frame(start\_quest, typeOfQuestion, ans, currForm)  
     
    add\_mod\_btn = tk.Button(head, text="New Module",fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=chooseTypeOfQuestion)  
    add\_mod\_btn.grid(row=0, column=1, padx=(100, 0))  
     
    # -----------------ORDER TO DELETE A MODULE----------------  
    # 1. Delete All questions from Databases  
    # 2. Delete Module From database  
    # 3. Close window frame and DeleteAndUpdate  
    #  
    def delModuleFrame():  
    are\_there\_modules = fetchModules()  
    if len(are\_there\_modules) == 0:  
    messagebox.showinfo("Error", "There are not modules available to delete." + "\n" + "Add modules first.")  
    return  
    window = tk.Tk()  
    window.configure(bg='#5D9DE5')  
    window.resizable(0, 0)  
    window.geometry("500x200")  
    window.title("Delete Module")  
    currModule = tk.StringVar(window)  
    currModule.set("--Select Module--") # default value  
     
    # Here the dropdown menu is created  
    # using the 'data' modules  
    # from the database.  
    chooseTest = tk.OptionMenu(window, currModule, \*fetchModules())  
    chooseTest.config(fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
    menu = window.nametowidget(chooseTest.menuname)  
    menu.config(fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
    chooseTest.place(x=20, y=20)  
     
    def deleteModule():  
    # ----------------MAIN DELETE MODULE FUNCTION--------------  
     
    # In order to make the app more dynamic.  
    # 1. Remove all widget buttons from the frame  
    # 2. Delete all feedback from the db of feedback from module chosen id  
    # 2. Delete all questions from the db of questions from module chosen  
    # 3. Delete Module from DB  
    # 4. Display all buttons widgets again  
    # 5. Delete frame window itself  
    onlyDeleteBtnModules()  
    mod\_to\_delete = toText(currModule.get())  
    get\_mod\_id = findModId(mod\_to\_delete)  
    delAllFeedbackFromDB(get\_mod\_id)  
    delAllBmaFromDB(get\_mod\_id)  
    delAllQuestionsFromDB(get\_mod\_id)  
    delModFromDB(mod\_to\_delete)  
    delBtnModsAndUpdate()  
    window.destroy()  
     
    sub\_del = tk.Button(window, text="erase", command=deleteModule, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    sub\_del.place(x=230, y=20)  
     
    alert\_txt = tk.Label(window, text="Careful! All questions & feedback will also be erased",  
    fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
    alert\_txt.place(x=20, y=120)  
     
    del\_mod\_btn = tk.Button(head, text="Del Module", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=delModuleFrame)  
    del\_mod\_btn.grid(row=0, column=2, padx=(10, 0))

## Class …

1. class QuizzApp(tk.Tk):  
    def \_\_init\_\_(self, \*args, \*\*kwargs):  
    tk.Tk.\_\_init\_\_(self, \*args, \*\*kwargs)  
    self.currScore = 0  
    #Create the window  
    window = tk.Frame(self)  
    window.pack()  
     
    window.grid\_rowconfigure(0, minsize=700)  
    window.grid\_columnconfigure(0, minsize=700)  
     
    """  
    This idea of maintaining the frames in a constant for loop came from this video.  
    https://www.youtube.com/watch?v=tpGjHRDEjCE&t=1153s&ab\_channel=IGTechTeam  
      
    Basically, it creates a dictionary to store all the classes of the questionnaire.  
    Then with the "change\_frame" function it changes to which class you want to visit.   
    """  
    self.containerOfFrames= {}  
    for f in (LogInPage, UserHomePage, AdminHomePage):  
     
    frame = f(window, self)  
    self.containerOfFrames[f] = frame  
    frame.grid(row=0, column=0, sticky="nsew")  
    self.change\_frame(AdminHomePage)  
     
    def change\_frame(self, page):  
    frame = self.containerOfFrames[page]  
    frame.tkraise()  
    """  
    This function can be used to get the score of the user at any point in time whenever a  
    quiz has been initialized.  
    There is got to be another function to update the score to 0.  
      
    """  
    def getScore(self):  
    print(self.currScore)

## Class …

1. class LogInPage(tk.Frame):  
    def \_\_init\_\_(self, parent, controller):  
    tk.Frame.\_\_init\_\_(self, parent)  
    # --------------------------LOGIN---------------------------------  
    fontBG = tkFont.Font(  
    family="Arial",  
    size=16,  
    weight='bold',  
    )  
     
    font\_small = tkFont.Font(  
    family="Arial",  
    size=12,  
    weight='bold',  
    )  
    """  
    The idea came from: https://www.youtube.com/watch?v=tpGjHRDEjCE&t=1153s&ab\_channel=IGTechTeam  
    I used part of the code from the video to develop the essential log in page that would  
    be the bridge between the user interface and admin interface.  
    I fully understand the small parts I replicated from the video.  
      
    """  
    border = tk.LabelFrame(self, text="Log In", bg='#02203c', fg="white", bd=1, font=fontBG)  
    border.pack(fill='both', expand='yes', padx=20, pady=150)  
     
    username = tk.Label(border, text="username", font=fontBG, fg="white", bg='#02203c')  
    username.place(x=50, y=20)  
     
    userInput = tk.Entry(border, width=30, bd=5)  
    userInput.place(x=180, y=20)  
     
    password = tk.Label(border, text="password", font=fontBG, fg="white", bg='#02203c')  
    password.place(x=50, y=80)  
     
    passInput = tk.Entry(border, show="\*", width=30, bd=5)  
    passInput.place(x=180, y=80)  
    testing = tk.Label(border, text="To enter the admin page use: admin as username and admin as password",  
    font=font\_small, fg="white", bg='#02203c')  
    testing.place(x=20, y=200)  
     
    # -------------------------------SUBMIT LOGIN--------------------------  
    def verify():  
    *"""  
    OPTION 1 ->  
    username and password match  
    in the database File for normal users  
    Should take them to the UI of normal users  
     
    """* with open("credential.txt", "r") as f:  
    # ["username, password", "username,password"]  
    info = f.readlines()  
    for user in info:  
     
    # u -> username, p -> password  
    # split them such that u -> "username" and p -> "password"  
    u, p = user.split(",")  
    # strip -> removes spaces at the end and beginning  
    # if u match our username input and p match our password input take user to next page  
    if u.strip() == userInput.get() and p.strip() == passInput.get():  
    controller.change\_frame(UserHomePage)  
    return  
    """  
    # OPTION 2 ->  
    # username and password match  
    # in the database file for ADMINS users  
    # Should take them to the UI for Admin Users  
    """  
    with open("AdminCredential.txt", "r") as f:  
    # ["username, password", "username,password"]  
    info = f.readlines()  
    for user in info:  
    # u -> username, p -> password  
    # split them such that u -> "username" and p -> "password"  
    u, p = user.split(",")  
    # strip -> removes spaces at the end and begining  
    # if u match our username input and p match our password input take user to next page  
    if u.strip() == userInput.get() and p.strip() == passInput.get():  
    controller.change\_frame(AdminHomePage)  
    return  
    messagebox.showinfo("Error", "Please provide a correct username and password")  
     
    # ---------------------REGISTRATION-----------------------------  
    submitBtn = tk.Button(border, text="Submit", command=verify, font=fontBG)  
    submitBtn.place(x=275, y=120)  
     
    def registerUser():  
    window = tk.Tk()  
     
    # make the window not resizable  
    window.resizable(0, 0)  
     
    window.title("Register")  
    l1 = tk.Label(window, text="Username: ", font=fontBG)  
    l1.place(x=10, y=10)  
     
    e1 = tk.Entry(window, width=30, bd=5)  
    e1.insert(tk.END, "username")  
    e1.place(x=200, y=10)  
     
    l2 = tk.Label(window, text="Password: ", font=fontBG)  
    l2.place(x=10, y=80)  
     
    e2 = tk.Entry(window, show="\*", width=30, bd=5)  
    e2.insert(tk.END, "password")  
    e2.place(x=200, y=80)  
     
    l3 = tk.Label(window, text="Confirm Password: ", font=fontBG)  
    l3.place(x=10, y=150)  
    e3 = tk.Entry(window, show="\*", width=30, bd=5)  
    e3.place(x=200, y=150)  
     
    """  
    This function open the database and  
    check whether the username of the user  
    is already in use returns True if it is,  
    otherwise False  
    """  
    def isNameUsed(name):  
    with open("credential.txt", 'r') as f:  
    info = f.readlines()  
    for user in info:  
    # u -> username, p -> password  
    # split them such that u -> "username" and p -> "password"  
    u, p = user.split(",")  
    # strip -> removes spaces at the end and beginning  
    # if u match our username input  
    # and p match our password input take user to next page  
    if u.strip() == name:  
    return True  
    return False  
     
    # ----------------------------submit registration --------------------------  
    def check():  
    isUsed = isNameUsed(e1.get())  
    if e1.get() != 'username' and e2.get() != "password" and isUsed is False:  
    if e2.get() == e3.get():  
    with open("credential.txt", "a") as f:  
    f.write(e1.get() + ',' + e2.get() + "\n")  
     
    messagebox.showinfo("Welcome", "You are now a fully registered")  
    else:  
    messagebox.showinfo("Error", "Your password didn't get match!")  
    else:  
    if isUsed:  
    messagebox.showinfo("Error", "This username is already in use")  
    return  
    messagebox.showinfo("Error", "Some field is missing, Please fill of all of them")  
     
    e4 = tk.Button(window, text="Sign In", command=check, font=fontBG)  
    e4.place(x=330, y=180)  
    window.geometry("480x250")  
     
    registerBtn = tk.Button(self, text="Register", bg='#02203c', font=fontBG, fg="white",  
    command=registerUser)  
    registerBtn.place(x=550, y=170)

## Class …

…

# Testing

*Describe the process you took to test your code and to make sure the program functions as required. Provide the detailed test plan used. Also, indicate the testing you did after integrating your code with your partner’s.*

*(COMPLETE THIS SECTION INDIVIDUALLY)*

Unfortunately, my partner did not deliver any functional feature so I could not integrate my code to her’s.

As the admin features developer, I had to interact with the database in multiple occasions to fetch, delete, update and add data. Therefore, I decided to use a white box technique to verify the flow of inputs and outputs through the questionnaire app before developing any feature. I used this technique every time I needed to add a new feature to the project which made the implementation simpler as I could see the steps from top to bottom.
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Figure 2 white box, shows the process of deleting a question

See below some of the white box diagrams.

![](data:image/png;base64,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)

Figure 3 white box, shows the process of adding a new module
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Figure 4 white box, shows the process of deleting a module

# Annotated Screenshots Demonstrating Implementation

*Provide screenshots that demonstrate the features implemented. Annotate each screenshot and if necessary, provide a brief description for* ***each*** *(****up to 100 words****) to explain the code in action. Make sure the screenshots make clear what you have implemented and achieved.*

*(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

## Feature F1 (Luis David Morales Huaygua)

## Sub-feature i- screenshots …

![Chart, treemap chart
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Figure QUESTION TABLE FROM THE DB
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Figure FEEDBACK TABLE FROM THE DB

EDIT MODULE NAME DIRECTLY FROM THE GUI.
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Figure COMP.SCI BUTTON CLICKED
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**DELETE MODULE DIRECTLY FROM THE GUI.**
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Figure DEL MODULE CLICKED AND SELECTION OF MODULE FROM LIST OF MODULES

## Sub-feature ii- screenshots …

ADD QUESTION AND POSSIBLE ANSWER.
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Figure SELECT TYPE OF QUESTION FOR A NO NEW MODULE
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Figure BMA TYPE OF QUESTION FORM MATCHING THE WORDS
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Figure EDIT MODULE FRAME, CHOOSING A QUESTION TO DELETE/EDIT

![Graphical user interface, text
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Figure EDIT MOREDULE FRAME, EDIT BUTTON CLICKED

![Graphical user interface, application
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Figure EDIT QUESTION FRAME, SHOWING ALL THE INFORMATION FROM THE CHOSEN QUESTION.

## Sub-feature iii- screenshots …

![Graphical user interface, application
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## Feature F2 (Muthaliph, Gnei Tiara Rahiza)

## Sub-feature i- screenshots …

## Sub-feature ii- screenshots …

## Sub-feature iii- screenshots …

# Evaluation

*Give a reflective, critical self-evaluation of your experience developing the project and discuss what you would do if you had more time to work on the project. Answer the following questions for the reflection and write* ***350-400 words overall****. Please include an actual word count for this section.*

*(COMPLETE THIS SECTION INDIVIDUALLY)*

## Evaluate how well your design and implementation meet the requirements

This quiz has been tested for all sub-features of admin features and it passed all the test cases. However, due to my teammate’s performance, the questionnaire features could not be completed.

## Evaluate you own and your group’s performance

Although, my teammate and I met on some occasions to discuss the vision of the project I cannot say her performance reached my expectations. She was unable to implement a simple feature of the quiz by 3 days prior submission. Subsequently, she proceeds to block me on our main source of communication, presumably because of me asking her for updates on the project. As far as I am concerned, she did not ask for help, even though I was offering her my support in multiple occasions.

On the other hand, I was spending long hours building the admin feature and sending it to her whenever I update something so she can work on top of that. I managed to develop a fully functional Admin Frame and I believe it was because of my dedication and commitment on the project.

## What went well?

One of the things that I struggled the most was the interaction between the SQL file and python itself. The admin features required a lot of SQL manipulation because simply there were a lot of entities to be changed each time a button is clicked, literally. However, once I learned how to implement few of these queries, I found a way of doing things with less code. For instance, during the development of the “edit question” sub-feature I was doing a lot of calls to the database to update data, and therefore creating lot of functions for each of these calls. I made this simpler with a single function that would take the column we want to update and the new value as parameter.

## What went less well?

The implementation of more than 3 classes was not possible. This is because I believe that opening a new window and passing the necessary parameters to this new function window was easier than implementing a new class for each window I needed. This resulted in the F1 (my part) being less OOP oriented but overall, I am happy with the results.

## What was learnt?

During the development of the project, I learned a ton about best python practices, OOD and OOP which helped me improve my design skills when building projects overall. I also learned that it is very important to look at specifications of the problem firstly and tackle the main features before everything else. If you can build a solid base in your project, you can always come back to it if you need to re-do the project again.

## How would a similar task be completed differently?

A similar task could be done using different libraries/technologies for the GUI but using the same approach OOD/OOP.

## How could the module be improved?

During the development of my project, I faced many issues with my partner. She wasn’t doing particularly well delivering any feature, and I think that was because she wasn’t taking the project seriously. Therefore, I believe that by doing more progress checks during the term would be very helpful to each team and unstuck those who are facing challenges.

## Self-assessment

*Please assess yourself objectively for each section shown below and then enter the total mark you expect to get. Marks for each assessment criteria are indicated between parentheses.*

## Code development (70)

Features Implemented [30]

Sub-feature i (up to 8)

Sub-features have not been implemented – 0

Attempted, not complete or very buggy – 1 or 2

Implemented and functioning without errors but not integrated – 3 or 4

Implemented and fully integrated but buggy – 5 or 6

Implemented, fully integrated and functioning without errors – 7 or 8

Sub-feature ii (up to 10)

Sub-features have not been implemented – 0

Attempted, not complete or very buggy – 1 or 2

Implemented and functioning without errors but not integrated – 3 to 5

Implemented and fully integrated but buggy – 6 to 8

Implemented, fully integrated and functioning without errors – 9 or 10

Sub-feature iii (up to 12)

Sub-features has not been implemented – 0

Attempted, not complete or very buggy – 1 to 3

Implemented and functioning without errors but not integrated – 4 to 6

Implemented and fully integrated but buggy – 7 to 9

Implemented, fully integrated and functioning without errors – 10 to 12

**For this criterion I think I got: 30 out of 30**

Use of OOP techniques [25]

Abstraction (up to 10)

No classes have been created – 0

Classes have been created superficially and not instantiated or used – 1 or 2

Classes have been created but only some have been instantiated and used – 3 or 4

Useful classes and objects have been created and used correctly – 5 to 7

The use of classes and objects exceeds the specification – 8 to 10

Encapsulation (up to 10)

No encapsulation has been used – 0

Class variables and methods have been encapsulated superficially – 1 to 3

Class variables and methods have been encapsulated correctly – 4 to 6

The use of encapsulation exceeds the specification – 7 to 10

Inheritance (up to 5)

No inheritance has been used – 0

Classes have been inherited superficially – 1

Classes have been inherited correctly – 2 to 4

The use of inheritance exceeds the specification – 5

Bonus marks will be awarded for the appropriate use of polymorphism (bonus marks up to 10)

**For this criterion I think I got: 15 out of 25**

Quality of Code [15]

Code Duplication (up to 8)

Code contains too many unnecessary code repetition – 0

Regular occurrences of duplicate code – 1 to 3

Occasional duplicate code – 4 to 5

Very little duplicate code – 6 to 7

No duplicate code – 8

PEP8 Conventions and naming of variables, methods and classes (up to 4)

PEP8 and naming convention has not been used – 0

PEP8 and naming convention has been used occasionally – 1

PEP8 and naming convention has been used, but not regularly – 2

PEP8 and naming convention has been used regularly – 3

PEP8 convention used professionally and all items have been named correctly – 4

In-code Comments (up to 3)

No in-code comments – 0

Code contains occasional in-code comments – 1

Code contains useful and regular in-code comments – 2

Thoroughly commented, good use of docstrings, and header comments describing.py files – 3

**For this criterion I think I got: 12 out of 15**

## Documentation (20)

Design (up to 10) clear exposition about the design and decisions for OOP use

The documentation cannot be understood on first reading or mostly incomplete – 0

The documentation is readable, but a section(s) are missing – 1 to 3

The documentation is complete – 4 to 6

The documentation is complete and of a high standard – 7 to 10

Testing (5)

Testing has not been demonstrated in the documentation – 0

Little white box testing has been documented – 1 or 2

White box testing has been documented for all the coursework – 3 or 4

White box testing has been documented for the whole system – 5

Evaluation (5)

No evaluation was shown in the documentation – 0

The evaluation shows a lack of thought – 1 or 2

The evaluation shows thought – 3 or 4

The evaluation shows clear introspection, demonstrates increased awareness – 5

**For this criterion I think I got: 5 out of 20**

## Acceptance Tests - Demonstrations (10)

Final Demo (up to 10)

Not attended or no work demonstrated – 0

Work demonstrated was not up to the standard expected – 1 to 3

Work demonstrated was up to the standard expected – 4 to 7

Work demonstrated exceeded the standard expected – 8 to 10

**For this criterion I think I got: 8 out of 10**

**I think my overall mark would be: 70 out of 100**

# Group Pro forma

*Describe the division of work and agree percentage contributions. The pro forma must be signed by all group members and an identical copy provided in each report. If you cannot agree percentage contributions, please indicate so in the notes column and provide your reasoning.*

*(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

| **Partner ID** | **Tasks/Features Completed** | **%Contribution** | **Signature** | **Notes** |
| --- | --- | --- | --- | --- |
| **1** | Administration Features | 50% | Luis David Morales Huaygua | Sub-feature i.  Sub-feature ii.  Sub-feature iii. |
| **2** | Quiz Features | 0% |  | Sub-feature i.  Sub-feature ii.  Sub-feature iii. |
|  | **Total** | 50% |  |  |

# Appendix A: Code Listing

*Provide a complete listing of all the \*.py files in your PyCharm project. Make sure your code is well commented and applies professional Python convention (refer to* [*PEP 8*](https://www.python.org/dev/peps/pep-0008/) *for details). The code listed here must match that uploaded to Moodle. Please copy and paste the actual code – no screenshots please! You will lose marks if screenshots are provided instead of code.*

*(THIS SECTION SHOULD BE THE SAME FOR BOTH PARTNERS)*

import tkinter as tk  
# from LogIn import LogInPage  
# from uHome import UserHomePage  
# from aHome import AdminHomePage  
from tkinter import messagebox  
import sqlite3  
import tkinter.font as tkFont  
  
import sys  
import os  
  
  
# HOW TO HANDLE THE ADMIN UI VS NORMAL USER UI?  
# Idea 1: create a database to store all  
# the modules with their respective questions  
# Then by default there will be 5 modules and 5 questions for each module.  
# Admin user have the power to MODIFY the database.  
# Example:  
# Admin user can delete/add questions  
# i. Delete:  
# admin will just need to click on a little button to the right of each question which will delete the question SOMEHOW  
# ii. ADD:  
# admin will click on the + sign and immediately a new window will pop up for the user to add the new question  
  
# admin user can delete/add modules  
# i. Delete:  
# admin will just click on the little button to the right of each module on the -Modules Frame- which will delete the module and its questions SOMEHOW.  
# ii. ADD:  
# admin will click on the + sign button and immediately a new window will pop up for the user to add the new module and 5 default questions.  
  
# Normal user select module  
  
# \*args store all arguments in tuple  
# \*\*kwargs store key value pairs.  
def findModId(module\_name):  
 conn = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = conn.execute("SELECT mod\_id FROM Modules where mod\_name = '" + module\_name + "';")  
 row = cursor.fetchall()  
  
 return str(row[0][0]) if row != [] else False  
  
  
def fetchModules():  
 modules = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT mod\_name from Modules"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 modules = count.fetchall()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch data", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return modules  
  
  
def fetch\_all\_quest(curr\_mod\_name):  
 m\_id = findModId(curr\_mod\_name)  
 print(m\_id, 'module id')  
 questions = []  
 modules = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT quest\_name from Questions " \  
 "where mod\_id = " + str(m\_id)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 modules = count.fetchall()  
  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch questions", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 for i in range(len(modules)):  
 questions.append(modules[i][0])  
  
 return questions  
  
  
def get\_fathers\_from\_children(answers):  
 fathers = []  
  
 for i in range(len(answers)):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT bma\_father from BestMatchAns " \  
 "where bma\_child = " + "'" + answers[i] + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()[0]  
 fathers.append(result)  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to select father from child ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 return fathers  
  
  
def find\_mod\_quest\_id(quest\_name):  
 result = []  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT quest\_id, mod\_id from Questions " \  
 "where quest\_name = " + "'" + quest\_name + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchall()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to select quest and mod id ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 return [int(result[0][0]), int(result[0][1])]  
  
  
def find\_quest\_id(quest\_name):  
 result = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT quest\_id from Questions " \  
 "where quest\_name = " + "'" + quest\_name + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to select quest id ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 return result[0] if result is not None else []  
  
  
def find\_inc\_ans\_from\_quest(quest\_id):  
 result = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Select possible\_answers from Questions " \  
 "where quest\_id = '" + str(quest\_id) + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchall()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch all answers from question ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 ans = result[0][0]  
 return ans.split(',')  
  
  
def get\_father\_from\_child(child):  
 c = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT bma\_father from BestMatchAns " \  
 "where bma\_child = " + "'" + child + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()[0]  
 c = result  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to select father from child ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return c  
  
  
def find\_quest\_mark(quest\_id):  
 result = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "SELECT quest\_mark from Questions " \  
 "where quest\_id = " + "'" + str(quest\_id) + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to select quest id ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 return result[0]  
  
  
def find\_ans\_from\_quest(quest\_id):  
 result = ''  
 ans = []  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Select answer from Questions " \  
 "where quest\_id = '" + str(quest\_id) + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchall()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch all answers from question ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 for x in result:  
 ans.append(x[0])  
 return ans  
  
  
def add\_ans\_to\_bma(q\_id, father, child, m\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "INSERT INTO BestMatchAns (" \  
 "quest\_id, bma\_father, bma\_child, mod\_id) " \  
 "Values ('" + str(q\_id) + "', '" + father + \  
 "', '" + child + "', '" + str(m\_id) + "')"  
  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed add ans to bma ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def del\_bma\_rows(q\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Delete from BestMatchAns where " \  
 "quest\_id = " + str(q\_id)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch all answers from question ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def update\_quest(quest\_id, column, new\_answer, frame=False):  
 if new\_answer == '':  
 messagebox.showinfo("Error", "A field must have been left blank. Please fill the fields you edited.", parent=frame)  
 return  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Update Questions " \  
 "Set " + column + " = '" + new\_answer + "' " \  
 "Where quest\_id = '" + str(quest\_id) + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to update answers in question ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def del\_feed\_quest\_from\_db(q\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Delete from Feedback " \  
 "Where quest\_id = " + str(q\_id)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to delete feedback from db", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def del\_bma\_quest\_from\_db(q\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Delete from BestMatchAns " \  
 "Where quest\_id = " + str(q\_id)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to delete bms answers from db ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def del\_quest\_execute(q\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Delete from Questions " \  
 "where quest\_id = " + str(q\_id)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to delete question from db ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def find\_quest\_type(quest\_name):  
 result = ''  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Select quest\_type from Questions " \  
 "where quest\_name = '" + quest\_name + "'"  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 result = count.fetchone()  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to fetch type of quest ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
  
 return result[0]  
  
  
def update\_mod\_name\_in\_db(curr\_name, desired\_name):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "Update Modules set mod\_name = " + \  
 "'" + desired\_name + "'" + \  
 " where mod\_name = " + "'" + \  
 curr\_name + "';"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("record Updated")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to Update Data Into Sqlite3", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def add\_feed\_to\_DB(q\_id, name, text, m\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "INSERT INTO Feedback (quest\_id, feed\_ans\_name, feed\_text, mod\_id)\  
 Values " + "(" + str(q\_id) + ", '" + name + "' , '" \  
 + text + "'," + str(m\_id) + ");"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Feedback of Answer Succesfully Inserted")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to insert feedback of answer into Sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def add\_mod(mod\_name):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "INSERT INTO Modules (mod\_name) Values " + "('" + mod\_name + "')"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Moduled added succesfully")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to insert Module into sqlite table", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def add\_quest(quest\_name, quest\_mod\_id, possible\_answers, answer, mark, quest\_type):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
 sqlite\_insert\_query = "INSERT INTO Questions (quest\_name," \  
 " mod\_id, quest\_times, answer, possible\_answers, quest\_mark, quest\_type)" \  
 " Values " + "('" + quest\_name + "'" + ",'" + quest\_mod\_id + "'" + \  
 ", '" + str(0) + "'" + ",'" + answer + "'" + ",'" + possible\_answers + \  
 "', '" + mark + "', '" + quest\_type + "');"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Question added succesfully")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to insert question into sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def add\_bma\_ans(quest\_id, father, child, mod\_id):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
 sqlite\_insert\_query = "INSERT INTO BestMatchAns (quest\_id," \  
 " bma\_father, bma\_child, mod\_id)" \  
 " Values " + "('" + str(quest\_id) + "'" + ",'" + father + "'" + \  
 ", '" + child + "'" + ",'" + str(mod\_id) + "');"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("bma answer added succesfully")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to insert bma answer into sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def update\_bms\_db\_poss\_ans(children, q\_id):  
 c = ",".join(children)  
  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
 sqlite\_insert\_query = "UPDATE QUESTIONS " \  
 "SET possible\_answers = " + "'" + c + "'" + " where quest\_id = " + str(q\_id)  
  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("bma possible answer updated succesfully")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to insert bma possible answer child into sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def delAllFeedbackFromDB(moduleId):  
 # In order to delete a module,  
 # we first need to delete all  
 # the feedback & questions from that  
 # module because they are  
 # connected throught a  
 # foreign key and thus  
 # cannot be deleted without  
 # first all questions are removed.  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "DELETE FROM Feedback WHERE mod\_id = " + moduleId + ";"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Feedback Succesfully Deleted")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to Delete Feedback into Sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def delAllBmaFromDB(moduleId):  
 # In order to delete a module,  
 # we first need to delete all  
 # the quesions & feedback & bma if it has from that  
 # module because they are  
 # connected throught a  
 # foreign key and thus  
 # cannot be deleted without  
 # first all questions are removed.  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "DELETE FROM BestMatchAns WHERE mod\_id = " + moduleId + ";"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("bma answers Succesfully Deleted")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to Delete bma answers ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def delAllQuestionsFromDB(moduleId):  
 # In order to delete a module,  
 # we first need to delete all  
 # the quesions & feedback from that  
 # module because they are  
 # connected throught a  
 # foreign key and thus  
 # cannot be deleted without  
 # first all questions are removed.  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Succesfully connected to SQLite")  
  
 sqlite\_insert\_query = "DELETE FROM Questions WHERE mod\_id = " + moduleId + ";"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Questions Succesfully Deleted")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to Delete questions into Sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
def delModFromDB(moduleName):  
 try:  
 sqliteConnection = sqlite3.connect('./Databases/question\_bank.db')  
 cursor = sqliteConnection.cursor()  
 print("Successfully connected to SQLite")  
  
 sqlite\_insert\_query = "DELETE FROM Modules WHERE mod\_name = '" + moduleName + "';"  
 print(sqlite\_insert\_query)  
 count = cursor.execute(sqlite\_insert\_query)  
 sqliteConnection.commit()  
 print("Module Successfully Deleted")  
 cursor.close()  
 except sqlite3.Error as error:  
 print("Failed to Delete questions into Sqlite ", error)  
 finally:  
 if sqliteConnection:  
 sqliteConnection.close()  
 print("The SQLite connection is closed")  
 return  
  
  
class LogInPage(tk.Frame):  
 def \_\_init\_\_(self, parent, controller):  
 tk.Frame.\_\_init\_\_(self, parent)  
 # --------------------------LOGIN---------------------------------  
  
 """  
 The idea came from: https://www.youtube.com/watch?v=tpGjHRDEjCE&t=1153s&ab\_channel=IGTechTeam  
 I used part of the code from the video to develop the essential log in page that would  
 be the bridge between the user interface and admin interface.  
 I fully understand the small parts I replicated from the video.  
   
 """  
  
  
 border = tk.LabelFrame(self, text="Log In", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 border.pack(fill='both', expand='yes', padx=20, pady=150)  
  
 username = tk.Label(border, text="username", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 username.place(x=50, y=20)  
  
  
  
 exit\_l = tk.Button(self, text="Exit", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'),  
 command=lambda: controller.exitSystem())  
 exit\_l.place(x=550, y=490)  
 userInput = tk.Entry(border, width=30, bd=5)  
 userInput.place(x=180, y=20)  
  
 password = tk.Label(border, text="password", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 password.place(x=50, y=80)  
  
 passInput = tk.Entry(border, show="\*", width=30, bd=5)  
 passInput.place(x=180, y=80)  
 enterAdmin= tk.Label(border, text="To enter the admin page use: admin as username and admin as password",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 enterAdmin.place(x=20, y=200)  
  
 enterUser = tk.Label(border, text="To enter the user page use: user as username and user as password",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 enterUser.place(x=20, y=250)  
  
 # -------------------------------SUBMIT LOGIN--------------------------  
 def verify():  
 *"""  
 OPTION 1 ->  
 username and password match  
 in the database File for normal users  
 Should take them to the UI of normal users  
  
 """* with open("credential.txt", "r") as f:  
 # ["username, password", "username,password"]  
 info = f.readlines()  
 for user in info:  
  
 # u -> username, p -> password  
 # split them such that u -> "username" and p -> "password"  
 u, p = user.split(",")  
 # strip -> removes spaces at the end and beginning  
 # if u match our username input and p match our password input take user to next page  
 if u.strip() == userInput.get() and p.strip() == passInput.get():  
 controller.change\_frame(UserHomePage)  
 return  
 """  
 # OPTION 2 ->  
 # username and password match  
 # in the database file for ADMINS users  
 # Should take them to the UI for Admin Users  
 """  
 with open("AdminCredential.txt", "r") as f:  
 # ["username, password", "username,password"]  
 info = f.readlines()  
 for user in info:  
 # u -> username, p -> password  
 # split them such that u -> "username" and p -> "password"  
 u, p = user.split(",")  
 # strip -> removes spaces at the end and begining  
 # if u match our username input and p match our password input take user to next page  
 if u.strip() == userInput.get() and p.strip() == passInput.get():  
 controller.change\_frame(AdminHomePage)  
 return  
 messagebox.showinfo("Error", "Please provide a correct username and password")  
  
 # ---------------------REGISTRATION-----------------------------  
 submitBtn = tk.Button(border, text="Submit", command=verify, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 submitBtn.place(x=275, y=120)  
  
 def registerUser():  
 window = tk.Tk()  
  
 # make the window not resizable  
 window.resizable(0, 0)  
 window.configure( bg='#5D9DE5')  
 window.title("Register")  
 l1 = tk.Label(window, text="Username: ", fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
 l1.place(x=10, y=10)  
  
 e1 = tk.Entry(window, width=30, bd=5)  
 e1.insert(tk.END, "username")  
 e1.place(x=200, y=10)  
  
 l2 = tk.Label(window, text="Password: ", fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
 l2.place(x=10, y=80)  
  
 e2 = tk.Entry(window, show="\*", width=30, bd=5)  
 e2.insert(tk.END, "password")  
 e2.place(x=200, y=80)  
  
 l3 = tk.Label(window, text="Confirm Password: ", fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
 l3.place(x=10, y=150)  
 e3 = tk.Entry(window, show="\*", width=30, bd=5)  
 e3.place(x=200, y=150)  
  
 """  
 This function open the database and  
 check whether the username of the user  
 is already in use returns True if it is,  
 otherwise False  
 """  
 def isNameUsed(name):  
 with open("credential.txt", 'r') as f:  
 info = f.readlines()  
 for user in info:  
 # u -> username, p -> password  
 # split them such that u -> "username" and p -> "password"  
 u, p = user.split(",")  
 # strip -> removes spaces at the end and beginning  
 # if u match our username input  
 # and p match our password input take user to next page  
 if u.strip() == name:  
 return True  
 return False  
  
 # ----------------------------submit registration --------------------------  
 def check():  
 isUsed = isNameUsed(e1.get())  
 if e1.get() != 'username' and e2.get() != "password" and isUsed is False:  
 if e2.get() == e3.get():  
 with open("credential.txt", "a") as f:  
 f.write(e1.get() + ',' + e2.get() + "\n")  
  
 messagebox.showinfo("Welcome", "You are now a fully registered")  
 else:  
 messagebox.showinfo("Error", "Your password didn't get match!")  
 else:  
 if isUsed:  
 messagebox.showinfo("Error", "This username is already in use")  
 return  
 messagebox.showinfo("Error", "Some field is missing, Please fill of all of them")  
  
 e4 = tk.Button(window, text="Sign In", command=check, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 e4.place(x=330, y=180)  
 window.geometry("480x250")  
  
 registerBtn = tk.Button(self, text="Register", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
 command=registerUser)  
 registerBtn.place(x=550, y=170)  
  
  
class UserHomePage(tk.Frame):  
 def \_\_init\_\_(self, parent, controller):  
 tk.Frame.\_\_init\_\_(self, parent)  
 # def score():  
 # return controller.getScore()  
 #  
 # def addScore():  
 # controller.currScore += 1  
 # button = tk.Button(self, text="click", command=score)  
 # button.grid(row=4, column=1)  
 #  
 # button = tk.Button(self, text="clickToAddScore", command=addScore)  
 # button.grid(row=5, column=1)  
 def closeSystem():  
 self.destroy()  
 exit\_l = tk.Button(self, text="Exit", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'), command=lambda:closeSystem())  
 exit\_l.place(x=550, y=10)  
 for i in range(3):  
 self.columnconfigure(i, weight=1, minsize=75)  
 self.rowconfigure(i, weight=1, minsize=50)  
  
 for j in range(0, 3):  
 frame = tk.Frame(  
 master=self,  
 relief=tk.RAISED,  
 borderwidth=1  
 )  
 frame.grid(row=i, column=j, padx=5, pady=5)  
  
 label = tk.Label(master=frame, text=f"Row {i}\nColumn {j}")  
 label.pack(padx=5, pady=5)  
  
  
class AdminHomePage(tk.Frame):  
 def \_\_init\_\_(self, parent, controller):  
 tk.Frame.\_\_init\_\_(self, parent)  
 self.isActive = False  
  
  
 head = tk.LabelFrame(self, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 28, 'bold'), bd=1)  
 head.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 titleLabel = tk.Label(head, text="Current Modules", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'))  
 titleLabel.grid(row=0, column=0, pady=20)  
 def closeSystem():  
 self.destroy()  
 exit\_l = tk.Button(head, text="Exit", fg="white", bg='#5D9DE5', font=('Helvetica', 20, 'bold'), command=lambda:closeSystem())  
 exit\_l.place(x=550, y=540)  
  
 def update\_option\_menu(m\_quest\_to\_del, curr\_mod\_name, quest\_to\_del):  
 m = m\_quest\_to\_del['menu']  
 m.delete(0, 'end')  
 list\_of\_quest = fetch\_all\_quest(curr\_mod\_name)  
 for string in list\_of\_quest:  
 m.add\_command(label=string, command=lambda value=string: quest\_to\_del.set(value))  
  
 def onlyDeleteBtnModules():  
 row = 2  
 col = 0  
 count = len(fetchModules())  
 print(count, 'sss')  
 while row < 7 and col < 2 and count > 0:  
 a = head.grid\_slaves(row, col)  
 if len(a) > 0:  
 a[0].destroy()  
 count -= 1  
 row += 1  
 if row == 7:  
 row = 2  
 col += 1  
 self.isActive = False  
 return  
  
 # EDIT QUESTIONS MODE NAME  
 def edit\_quest\_frame(mod\_name, quest\_name):  
  
 window = tk.Tk()  
 window.resizable(0, 0)  
 window.geometry("700x600")  
 m\_quest\_features = tk.LabelFrame(window, text="Admin Page - Edit Question",fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'),  
 bd=1)  
 m\_quest\_features.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 # Find type of quest and id:  
 type\_of\_q = find\_quest\_type(quest\_name)  
 quest\_id = find\_quest\_id(quest\_name)  
  
 quest\_module = tk.Label(m\_quest\_features, text="Module: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 quest\_module.place(x=10, y=10)  
  
 quest\_module\_title = tk.Label(m\_quest\_features, text=mod\_name, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 quest\_module\_title.place(x=180, y=10)  
  
 quest\_title = tk.Label(m\_quest\_features, text="Question Name: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 quest\_title.place(x=10, y=60)  
  
 e\_quest\_title = tk.Entry(m\_quest\_features, width=30, bd=5)  
 e\_quest\_title.place(x=150, y=60)  
 e\_quest\_title.insert(tk.END, quest\_name)  
  
 quest\_t\_btn = tk.Button(m\_quest\_features,fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), text="change", command=lambda: update\_quest(  
 quest\_id,  
 'quest\_name',  
 e\_quest\_title.get(),  
 m\_quest\_features  
 ))  
 quest\_t\_btn.place(x=360, y=57)  
  
 if type\_of\_q == 'tf':  
 l\_ans = tk.Label(m\_quest\_features, text="Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_ans.place(x=10, y=100)  
 get\_ans\_tf = find\_ans\_from\_quest(quest\_id)  
 e\_ans\_tf = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_tf.place(x=10, y=130)  
 e\_ans\_tf.insert(tk.END, get\_ans\_tf)  
 # Update answer column  
 ans\_tf\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(quest\_id, 'answer', e\_ans\_tf.get(), m\_quest\_features))  
 ans\_tf\_btn.place(x=10, y=160)  
  
 get\_inc\_ans\_tf = find\_inc\_ans\_from\_quest(quest\_id)  
 l\_inc\_ans = tk.Label(m\_quest\_features, text="Incorrect Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_inc\_ans.place(x=10, y=200)  
  
 e\_inc\_ans = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans.place(x=10, y=230)  
 e\_inc\_ans.insert(tk.END, get\_inc\_ans\_tf)  
 # Update possible answer column  
  
 ans\_tf\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(quest\_id, 'possible\_answer', e\_inc\_ans.get(), m\_quest\_features))  
 ans\_tf\_btn.place(x=10, y=260)  
  
 # Update question Mark  
 get\_quest\_mark = find\_quest\_mark(quest\_id)  
 l\_quest\_mark = tk.Label(m\_quest\_features, text="Question Mark: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_quest\_mark.place(x=10, y=290)  
 e\_quest\_mark = tk.Entry(m\_quest\_features, width=8, bd=5)  
 e\_quest\_mark.place(x=10, y=320)  
 e\_quest\_mark.insert(tk.END, get\_quest\_mark)  
  
 q\_m\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(quest\_id, 'quest\_mark', e\_quest\_mark.get(), m\_quest\_features))  
 q\_m\_btn.place(x=10, y=350)  
 if type\_of\_q == 'mcq':  
 l\_ans = tk.Label(m\_quest\_features, text="Answer: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_ans.place(x=10, y=100)  
 get\_ans = find\_ans\_from\_quest(quest\_id)  
 len\_of\_ans = len(get\_ans)  
 if len\_of\_ans == 1:  
 e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_1.place(x=10, y=130)  
 e\_ans\_1.insert(tk.END, get\_ans[0])  
 elif len\_of\_ans == 2:  
 e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_1.place(x=10, y=130)  
 e\_ans\_1.insert(tk.END, get\_ans[0])  
  
 e\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_2.place(x=10, y=160)  
 e\_ans\_2.insert(tk.END, get\_ans[1])  
 elif len\_of\_ans == 3:  
 e\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_1.place(x=10, y=130)  
 e\_ans\_1.insert(tk.END, get\_ans[0])  
  
 e\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_2.place(x=10, y=160)  
 e\_ans\_2.insert(tk.END, get\_ans[1])  
  
 e\_ans\_3 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_ans\_3.place(x=10, y=190)  
 e\_ans\_3.insert(tk.END, get\_ans[2])  
  
 get\_inc\_ans = find\_inc\_ans\_from\_quest(quest\_id)  
 l\_inc\_ans = tk.Label(m\_quest\_features, text="Incorrect Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_inc\_ans.place(x=10, y=250)  
 len\_of\_inc\_ans = len(get\_inc\_ans)  
  
 if len\_of\_inc\_ans == 1:  
 e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_1.place(x=10, y=280)  
 e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
 if len\_of\_inc\_ans == 2:  
 e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_1.place(x=10, y=280)  
 e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
  
 e\_inc\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_2.place(x=10, y=310)  
 e\_inc\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
  
 if len\_of\_inc\_ans == 3:  
 e\_inc\_ans\_1 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_1.place(x=10, y=280)  
 e\_inc\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
  
 e\_inc\_ans\_2 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_2.place(x=10, y=310)  
 e\_inc\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
  
 e\_inc\_ans\_3 = tk.Entry(m\_quest\_features, width=20, bd=5)  
 e\_inc\_ans\_3.place(x=10, y=340)  
 e\_inc\_ans\_3.insert(tk.END, get\_inc\_ans[2])  
  
 def gather\_inc\_ans():  
 if len\_of\_inc\_ans == 1:  
 return ",".join([e\_inc\_ans\_1.get()])  
 if len\_of\_inc\_ans == 2:  
  
 return ",".join([e\_inc\_ans\_1.get(), e\_inc\_ans\_2.get()])  
 if len\_of\_inc\_ans == 3:  
 return ",".join([e\_inc\_ans\_1.get(), e\_inc\_ans\_2.get(), e\_inc\_ans\_3.get()])  
  
 def gather\_ans():  
 if len\_of\_ans == 1:  
 return ",".join([e\_ans\_1.get()])  
 if len\_of\_ans == 2:  
 return ",".join([e\_ans\_1.get(), e\_ans\_2.get()])  
 if len\_of\_ans == 3:  
 return ",".join([e\_ans\_1.get(), e\_ans\_2.get(), e\_ans\_3.get()])  
  
 ans\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(quest\_id, 'answer', gather\_ans(), m\_quest\_features))  
 ans\_btn.place(x=10, y=220)  
  
 inc\_ans\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(  
 quest\_id,  
 'possible\_answers',  
 gather\_inc\_ans(), m\_quest\_features))  
 inc\_ans\_btn.place(x=10, y=370)  
  
 get\_quest\_mark = find\_quest\_mark(quest\_id)  
 l\_quest\_mark = tk.Label(m\_quest\_features, text="Question Mark: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_quest\_mark.place(x=10, y=410)  
 e\_quest\_mark = tk.Entry(m\_quest\_features, width=8, bd=5)  
 e\_quest\_mark.place(x=150, y=410)  
 e\_quest\_mark.insert(tk.END, get\_quest\_mark)  
  
 q\_m\_btn = tk.Button(m\_quest\_features, text="Apply", width=10,  
 command=lambda: update\_quest(quest\_id, 'quest\_mark', e\_quest\_mark.get(), m\_quest\_features))  
 q\_m\_btn.place(x=220, y=410)  
  
 if type\_of\_q == 'bm':  
 possible\_ans = tk.Label(m\_quest\_features, text="Possible Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 possible\_ans.place(x=10, y=100)  
 get\_inc\_ans = find\_inc\_ans\_from\_quest(quest\_id)  
 get\_ans = ",".join(find\_ans\_from\_quest(quest\_id)).split(',')  
 l\_inc = len(get\_inc\_ans)  
  
 if l\_inc == 1:  
 e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_1.place(x=10, y=130)  
 e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
  
 bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
  
 curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
 curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
 curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
  
 if l\_inc == 2:  
 e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_1.place(x=10, y=130)  
 e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
  
 e\_p\_ans\_2 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_2.place(x=10, y=180)  
 e\_p\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
  
 bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
  
 curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
 curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
 curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
  
 bma\_e\_p\_ans2 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans2.set(get\_father\_from\_child(get\_inc\_ans[1])) # default value  
  
 curr\_bma\_e\_p\_ans2 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans2, \*get\_ans)  
 curr\_bma\_e\_p\_ans2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_2 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans2.menuname)  
 curr\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans2.place(x=150, y=180)  
  
 if l\_inc == 3:  
  
 e\_p\_ans\_1 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_1.place(x=10, y=130)  
 e\_p\_ans\_1.insert(tk.END, get\_inc\_ans[0])  
  
 e\_p\_ans\_2 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_2.place(x=10, y=180)  
 e\_p\_ans\_2.insert(tk.END, get\_inc\_ans[1])  
  
 e\_p\_ans\_3 = tk.Entry(m\_quest\_features, width=15, bd=5)  
 e\_p\_ans\_3.place(x=10, y=230)  
 e\_p\_ans\_3.insert(tk.END, get\_inc\_ans[2])  
  
 bma\_e\_p\_ans1 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans1.set(get\_father\_from\_child(get\_inc\_ans[0])) # default value  
  
 curr\_bma\_e\_p\_ans1 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans1, \*get\_ans)  
 curr\_bma\_e\_p\_ans1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_1 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans1.menuname)  
 curr\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans1.place(x=150, y=130)  
  
 bma\_e\_p\_ans2 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans2.set(get\_father\_from\_child(get\_inc\_ans[1])) # default value  
  
 curr\_bma\_e\_p\_ans2 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans2, \*get\_ans)  
 curr\_bma\_e\_p\_ans2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_2 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans2.menuname)  
 curr\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans2.place(x=150, y=180)  
  
 bma\_e\_p\_ans3 = tk.StringVar(m\_quest\_features)  
 bma\_e\_p\_ans3.set(get\_father\_from\_child(get\_inc\_ans[2])) # default value  
  
 curr\_bma\_e\_p\_ans3 = tk.OptionMenu(m\_quest\_features, bma\_e\_p\_ans3, \*get\_ans)  
 curr\_bma\_e\_p\_ans3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_3 = m\_quest\_features.nametowidget(curr\_bma\_e\_p\_ans3.menuname)  
 curr\_3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_e\_p\_ans3.place(x=150, y=230)  
  
 def update\_bma\_ans():  
 p\_ans = []  
 ans = []  
 m\_id = findModId(mod\_name)  
  
 if l\_inc == 1:  
 p\_ans.append(e\_p\_ans\_1.get())  
 ans.append(bma\_e\_p\_ans1.get())  
 if l\_inc == 2:  
 p\_ans.append(e\_p\_ans\_1.get())  
 p\_ans.append(e\_p\_ans\_2.get())  
 ans.append(bma\_e\_p\_ans1.get())  
 ans.append(bma\_e\_p\_ans2.get())  
 if l\_inc == 3:  
 p\_ans.append(e\_p\_ans\_1.get())  
 p\_ans.append(e\_p\_ans\_2.get())  
 p\_ans.append(e\_p\_ans\_3.get())  
 ans.append(bma\_e\_p\_ans1.get())  
 ans.append(bma\_e\_p\_ans2.get())  
 ans.append(bma\_e\_p\_ans3.get())  
  
 i = 0  
  
 del\_bma\_rows(quest\_id)  
  
 while i < len(p\_ans):  
 add\_ans\_to\_bma(quest\_id, ans[i], p\_ans[i], m\_id)  
 i += 1  
 # return  
 del\_feed\_quest\_from\_db(quest\_id)  
 add\_feed\_frame(quest\_id, p\_ans, False, m\_id, True)  
 update\_quest(quest\_id, 'possible\_answers', ",".join(p\_ans), m\_quest\_features)  
  
 btn\_sub = tk.Button(m\_quest\_features, text="Submit", command=lambda:  
 update\_bma\_ans())  
 btn\_sub.place(x=10, y=260)  
  
 # Change mod name frame  
 def change\_mod\_name(curr\_mod\_name):  
 window = tk.Tk()  
 window.resizable(0, 0)  
 window.geometry("700x600")  
 mod\_features = tk.LabelFrame(window, text="Admin Page - Edit Module", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 mod\_features.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 t\_new\_name = tk.Label(mod\_features, text="New Module Name: ", font=('Helvetica', 13, 'bold'), fg="white", bg='#5D9DE5')  
 t\_new\_name.place(x=10, y=10)  
 new\_name\_entry = tk.Entry(mod\_features, font=('Helvetica', 13, 'bold'), borderwidth=5, width=22, bd=5)  
 new\_name\_entry.place(x=10, y=50)  
 refresh\_btn = tk.Button(mod\_features, text="Refresh",fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=10,  
 command=lambda:  
 update\_option\_menu(curr\_quest\_to\_del\_m,  
 curr\_mod\_name,  
 curr\_quest\_to\_del  
 ))  
 refresh\_btn.place(x=550, y=10)  
  
 def execute\_mod\_change(curr\_name, desired\_name, frame=False):  
 if desired\_name == '':  
 messagebox.showinfo("Error",  
 "The field must have been left blank. Please fill the field you edited.",  
 parent=frame)  
 return  
 update\_mod\_name\_in\_db(curr\_name, desired\_name)  
 delBtnModsAndUpdate()  
 window.destroy()  
  
 new\_name\_sub = tk.Button(mod\_features, text="submit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=7,  
 command=lambda: execute\_mod\_change(curr\_mod\_name, new\_name\_entry.get(), mod\_features))  
 new\_name\_sub.place(x=240, y=50)  
  
 # Add Question:  
  
 mod\_add\_quest\_l = tk.Label(mod\_features, text="Add new question to this module: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 mod\_add\_quest\_l.place(x=10, y=125)  
  
 add\_quest\_e = tk.Button(mod\_features, text="Add", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
 command=lambda: chooseTypeOfQuestion(curr\_mod\_name))  
  
 add\_quest\_e.place(x=290, y=120)  
  
 mod\_del\_quest\_l = tk.Label(mod\_features, text="Delete / Edit a question from the list below: ",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 mod\_del\_quest\_l.place(x=10, y=195)  
  
 curr\_quest\_to\_del = tk.StringVar(mod\_features)  
 curr\_quest\_to\_del.set("Choose a Question") # default value  
  
 def del\_quest\_from\_db(quest\_name):  
 # Delete Feedback and BMA answers from db  
 len\_of\_quest = len(fetch\_all\_quest(curr\_mod\_name))  
 if len\_of\_quest == 1:  
 messagebox.showinfo("Error", "You cannot delete the existing question as the module will have 0 question to render."  
 " You must add another question first or delete the module itself.", parent=mod\_features)  
 return  
 q\_id = find\_quest\_id(quest\_name)  
 del\_feed\_quest\_from\_db(q\_id)  
 del\_bma\_quest\_from\_db(q\_id)  
 del\_quest\_execute(q\_id)  
 # Reset the List of Questions.  
 update\_option\_menu(curr\_quest\_to\_del\_m, curr\_mod\_name, curr\_quest\_to\_del)  
  
 curr\_quest\_to\_del\_m = tk.OptionMenu(mod\_features, curr\_quest\_to\_del, \*fetch\_all\_quest(curr\_mod\_name))  
 curr\_quest\_to\_del\_m.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 m\_q\_c = mod\_features.nametowidget(curr\_quest\_to\_del\_m.menuname)  
 m\_q\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_quest\_to\_del\_m.place(x=10, y=235)  
  
 mod\_del\_quest\_btn = tk.Button(mod\_features, text="Erase", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
 command=lambda: del\_quest\_from\_db(curr\_quest\_to\_del.get()))  
 mod\_del\_quest\_btn.place(x=10, y=285)  
  
 mod\_edit\_quest\_btn = tk.Button(mod\_features, text="Edit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'),  
 command=lambda: edit\_quest\_frame(curr\_mod\_name, curr\_quest\_to\_del.get())  
 )  
 mod\_edit\_quest\_btn.place(x=90, y=285)  
  
 # --------------- Change Module Name ----------------  
  
 def delBtnModsAndUpdate():  
 if self.isActive is True:  
 row = 2  
 col = 0  
 count = len(fetchModules())  
 while row < 7 and col < 2 and count > 0:  
 a = head.grid\_slaves(row, col)  
  
 if len(a) > 0:  
 a[0].destroy()  
 count -= 1  
 row += 1  
 if row == 7:  
 row = 2  
 col += 1  
 row = 2  
 col = 0  
 # We get all the modules and store them in the getModules  
 # Then we put them in columns of 5 rows while  
 # popping modules names from it so that no modules are repeated  
 getModules = fetchModules()  
  
 while row < 7 and col < 3 and len(getModules) > 0:  
 mod\_txt = getModules[-1][0]  
 mod\_btn = tk.Button(head, text=mod\_txt, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), width=15, height=1,  
 command=lambda i=mod\_txt: change\_mod\_name(i))  
 mod\_btn.grid(row=row, column=col, padx=15, pady=20)  
  
 row += 1  
 if row == 7:  
 row = 2  
 col += 1  
 getModules.pop()  
  
 self.isActive = True  
  
 delBtnModsAndUpdate()  
  
 def toText(module):  
 # This additional function is used  
 # to separate the string module  
 # name from other non alphabet characters  
 i = 0  
 z = len(module) - 1  
 az = 'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ'  
 while module[i] not in az:  
 i += 1  
 while module[z] not in az:  
 z -= 1  
  
 return module[i:z + 1]  
 def exist\_quest(quest\_name):  
 a = find\_quest\_id(quest\_name)  
 return False if a == [] else True  
  
 print(exist\_quest('sss'))  
 def isScoreValid(score):  
 alphabet = 'abcdefghijklmnopqrstuvwxyzABCDEFGHIJKLMNOPQRSTUVWXYZ-~`!@#$%^&\*()\_-+={}[]|\:;<,>.?/'  
 for x in score:  
 if x in alphabet:  
 return False  
 return True  
 # ---------------END OF USEFUL FUNCTIONS ---------------  
  
 # ---------------ADD MODULE---------------  
 def chooseTypeOfQuestion(curr\_mod\_name=False):  
 window = tk.Tk()  
 window.resizable(0, 0)  
 window.geometry("700x600")  
 head = tk.LabelFrame(window, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 head.pack(fill='both', expand='yes', padx=10, pady=10)  
  
 if curr\_mod\_name:  
 l1 = tk.Label(head, text="Select a type of question to add: True/False, MultipleChoice or BestMatch",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l1.place(x=20, y=50)  
 else:  
 l1 = tk.Label(head,  
 text="You are creating a new module, so why don't create it along with an starting question?" +  
 " \n" + "Select a type of question to add: True/False, MultipleChoice or BestMatch",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 12, 'bold'))  
 l1.place(x=20, y=50)  
  
 def TypeQuest(type, mod\_name=False):  
 # TRUE OR FALSE FORM  
  
 # 1.This frame collects all the information  
 # necessary to create the module and a  
 # first TF question in the database  
 #  
 # 2.It then add it to the database through  
 # a click an erase the window and update  
 # the buttons so the changes can me seen instantly.  
 #  
 # 3.In order to accomplish this,  
 # different type of sqlite  
 # commands are used, each with a different purpose  
  
 window.destroy()  
 tf\_form = tk.Tk()  
  
 tf\_form.resizable(0, 0)  
 tf\_form.geometry("700x600")  
  
 head = tk.LabelFrame(tf\_form, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 head.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 l1 = tk.Label(head, text="Module Name: ", fg="white", bg='#5D9DE5', font=('Helvetica', 12, 'bold'))  
 l1.place(x=10, y=10)  
  
 max\_score = tk.Label(head,fg="white", bg='#5D9DE5', text="Score the user should get if answered correctly: ", font=('Helvetica', 13, 'bold'))  
 max\_score.place(x=10, y=60)  
  
 e\_score = tk.Entry(head, width=5, bd=5)  
 e\_score.place(x=410, y=60)  
  
 if mod\_name:  
 mod\_name\_title = tk.Label(head, text=curr\_mod\_name, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 mod\_name\_title.place(x=350, y=10)  
 else:  
 e1 = tk.Entry(head, width=30, bd=5)  
 e1.place(x=130, y=10)  
  
 l2 = tk.Label(head, text="Question: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l2.place(x=10, y=110)  
  
 e2 = tk.Entry(head, width=30, bd=5)  
 e2.place(x=100, y=110)  
  
  
 exist\_mod = True if mod\_name else False  
  
 def is\_mod\_name():  
 if mod\_name:  
 return mod\_name  
 return e1.get().lower()  
  
 if type == 'tf':  
 ans\_l = tk.Label(head, text="Correct Answer: ", fg="white", bg='#5D9DE5',font=('Helvetica', 11, 'bold'))  
 ans\_l.place(x=10, y=150)  
  
 ans\_e = tk.Entry(head, width=30, bd=5)  
 ans\_e.place(x=140, y=150)  
  
 def register\_tf():  
  
 if is\_mod\_name() == '':  
 messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
 return  
 if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0:  
 messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
 return  
  
 if e2.get() == '':  
 messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
 return  
 if exist\_quest(e2.get()):  
 messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
 return  
 if ans\_e.get().lower() == 'false' or ans\_e.get().lower() == 'true':  
 inc\_ans = 'true' if ans\_e.get().lower() == 'false' else 'false'  
  
 does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
  
 if does\_mod\_exist\_in\_db and mod\_name is False:  
 messagebox.showinfo("Error", "This module name already exists. "  
 "You will need to use another name.", parent=tf\_form)  
 return  
 # If it passes all the checks, Then you can create the module.  
 register\_mod\_DB(is\_mod\_name(),  
 e2.get(),  
 ans\_e.get().lower(),  
 inc\_ans,  
 tf\_form,  
 type,  
 e\_score.get(),  
 exist\_mod  
 )  
 else:  
 messagebox.showinfo("Error", "Please enter a false/true answer.", parent=tf\_form)  
 return  
  
 submit\_mod = tk.Button(head, text="add Module",  
 command=lambda: register\_tf())  
  
 submit\_mod.place(x=130, y=220)  
  
 if type == 'mcq':  
 # The user needs to able to choose how many answers/inc answers want to have  
 # therefore the approach I'm going to take is as follows  
 # 1. Let the user choose amount of answers  
 # 2. Let the user choose amount of inc\_ans  
 # 3. Base on that display entries for the user type on them.  
 # 4. Store ans and inc ans in DB  
 # 5. Prompt Feedback Frame  
 choices = [1, 2, 3]  
 l\_ans = tk.Label(head,  
 text="Right answers on the left. Wrong answers on the right. Max = 5", fg="white", bg='#5D9DE5',font=('Helvetica', 11, 'bold'))  
 l\_ans.place(x=10, y=150)  
  
 # Number of answers of the question  
 l\_num\_ans = tk.Label(head, text="N. Answers: ", font=('Helvetica', 13, 'bold'), fg="white", bg='#5D9DE5')  
 l\_num\_ans.place(x=10, y=180)  
  
 l\_num\_ans = tk.Label(head, text="N. Inc. Answers: ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 l\_num\_ans.place(x=300, y=180)  
  
 ans\_1 = tk.Entry(head, width=30, bd=5)  
 ans\_1.place(x=100, y=220)  
  
 ans\_1 = tk.Entry(head, width=30, bd=5)  
 ans\_1.place(x=100, y=220)  
 ans\_2 = tk.Entry(head, width=30, bd=5)  
 ans\_2.place(x=100, y=250)  
  
 ans\_1 = tk.Entry(head, width=30, bd=5)  
 ans\_1.place(x=100, y=220)  
 ans\_2 = tk.Entry(head, width=30, bd=5)  
 ans\_2.place(x=100, y=250)  
 ans\_3 = tk.Entry(head, width=30, bd=5)  
 ans\_3.place(x=100, y=280)  
  
 inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_1.place(x=300, y=220)  
  
 inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_1.place(x=300, y=220)  
 inc\_ans\_2 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_2.place(x=300, y=250)  
  
 inc\_ans\_1 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_1.place(x=300, y=220)  
 inc\_ans\_2 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_2.place(x=300, y=250)  
 inc\_ans\_3 = tk.Entry(head, width=30, bd=5)  
 inc\_ans\_3.place(x=300, y=280)  
  
 def store\_inc\_and\_corr\_answers\_in\_db():  
 does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
 if is\_mod\_name() == '':  
 messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
 return  
 if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0:  
 messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
 return  
 if e2.get() == '':  
 messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
 return  
 if exist\_quest(e2.get()):  
 messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
 return  
 if does\_mod\_exist\_in\_db and mod\_name is False:  
 messagebox.showinfo("Error", "This module name already exists. "  
 "You will need to use another name.", parent=tf\_form)  
 return  
 is\_to\_much = [ans\_1.get(), ans\_2.get(), ans\_3.get(), inc\_ans\_3.get(), inc\_ans\_1.get(),  
 inc\_ans\_2.get()]  
 q = 0  
 for x in is\_to\_much:  
 if x != '':  
 q += 1  
 if q >= 6:  
 tk.messagebox.showinfo("showerror", "You can only add 5 answers/incorrect answers at most", parent=head)  
 return  
 canRun = False  
 def grab\_only\_ans(\*args):  
 l = []  
 c = 0  
 for x in args:  
 if x != '':  
 l.append(x)  
 for a in l:  
 if a == '':  
 c +=1  
 if c < 2:  
 messagebox.showinfo("Error", "You must add more than 1 answer/possible answer", parent=tf\_form)  
 return  
 canRun = True  
 return ",".join(l)  
  
 list\_of\_inc\_ans = grab\_only\_ans(inc\_ans\_1.get(), inc\_ans\_2.get(), inc\_ans\_3.get())  
 list\_of\_ans = grab\_only\_ans(ans\_1.get(), ans\_2.get(), ans\_3.get())  
  
 if canRun:  
 register\_mod\_DB(is\_mod\_name(),  
 e2.get(),  
 list\_of\_ans,  
 list\_of\_inc\_ans,  
 tf\_form,  
 type,  
 e\_score.get(),  
 exist\_mod)  
  
 submit\_mod = tk.Button(head, text="add Module", command=lambda: store\_inc\_and\_corr\_answers\_in\_db())  
 submit\_mod.place(x=130, y=320)  
  
 if type == 'bm':  
 # Enter 3-5 answers that others possible answers will be matched to  
  
 t\_ans = tk.Label(head,  
 text="Enter 1-5 answers. This will answers will be used as the match for other possible answers",  
 font=('Helvetica', 11, 'bold'), fg="white", bg='#5D9DE5')  
 t\_ans.place(x=10, y=150)  
  
 p\_ans\_1 = tk.Entry(head, width=30, bd=5)  
 p\_ans\_2 = tk.Entry(head, width=30, bd=5)  
 p\_ans\_3 = tk.Entry(head, width=30, bd=5)  
 p\_ans\_4 = tk.Entry(head, width=30, bd=5)  
 p\_ans\_5 = tk.Entry(head, width=30, bd=5)  
  
 p\_ans\_1.place(x=10, y=180)  
 p\_ans\_2.place(x=10, y=220)  
 p\_ans\_3.place(x=10, y=260)  
 p\_ans\_4.place(x=10, y=300)  
 p\_ans\_5.place(x=10, y=340)  
  
 def phase\_1\_of\_bma():  
 does\_mod\_exist\_in\_db = findModId(is\_mod\_name())  
 if is\_mod\_name() == '':  
 messagebox.showinfo("Error", "Enter a module name", parent=tf\_form)  
 return  
 if e\_score.get() == '' or isScoreValid(e\_score.get()) is False or int(e\_score.get()) <= 0 :  
 messagebox.showinfo("Error", "Make sure the score is not empty / is an integer / greater than 0", parent=tf\_form)  
 return  
 if e2.get() == '':  
 messagebox.showinfo("Error", "Question cannot be left empty ", parent=tf\_form)  
 return  
 if exist\_quest(e2.get()):  
 messagebox.showinfo("Error", "This question already exist. Please type another question.", parent=tf\_form)  
 return  
 if does\_mod\_exist\_in\_db and mod\_name is False:  
 messagebox.showinfo("Error", "This module name already exists. "  
 "You will need to use another name.", parent=tf\_form)  
 return  
 canExecute = False  
 def grab\_only\_ans(\*args):  
 l = []  
 for x in args:  
 if x != '':  
 l.append(x)  
 if l == []:  
 messagebox.showinfo("Error", "You must fill at least 1 field of answer/possible answer.", parent=tf\_form)  
 return  
 canExecute = True  
 return ",".join(l)  
 list\_of\_ans = grab\_only\_ans(p\_ans\_1.get(), p\_ans\_2.get(), p\_ans\_3.get(), p\_ans\_4.get(),  
 p\_ans\_5.get())  
 if canExecute:  
 register\_mod\_DB(  
 is\_mod\_name(),  
 e2.get(),  
 list\_of\_ans,  
 '',  
 tf\_form,  
 type,  
 e\_score.get(),  
 exist\_mod  
 )  
  
 submit\_mod\_bm = tk.Button(head, text="Continue", command=lambda: phase\_1\_of\_bma())  
 submit\_mod\_bm.place(x=200, y=370)  
  
 options = tk.LabelFrame(head, text="Options: ", font=('Helvetica', 18, 'bold'), fg="white", bg='#5D9DE5')  
 options.pack(fill='both', expand='yes', padx=20, pady=100)  
 op1 = tk.Button(options, text="TF",font=('Helvetica', 12, 'bold'), width=20, height=7,  
 command=lambda: TypeQuest('tf', curr\_mod\_name), fg="white", bg='#2B84E9')  
 op1.pack(side=tk.LEFT)  
 op2 = tk.Button(options, text="MCQ", font=('Helvetica', 12, 'bold'), width=20, height=7,  
 command=lambda: TypeQuest('mcq', curr\_mod\_name), fg="white", bg='#2B84E9', )  
 op2.pack(side=tk.LEFT)  
 op3 = tk.Button(options, text="BM", font=('Helvetica', 12, 'bold'), width=20, height=7,  
 command=lambda: TypeQuest('bm', curr\_mod\_name), fg="white", bg='#2B84E9')  
 op3.pack(side=tk.LEFT)  
  
 # BMA FRAME TO GET ALL POSSIBLE ANSWERS  
 def get\_inc\_ans\_from\_bma\_frame(quest, typeofQuest, ans, currForm):  
 currForm.destroy()  
 bma\_phase\_2 = tk.Tk()  
 bma\_phase\_2.resizable(0, 0)  
 bma\_phase\_2.geometry("700x600")  
  
 admin\_phase\_2 = tk.LabelFrame(bma\_phase\_2, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 admin\_phase\_2.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 t\_phase\_2 = tk.Label(admin\_phase\_2,  
 text="Now, Type 1-5 possible answers and match them to their corresponding answer.",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t\_phase\_2.place(x=10, y=10)  
  
 bma\_p2\_ans\_1 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
 bma\_p2\_ans\_2 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
 bma\_p2\_ans\_3 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
 bma\_p2\_ans\_4 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
 bma\_p2\_ans\_5 = tk.Entry(admin\_phase\_2, width=30, bd=5)  
  
 bma\_p2\_ans\_1.place(x=10, y=50)  
 bma\_p2\_ans\_2.place(x=10, y=100)  
 bma\_p2\_ans\_3.place(x=10, y=150)  
 bma\_p2\_ans\_4.place(x=10, y=200)  
 bma\_p2\_ans\_5.place(x=10, y=250)  
  
 # First Answer DropDown Menu list  
 curr\_bma\_ans\_1 = tk.StringVar(admin\_phase\_2)  
 curr\_bma\_ans\_1.set("Choose Match") # default value  
  
 curr\_bma\_ans\_1\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_1, \*ans.split(','))  
 curr\_bma\_ans\_1\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 menu\_1 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_1\_c.menuname)  
 menu\_1.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_ans\_1\_c.place(x=200, y=45)  
  
 # Second Answer DropDown Menu List  
  
 curr\_bma\_ans\_2 = tk.StringVar(admin\_phase\_2)  
 curr\_bma\_ans\_2.set("Choose Match") # default value  
  
 curr\_bma\_ans\_2\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_2, \*ans.split(','))  
 curr\_bma\_ans\_2\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 menu\_2 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_2\_c.menuname)  
 menu\_2.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_ans\_2\_c.place(x=200, y=95)  
  
 # Third Answer Drop Down Menu List  
  
 curr\_bma\_ans\_3 = tk.StringVar(admin\_phase\_2)  
 curr\_bma\_ans\_3.set("Choose Match") # default value  
  
 curr\_bma\_ans\_3\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_3, \*ans.split(','))  
 curr\_bma\_ans\_3\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 menu\_3 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_3\_c.menuname)  
 menu\_3.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_ans\_3\_c.place(x=200, y=145)  
  
 # Fourth Answer Drop Down Menu List  
  
 curr\_bma\_ans\_4 = tk.StringVar(admin\_phase\_2)  
 curr\_bma\_ans\_4.set("Choose Match") # default value  
  
 curr\_bma\_ans\_4\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_4, \*ans.split(','))  
 curr\_bma\_ans\_4\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 menu\_4 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_4\_c.menuname)  
 menu\_4.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_ans\_4\_c.place(x=200, y=195)  
  
 # Fifth Answer Drop Down Menu list  
  
 curr\_bma\_ans\_5 = tk.StringVar(admin\_phase\_2)  
 curr\_bma\_ans\_5.set("Choose Match") # default value  
  
 curr\_bma\_ans\_5\_c = tk.OptionMenu(admin\_phase\_2, curr\_bma\_ans\_5, \*ans.split(','))  
 curr\_bma\_ans\_5\_c.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 menu\_5 = admin\_phase\_2.nametowidget(curr\_bma\_ans\_5\_c.menuname)  
 menu\_5.config(fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 curr\_bma\_ans\_5\_c.place(x=200, y=245)  
  
 def execute\_bma\_add():  
 q\_id, m\_id = find\_mod\_quest\_id(quest)  
 answers = []  
 if bma\_p2\_ans\_1.get() != '':  
 add\_bma\_ans(q\_id, curr\_bma\_ans\_1.get(), bma\_p2\_ans\_1.get(), m\_id)  
 answers.append(bma\_p2\_ans\_1.get())  
 if bma\_p2\_ans\_2.get() != '':  
 add\_bma\_ans(q\_id, curr\_bma\_ans\_2.get(), bma\_p2\_ans\_2.get(), m\_id)  
 answers.append(bma\_p2\_ans\_2.get())  
 if bma\_p2\_ans\_3.get() != '':  
 add\_bma\_ans(q\_id, curr\_bma\_ans\_3.get(), bma\_p2\_ans\_3.get(), m\_id)  
 answers.append(bma\_p2\_ans\_3.get())  
 if bma\_p2\_ans\_4.get() != '':  
 add\_bma\_ans(q\_id, curr\_bma\_ans\_4.get(), bma\_p2\_ans\_4.get(), m\_id)  
 answers.append(bma\_p2\_ans\_4.get())  
 if bma\_p2\_ans\_5.get() != '':  
 add\_bma\_ans(q\_id, curr\_bma\_ans\_5.get(), bma\_p2\_ans\_5.get(), m\_id)  
 answers.append(bma\_p2\_ans\_5.get())  
 update\_bms\_db\_poss\_ans(answers, q\_id)  
  
 add\_feed\_frame(q\_id, answers, bma\_phase\_2, m\_id, True)  
  
 bma\_btn = tk.Button(admin\_phase\_2, text="Continue", command=lambda: execute\_bma\_add())  
 bma\_btn.place(x=200, y=320)  
  
 def add\_feed\_frame(quest\_id, answers, prevForm, m\_id, bma=False):  
 if prevForm is not False:  
 prevForm.destroy()  
 feed\_form = tk.Tk()  
  
 fontFrame = tkFont.Font(  
 family="Arial",  
 size=16,  
 weight='bold')  
 ques\_title = tkFont.Font(  
 family="Arial",  
 size=14  
 )  
 feed\_form.resizable(0, 0)  
 feed\_form.geometry("700x600")  
  
 f\_head = tk.LabelFrame(feed\_form, text="Admin Page", fg="white", bg='#5D9DE5', font=('Helvetica', 18, 'bold'), bd=1)  
 f\_head.pack(fill='both', expand='yes', padx=20, pady=10)  
  
 if bma:  
 t1 = tk.Label(f\_head, text="Now write why do they match to each other", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t1.place(x=10, y=10)  
 else:  
 t1 = tk.Label(f\_head, text="Now write why each answer is correct/incorrect:", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t1.place(x=10, y=10)  
  
 l = len(answers)  
 c\_x, c\_y = 40, 50  
 # Hacky Way of displaying entries.  
 # Target: Display all answers with entries  
 # for the user to write feedback why it is wrong/right  
 # Since we cannot id entries and access them manually,  
 # Im going to first:  
 # 1. Find the length of answers  
 # 2. display As many entries as answers are.  
 # 3. base on length again insert feedback  
 t\_1 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t\_2 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t\_3 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t\_4 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 t\_5 = tk.Label(f\_head, text="match to ", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
  
 if bma:  
 fathers = get\_fathers\_from\_children(answers)  
 if l == 2:  
 t\_1.place(x=c\_x \* 5, y=c\_y)  
 t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
  
 f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
  
 f\_1.place(x=c\_x \* 8, y=c\_y)  
 f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
 if l == 3:  
 t\_1.place(x=c\_x \* 5, y=c\_y)  
 t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
 t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
  
 f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
  
 f\_1.place(x=c\_x \* 8, y=c\_y)  
 f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
 f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
  
 if l == 4:  
 t\_1.place(x=c\_x \* 5, y=c\_y)  
 t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
 t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
 t\_4.place(x=c\_x \* 5, y=c\_y \* 4)  
  
 f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_4 = tk.Label(f\_head, text=fathers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
  
 f\_1.place(x=c\_x \* 8, y=c\_y)  
 f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
 f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
 f\_4.place(x=c\_x \* 8, y=c\_y \* 4)  
 if l == 5:  
 t\_1.place(x=c\_x \* 5, y=c\_y)  
 t\_2.place(x=c\_x \* 5, y=c\_y \* 2)  
 t\_3.place(x=c\_x \* 5, y=c\_y \* 3)  
 t\_4.place(x=c\_x \* 5, y=c\_y \* 4)  
 t\_5.place(x=c\_x \* 5, y=c\_y \* 5)  
  
 f\_1 = tk.Label(f\_head, text=fathers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_2 = tk.Label(f\_head, text=fathers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_3 = tk.Label(f\_head, text=fathers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_4 = tk.Label(f\_head, text=fathers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 f\_5 = tk.Label(f\_head, text=fathers[4], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
  
 f\_1.place(x=c\_x \* 8, y=c\_y)  
 f\_2.place(x=c\_x \* 8, y=c\_y \* 2)  
 f\_3.place(x=c\_x \* 8, y=c\_y \* 3)  
 f\_4.place(x=c\_x \* 8, y=c\_y \* 4)  
 f\_5.place(x=c\_x \* 8, y=c\_y \* 5)  
  
 if l == 2:  
 ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans1.place(x=c\_x, y=c\_y)  
 e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans1.place(x=c\_x \* 11, y=c\_y)  
  
 ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans2.place(x=c\_x, y=c\_y \* 2)  
 e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
 if l == 3:  
 ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans1.place(x=c\_x, y=c\_y)  
 e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans1.place(x=c\_x \* 11, y=c\_y)  
  
 ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans2.place(x=c\_x, y=c\_y \* 2)  
 e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
  
 ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans3.place(x=c\_x, y=c\_y \* 3)  
 e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
  
 if l == 4:  
 ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans1.place(x=c\_x, y=c\_y)  
 e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans1.place(x=c\_x \* 11, y=c\_y)  
  
 ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans2.place(x=c\_x, y=c\_y \* 2)  
 e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
  
 ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans3.place(x=c\_x, y=c\_y \* 3)  
 e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
  
 ans4 = tk.Label(f\_head, text=answers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans4.place(x=c\_x, y=c\_y \* 4)  
 e\_ans4 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans4.place(x=c\_x \* 11, y=c\_y \* 4)  
 if l == 5:  
 ans1 = tk.Label(f\_head, text=answers[0], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans1.place(x=c\_x, y=c\_y)  
 e\_ans1 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans1.place(x=c\_x \* 11, y=c\_y)  
  
 ans2 = tk.Label(f\_head, text=answers[1], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans2.place(x=c\_x, y=c\_y \* 2)  
 e\_ans2 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans2.place(x=c\_x \* 11, y=c\_y \* 2)  
  
 ans3 = tk.Label(f\_head, text=answers[2], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans3.place(x=c\_x, y=c\_y \* 3)  
 e\_ans3 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans3.place(x=c\_x \* 11, y=c\_y \* 3)  
  
 ans4 = tk.Label(f\_head, text=answers[3], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans4.place(x=c\_x, y=c\_y \* 4)  
 e\_ans4 = tk.Entry(f\_head, width=40, bd=5)  
 e\_ans4.place(x=c\_x \* 11, y=c\_y \* 4)  
  
 ans5 = tk.Label(f\_head, text=answers[4], fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 ans5.place(x=c\_x, y=c\_y \* 5)  
 e\_ans5 = tk.Entry(f\_head, width=40,bd=5)  
 e\_ans5.place(x=c\_x \* 11, y=c\_y \* 5)  
  
 def insert\_all\_feed():  
 if l == 2:  
 if e\_ans1.get() == '' or e\_ans2.get() == '':  
 messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
 return  
 add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
 if l == 3:  
 if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get():  
 messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
 return  
 add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
 if l == 4:  
 if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get() or e\_ans4.get():  
 messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
 return  
 add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[3], e\_ans4.get(), m\_id)  
 if l == 5:  
 if e\_ans1.get() == '' or e\_ans2.get() == '' or e\_ans3.get() or e\_ans4.get() or e\_ans5.get():  
 messagebox.showinfo("Error", "You must fill up both fields with their respective feedback.", parent=f\_head)  
 return  
 add\_feed\_to\_DB(quest\_id, answers[0], e\_ans1.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[1], e\_ans2.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[2], e\_ans3.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[3], e\_ans4.get(), m\_id)  
 add\_feed\_to\_DB(quest\_id, answers[4], e\_ans5.get(), m\_id)  
  
 feed\_form.destroy()  
  
 feed\_form\_sub = tk.Button(f\_head, text="Submit", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=insert\_all\_feed)  
 feed\_form\_sub.place(x=500, y=500)  
  
 def register\_mod\_DB(mod\_name, start\_quest, ans, inc\_ans, currForm, typeOfQuestion, mark, mod\_exist=False):  
 #  
 # 1. We add the module to database so it has a Key  
 # 2. We find that key  
 # 3. We can now add questions to its own table having access to the specific foreign key (mod\_id)  
 #  
 # Add otherAnswer and times attribute when adding to DB  
  
 if typeOfQuestion == 'tf':  
 # ADD MODULE TO DB  
 onlyDeleteBtnModules()  
 if mod\_exist is False:  
 add\_mod(mod\_name)  
  
 e6 = findModId(mod\_name)  
 # ADD QUESTIONS TO DB  
 add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
  
 q\_id = find\_quest\_id(start\_quest)  
 delBtnModsAndUpdate()  
 # ADD FEEDBACK TO DB  
 all\_ans = [ans, inc\_ans]  
 # hacky way of inserting question id to the feedback  
 add\_feed\_frame(q\_id, all\_ans, currForm, e6)  
 elif typeOfQuestion == 'mcq':  
 all\_ans = inc\_ans.split(',') + ans.split(',')  
 onlyDeleteBtnModules()  
 if mod\_exist is False:  
 add\_mod(mod\_name)  
 e6 = findModId(mod\_name)  
 add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
 q\_id = find\_quest\_id(start\_quest)  
 delBtnModsAndUpdate()  
 add\_feed\_frame(q\_id, all\_ans, currForm, e6)  
 elif typeOfQuestion == 'bm':  
 # NEED TO CONSIDER TWO THINGS  
 # The Admin can add some options  
 # Each of these options can have some answers  
 # the app should store these answers and options  
 # How can we link these options and answer to determine which belongs to which?  
 # IDEA1: Create a new Answers Table that will hold the answers and its option.  
 # This way we can just fetch this entities and compare them with what the user matched in the app.  
 # Idea 2: ADD an "A" To the beginning of each option and Answer so we know they are connected.  
 # We would just need to check the first letter to determine the correctness of the user match.  
 onlyDeleteBtnModules()  
 if mod\_exist is False:  
 add\_mod(mod\_name)  
 e6 = findModId(mod\_name)  
 add\_quest(start\_quest, e6, inc\_ans, ans, mark, typeOfQuestion)  
 delBtnModsAndUpdate()  
 get\_inc\_ans\_from\_bma\_frame(start\_quest, typeOfQuestion, ans, currForm)  
  
 add\_mod\_btn = tk.Button(head, text="New Module",fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=chooseTypeOfQuestion)  
 add\_mod\_btn.grid(row=0, column=1, padx=(100, 0))  
  
 # -----------------ORDER TO DELETE A MODULE----------------  
 # 1. Delete All questions from Databases  
 # 2. Delete Module From database  
 # 3. Close window frame and DeleteAndUpdate  
 #  
 def delModuleFrame():  
 are\_there\_modules = fetchModules()  
 if len(are\_there\_modules) == 0:  
 messagebox.showinfo("Error", "There are not modules available to delete." + "\n" + "Add modules first.")  
 return  
 window = tk.Tk()  
 window.configure(bg='#5D9DE5')  
 window.resizable(0, 0)  
 window.geometry("500x200")  
 window.title("Delete Module")  
 currModule = tk.StringVar(window)  
 currModule.set("--Select Module--") # default value  
  
 # Here the dropdown menu is created  
 # using the 'data' modules  
 # from the database.  
 chooseTest = tk.OptionMenu(window, currModule, \*fetchModules())  
 chooseTest.config(fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
 menu = window.nametowidget(chooseTest.menuname)  
 menu.config(fg="white", bg='#5D9DE5', font=('Helvetica', 11, 'bold'))  
 chooseTest.place(x=20, y=20)  
  
 def deleteModule():  
 # ----------------MAIN DELETE MODULE FUNCTION--------------  
  
 # In order to make the app more dynamic.  
 # 1. Remove all widget buttons from the frame  
 # 2. Delete all feedback from the db of feedback from module chosen id  
 # 2. Delete all questions from the db of questions from module chosen  
 # 3. Delete Module from DB  
 # 4. Display all buttons widgets again  
 # 5. Delete frame window itself  
 onlyDeleteBtnModules()  
 mod\_to\_delete = toText(currModule.get())  
 get\_mod\_id = findModId(mod\_to\_delete)  
 delAllFeedbackFromDB(get\_mod\_id)  
 delAllBmaFromDB(get\_mod\_id)  
 delAllQuestionsFromDB(get\_mod\_id)  
 delModFromDB(mod\_to\_delete)  
 delBtnModsAndUpdate()  
 window.destroy()  
  
 sub\_del = tk.Button(window, text="erase", command=deleteModule, fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 sub\_del.place(x=230, y=20)  
  
 alert\_txt = tk.Label(window, text="Careful! All questions & feedback will also be erased",  
 fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'))  
 alert\_txt.place(x=20, y=120)  
  
 del\_mod\_btn = tk.Button(head, text="Del Module", fg="white", bg='#5D9DE5', font=('Helvetica', 13, 'bold'), command=delModuleFrame)  
 del\_mod\_btn.grid(row=0, column=2, padx=(10, 0))  
  
  
class QuizzApp(tk.Tk):  
 def \_\_init\_\_(self, \*args, \*\*kwargs):  
 tk.Tk.\_\_init\_\_(self, \*args, \*\*kwargs)  
  
 self.currScore = 0  
 # Create the window  
 window = tk.Frame(self)  
 window.pack()  
  
 window.grid\_rowconfigure(0, minsize=700)  
 window.grid\_columnconfigure(0, minsize=700)  
  
 """  
 This idea of maintaining the frames in a constant for loop came from this video.  
 https://www.youtube.com/watch?v=tpGjHRDEjCE&t=1153s&ab\_channel=IGTechTeam  
   
 Basically, it creates a dictionary to store all the classes of the questionnaire.  
 Then with the "change\_frame" function it changes to which class you want to visit.   
 """  
 self.containerOfFrames = {}  
 for f in (LogInPage, UserHomePage, AdminHomePage):  
 frame = f(window, self)  
 self.containerOfFrames[f] = frame  
 frame.grid(row=0, column=0, sticky="nsew")  
 self.change\_frame(LogInPage)  
 def exitSystem(self):  
 self.destroy()  
 # self.containerOfFrames[LogInPage].destroy()  
 # self.containerOfFrames[AdminHomePage].destroy()  
 # self.containerOfFrames[UserHomePage].destroy()  
 def change\_frame(self, page):  
 frame = self.containerOfFrames[page]  
 frame.tkraise()  
  
 """  
 This function can be used to get the score of the user at any point in time whenever a  
 quiz has been initialized.  
 There is gotta be another function to update the score to 0.  
   
 """  
  
 def getScore(self):  
 print(self.currScore)  
  
  
app = QuizzApp()  
app.mainloop()