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Introduction

Training a neural network to a card game is not a new idea by any means, which is why I decided to create a neural network to play a very specific card game which the exact version is only played with my friends and I on Glenhaven Road. Before starting this project, I had no prior knowledge of Machine Learning, but I was taking a Machine Learning course this semester which helped me in the ladder half of the semester when we started learning about neural networks. This was my first time creating my own neural network from scratch including choosing the network shape and how the input and output data would be encoded. This project meant a lot to me because my roommates and I love to play president, and we have evolved the ruleset to be as competitive as possible over time. I also believe that we have developed an optimal strategy, so I was hoping that training a neural network to play would help us refine the meta even more. So, with this project, I was hoping to be able to play and practice president against a high level whenever I pleased. Also training a neural network means that I could also input various game states into the neural network and be able to analyze the output produced to determine what the true best strategy is as defined by a neural network. When this project is complete, I plan on running experiments with it. For example, I would like to determine how much the hand delt to you impacts your placement in rounds as well as the probability of moving up or down in positions after each round. Overall, the goal of this project was to train a model to play president as optimally as possible to be used to research and pleasure purposes.

How to play President

The game starts with all the cards in the deck (including Jokers) are dealt to all 6 players. The goal of the game is to finish playing all your cards as fast as possible. The first person to finish their hand becomes the President, second becomes Vice President, third becomes Neutral1, fourth becomes Neutral 2, fifth becomes Vice Ass, and sixth becomes Ass. The game loop works as follows. A player leads either one of a kind, two of a kind, three of a kind, or four of a kind, then all subsequent players have the opportunity to play an equal or higher value play on top, i.e. if the first person plays two 4s, the next player must play two cards that are equal or higher, such as: two 4s, two 5s, two 6s, and so on. If a player plays the same cards on top of the cards on the table a BURN occurs, which means that the player who played the same value card on top can clear the table and lead whatever they so desire. Card Strengths can be broken down as the following:

“A” < “4” < “5” < “6” < ,…, < “J” < “Q” < “K”

As you can see, “2”, “3”, and “Joker” are missing from the above ranking. This is because “2”s, “3”s, and “Joker”s are power cards. Power cards have the following special properties.

Any Single < “2” < “3” < “Joker” < “Bomb”

Any Double < “2” < “3” < “Joker” < “Bomb”

Any Triple < “2,2” < “3” < “Joker” < “Bomb”

Power cards are special in that a single power card (in some cases) can be multiple regular cards. The main drawback of power cards is that if you play a power card as your last card you AUTOMATICALLY get last place. In the above strength chart, one can notice “Bomb” is apart of that list. Bombs are four of a kind and beat everything. Bombs can only be beat by another bomb of a higher value.

“4,4,4,4” < “5,5,5,5” < ,…, < “K,K,K,K” < “2,2,2,2” < “3,3,3,3”

The last thing to note is that playing bombs of power cards will still lead to automatic ass. i.e., playing “2,2,2,2” as your last play will net you Ass, but “4,4,4,4” will not.

# Methods

Compare model 7000 and 8000. They are both after the fix, but 8000 uses the new training method and 7000 does not.

### President Implementation

Since training a Neural Network to play president requires a way to play president, this project started off with a President card game implementation in Python. The president game was programmed in python with five underlying classes: *Game, PlayerModule, CommandLineInterface, RandomInterface, AIModelInterface.* The game class handles all the game logic like dealing the cards and validating plays. A *Game* object holds 6 *PlayerModule* objects. *PlayerModule* objects hold arrays which contains the hand of the player a prompt card function. The prompt card function prompts the card interface object held by the player for their play given the hand and the cards on the table. The *CommandLineInterface* class allows players to play the president game through the command line interface, the *RandomInterface* is a simple reflex agent which picks a random legal play, and the *AIModelInterface* is an interface which takes in a *PresidentNeuralNetwork* object model and picks plays based off its output.

### Neural Network Input Data

With a working President card game implemented in Python, I was then able to start training a model to play President. For a Neural Network to play games and learn, data must be encoded into vectors so that they are compatible with the input layer of the model. For President, I was able to encode the entire game state into an input vector of shape length 168. The following is a breakdown of the input data shape where the number in the parenthesis is the number of 1 hot encoded digit are required to represent it. For example, if there are 4 players in the game, the 1-hot encoding would be [1,1,1,1,-1,-1].

The number of players still in the game (6)

The 6 values represent the number of players still in the game. i.e. at the start of the game the values are all 1 and at the end of the game the values are all -1.

The players hand (54)

This represents all the cards in the players hand where each value is a 1 if the player has the card and a -1 if the player does not. Indexes 0-3 are the 1 cards, indexes 4-7 are the 2s, and so on. There are 54 values because president is played with Jokers in the deck, so there are 54 cards.

The cards on the table (54)

The cards on table represents the play that the player must play on. These values are represented as follows: single 1 is index 0, double 1 is index 1, triple 1 is index 3, and so on up to double joker at position 54.

All the cards discarded (54)

These values are encoded the same way as the cards in the players hand where each value corresponds to a card. If the card has been played previously in the game, then the value is one, otherwise the value is -1.

Player Previously passed (1)

Previously passed represents if the player has passed since the table was last empty. So, if the first play is a 2 and the player passed, then another player plays a 3 and it comes back to the given player, this value will be set to one. The goal of this value is to give the model more information on what they have done in the past to possibly encourage bluffing.

### Neural Network output

The output of the neural network is encoded the same way as the cards on the table are encoded in the input data. The output is of length 55 where each index out of the 55 represents a possible play. Index 0 is the pass option where the player decides to play nothing on top of the cards on the table. Indexes 1-55 are the encoded plays where index one is the play [1] (Ace) and the index two is the play [1,1] (Pair of aces) and so on, all the way up to index 55 which is [Joker, Joker]. The output also differs from the input in that it is not encoded with one hot values, instead the value stored in the position of the play selected is the resulting position from playing that play with the following mapping:

- President: 3

- Vice President: 2

- Neutral 1: 1

- Neutral 2: -1

- Vice Ass: -2

- Ass: -3

This essentially means that the neural network is trying to predict what position playing a certain play will net.

### Network shape

The *PresidentNeuralNetowrk* is implemented in PyTorch and is a Neural Network comprised of 168 input nodes connected to four fully connected hidden layers with layers of size 1024, 1024, 512, and 256 respectively. Finally, the output layer is of shape 55 for reasons described previously. Every layer is activated with ReLU activation except for the output layer which is activated with tanh activation. The reason for the final tanh activation is because the model is trying to predict values between [-3,3] so it must be able to produce negative value. The loss function used prior to back propagation scales the label being predicted on back by 1/3 so that it turns from [-3,3] to [-1,1] to match the prediction.

![Text

Description automatically generated](data:image/png;base64,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)

Figure : Model Shape

### Training

Since this is a new implementation that has never been done before, there is no input data that exists to train on. Instead, the *RandomInterface* was implemented for this purpose. Training begins by calling a function that spawns 15 threads to run 1000 games each with the 6-player using the *RandomInterface*. This typically generates about 1.5 million rows of input data, or plays, to initially train the model. With the initial set of random data, the *PresidentNet* object can be created along with its Adam optimizer to perform backwards propagation.

The training loop starts by first running a train function which gets a prediction from the model and calculates the loss using a masked squared error loss function. Masked squared error means that the loss is only calculated on non-zero values as to not train the model on plays that never happened since all the placement values are {-3, -2, -1, 1, 2, 3} and the loss function is. The scale is required in the loss function because the tanh activation of the output only gives values between -1 and 1, so, the label must be scaled back by 1/3 since its values are between -3 and 3. Once the loss is calculated, the optimizer can perform a backwards propagation step for each minibatch of 32 from the data. Now that the model has changed since the last iteration it can be tested with the test function. The test function evaluates the fitness of the model using a fitness function. The fitness function tests the model against the previous best version of the model (random if none exist) and if the current model fitness is above a threshold of 50, the model state dictionary is saved to be tested against during future epochs. A threshold for the fitness was used because the inherent randomness of the game means that two models close in performance will typically perform in the range of -40 to 40. With the model tests, the next epoch can begin repeating the cycle until the model stops improving for the generation. When this happens, a new input dataset is created to train on by running 25 thousand new games with the best model from the previous generation.

The fitness function evaluates the model’s performance by running 1000 games against a competing model where each model controls 3 players. The model fitness starts at a value of 0 and once a game ends values are added to the fitness based on the positions the evaluation model players placed in. The values added are as follows: President: 1, Vice President: 1, Neutral1: 1, Neutral2: -1, Vice Ass: -1, Ass: -1. In the end, if the fitness is positive then we know the model being evaluated is better than the competing model since it placed in one of the top 3 positions on average.

Generating new input data for the next generation is done by running the *AIModelInterface* in training mode. Training mode differs from regular evaluation in that it will purposefully choose the second or third best choice instead of the first to gather more data new strategies that it has not tried. When in training mode it chooses the top prediction with 70% probability, the second best with 15% probability, and third best with 15% probability. This differs from other known strategies of generating input data that I found in other articles because in their examples they simply have the model play itself instead of using a more unique method of adding variation of the data.\*\*LINK AN ARTICLE THAT TALKS ABOUT JUST HAVING THE MODEL PLAY ITSELF AGAIN\*\*

Benefits/drawbacks of methods:

- Not using

* + There was a while that I did not have fitness values which made it hard to determine how the model was doing.
* Evolution/validation strategy:
  + Fitness value.
  + Played this game a lot so just looking at one of the game outputs I am able to objectively determine if the bot made good moves or bad moves.

Results

During training I saved the model state dictionary to google drive whenever a better is model is found. With this, I am able to visualize the model improving by having the best model of each generation play the random bot and add the fitness value to a graph. Here are the results I found.

Since I trained models using both my training method and the normal training method, I am also able to have the best model at each generation play each other to be able to gather information about how the different training data generation effects the resulting models.

The models are also able to be evaluated based on how they react to certain situations. Since I have a lot of experience playing president I have had a lot of time to refine my strategy, so after observing game outputs for all the genereations I am able to highlight the mistakes they make and see how they improve from a play to play prospective instead of just a fitness function prespective.

- Give examples of how the model improves at each step. Right now it looks like at step 1, they are not always playing doubles.

Discussion

Implications of work:

- Talk about how I could use this model to simulate many games and get data to see the probability that a player moves up positions from ass.

- Talk about how specific positions where my roomsates and I don’t know the best play can be identified.

Limitations of the project:

- I am not sure if it is possible to play with a different number of people with this model.

- You could probably use the same model as a starting point.

- The Hyperparameters may not have been tuned as best as possible because of time limitations and debugging.

Analyzing the results:

- Talk about if I actually found a good model that plays how I would expect

- Talk about the fact that I am actually able to play against a model so that part was a success. I atleasaed learned how to make a model and neural network work from a technical standpoint with python

-

Potential improveents:

- Using a less naïve way to choose the

-

* Limittation and biases
* Implications of the work??
* Analysis of results/outcome with respect to objectives
* Potential Improvements/ future work.