1. Даны натуральные числа n и k. Составить программу вычисления выражения 1k  
   + 2k +...+ nk.  
   Разработать меню программы. Пункты меню: ввод данных, обработка, просмотр  
   результатов, выход

using System;

namespace SumOfPowers

{

class Program

{

static void Main(string[] args)

{

int n = 0;

int k = 0;

bool inputComplete = false;

do

{

Console.WriteLine("Меню:");

Console.WriteLine("1. Ввод данных");

Console.WriteLine("2. Обработка");

Console.WriteLine("3. Просмотр результатов");

Console.WriteLine("4. Выход");

Console.Write("Выберите пункт меню (1-4): ");

int menuChoice = int.Parse(Console.ReadLine());

switch (menuChoice)

{

case 1:

Console.Write("Введите количество чисел (n): ");

n = int.Parse(Console.ReadLine());

Console.Write("Введите степень (k): ");

k = int.Parse(Console.ReadLine());

inputComplete = true;

break;

case 2:

if (!inputComplete)

{

Console.WriteLine("Сначала введите данные!");

break;

}

int sum = 0;

for (int i = 1; i <= n; i++)

{

int poweredNumber = (int)Math.Pow(i, k);

sum += poweredNumber;

}

Console.WriteLine("Сумма степеней чисел от 1 до {0} в степени {1} равна {2}", n, k, sum);

break;

case 3:

if (!inputComplete)

{

Console.WriteLine("Сначала введите данные!");

break;

}

Console.WriteLine("n = {0}, k = {1}", n, k);

break;

case 4:

Console.WriteLine("До свидания!");

return;

default:

Console.WriteLine("Выберите пункт меню от 1 до 4");

break;

}

} while (true);

}

}

}

2 Одномерные массивы.

Пример задания:

Дан целочисленный массив размера N. Проверить, чередуются ли в нем четные

и нечетные числа. Если чередуются, то вывести 0, если нет, то вывести

порядковый номер первого элемента, нарушающего закономерность.

int[] mass = { 1, 2, 4, 4, 5, 6, 7, 8 };

for (int i = 1; i < mass.Length; i++)

{

if ((mass[i] % 2 == 0 && mass[i - 1] % 2 == 0) || (mass[i] % 2 != 0 && mass[i - 1] % 2 != 0))

{

Console.WriteLine(i);

break;

}

if (i == (mass.Length - 1))

{

Console.WriteLine(0);

}

}

Random random = new Random();

int n = 10; // размер массива

int[] arr = new int[n]; // инициализация массива

for (int i = 0; i < n; i++)

{

arr[i] = random.Next(1, 10); // заполнение массива случайными числами от 1 до 10

Console.Write(arr[i] + " ");

}

int firstViolationIndex = -1; // индекс первого нарушения закономерности

for (int i = 1; i < n; i++)

{

if ((arr[i - 1] % 2 == 0 && arr[i] % 2 == 0) || (arr[i - 1] % 2 != 0 && arr[i] % 2 != 0))

{

firstViolationIndex = i;

break;

}

}

if (firstViolationIndex == -1)

{

Console.WriteLine("\nЧередуются четные и нечетные числа");

}

else

{

Console.WriteLine($"\nЗакономерность нарушается на элементе с индексом {firstViolationIndex}");

}

3. Методы сортировки  
Пример задания: Создать матрицу вещественных элементов А(n,n) и выполнить сортировку элементов, расположенных под главной диагональю методом «пузырька».  
Отсортированную последовательность вывести на экран

using System;

class Program

{

static void Main(string[] args)

{

int n = 5; // размер матрицы

double[,] A = new double[n, n];

// заполнение матрицы случайными числами

Random rand = new Random();

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

A[i, j] = rand.NextDouble() \* 10;

}

}

// вывод неотсортированной матрицы

Console.WriteLine("Исходная матрица:");

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

Console.Write("{0:F2}\t", A[i, j]);

}

Console.WriteLine();

}

// выполнение сортировки пузырьком для нижнего треугольника матрицы

for (int k = 0; k < n - 1; k++)

{

for (int i = 0; i < n - k - 1; i++)

{

for (int j = 0; j < n; j++)

{

if (j < k + 1)

{

continue; // элементы выше диагонали игнорируем

}

if (A[i, j] > A[i + 1, j])

{

// обмен элементов местами

double temp = A[i, j];

A[i, j] = A[i + 1, j];

A[i + 1, j] = temp;

}

}

}

}

// вывод отсортированной матрицы

Console.WriteLine("\nОтсортированная матрица:");

for (int i = 0; i < n; i++)

{

for (int j = 0; j < n; j++)

{

Console.Write("{0:F2}\t", A[i, j]);

}

Console.WriteLine();

}

Console.ReadKey();

}

}

4. Двумерные массивы.  
Пример задания:  
Дана квадратная матрица A[N, N]. Записать на место отрицательных элементов  
матрицы нули, а на место положительных — единицы. Вывести на печать  
нижнюю треугольную матрицу в общепринятом виде.

using System;

class Program

{

static void Main(string[] args)

{

int N = 5; // размер матрицы

int[,] A = new int[N, N];

// заполнение матрицы случайными значениями

Random rnd = new Random();

for (int i = 0; i < N; i++)

for (int j = 0; j < N; j++)

A[i, j] = rnd.Next(-10, 10);

// замена отрицательных на 0 и положительных на 1

for (int i = 0; i < N; i++)

for (int j = 0; j < N; j++)

A[i, j] = A[i, j] < 0 ? 0 : 1;

// вывод на печать нижней треугольной матрицы

for (int i = 0; i < N; i++)

{

for (int j = 0; j <= i; j++)

Console.Write(A[i, j] + " ");

Console.WriteLine();

}

}

}

5 Строки.  
Пример задания:  
С клавиатуры вводятся строки S, S1, S2. Заменить в строке S все вхождения  
строки S1 на строку S2.

string S = Console.ReadLine();

string S1 = Console.ReadLine();

string S2 = Console.ReadLine();

string result = S.Replace(S1, S2);

Console.WriteLine(result);

6 Работа с файлами

Исходная информация содержится в файле. Определить, сколько слов текста имеют длину 1,2,3,…, 10 и более 10 символов. Вывести эти слова в

последовательности возрастания их длины. Слова очередной длины вывести с новой строки.

using System;

using System.IO;

using System.Linq;

class Program

{

static void Main(string[] args)

{

string text = File.ReadAllText($"C:\\Users\\krist\\OneDrive\\Рабочий стол\\1.txt");

// Разбиваем текст на слова, используя пробелы и знаки препинания как разделители

string[] words = text.Split(new char[] { ' ', ',', '.', '!', '?', ':', ';', '"', '(', ')' }, StringSplitOptions.RemoveEmptyEntries);

int[] lengthCount = new int[11]; // Для каждой длины слова от 1 до 10 и более 10 символов храним количество слов

// Подсчитываем количество слов каждой длины

foreach (string word in words)

{

int length = word.Length;

if (length >= 1 && length <= 10) // Длина от 1 до 10 символов

lengthCount[length]++;

else if (length > 10) // Длина более 10 символов

lengthCount[10]++;

}

// Выводим найденные слова для каждой длины на экран, сортируя их по возрастанию длины

for (int i = 1; i <= 10; i++)

{

if (i <= 9)

Console.WriteLine("Слова длины " + i + ": ");

else

Console.WriteLine("Слова длины более 10 символов: ");

var wordsOfLength = from word in words

where word.Length == i

orderby word

select word;

foreach (string word in wordsOfLength)

{

Console.WriteLine(word);

}

Console.WriteLine("Количество слов длины " + i + ": " + lengthCount[i]);

Console.WriteLine();

}

Console.ReadLine();

}

}

7Методы

Пример задания:

В программе обработку данных оформить в качестве метода. Дана символьная строка и символ. Слово - последовательность символов между пробелами, не содержащая пробелы внутри себя. Определить количество слов в строке, оканчивающихся на заданный символ.

static int CountWordsEndingWith(char endingSymbol, string sentence)

{

int count = 0;

string[] words = sentence.Split(' '); // разбиваем предложение на слова по пробелам

foreach (string word in words)

{

if (word.EndsWith($"{endingSymbol}"))

count++;

}

return count;

}

string sentence = "Сегодня мы гуляли в парке и наблюдали за птицами";

char endingSymbol = 'C';

int wordCount = CountWordsEndingWith(endingSymbol, sentence);

Console.WriteLine($"Количество слов, заканчивающихся на букву {endingSymbol}: {wordCount}");

8Структуры

Пример задания:

Разработать программу, реализующую работу со структурой Аптека. В

программе необходимо создать базу данных (массив структур) из N записей (N

– определяется при работе программы), выполнить просмотр и поиск записи по

заданному критерию (вводится при работе программы). Поля структуры:

название лекарства, дата изготовления, срок годности.

struct Drug

{

public string name;

public DateTime manufactureDate;

public DateTime expiryDate;

}

class Pharmacy

{

static void Main(string[] args)

{

Console.Write("Введите количество записей в базе данных: ");

int n = int.Parse(Console.ReadLine());

Drug[] drugs = new Drug[n];

for (int i = 0; i < n; i++)

{

Console.Write("Введите название лекарства: ");

drugs[i].name = Console.ReadLine();

Console.Write("Введите дату изготовления (в формате dd/mm/yyyy): ");

drugs[i].manufactureDate = DateTime.Parse(Console.ReadLine());

Console.Write("Введите срок годности (в месяцах): ");

int expiryMonths = int.Parse(Console.ReadLine());

drugs[i].expiryDate = drugs[i].manufactureDate.AddMonths(expiryMonths);

}

Console.WriteLine("Список всех записей:");

for (int i = 0; i < n; i++)

{

Console.WriteLine("Лекарство: {0}", drugs[i].name);

Console.WriteLine("Дата изготовления: {0}", drugs[i].manufactureDate.ToShortDateString());

Console.WriteLine("Срок годности: {0}", drugs[i].expiryDate.ToShortDateString());

Console.WriteLine();

}

Console.Write("Введите критерий поиска (название лекарства): ");

string searchTerm = Console.ReadLine().ToLowerInvariant();

bool found = false;

for (int i = 0; i < n; i++)

{

if (drugs[i].name.ToLowerInvariant().Contains(searchTerm))

{

Console.WriteLine("Лекарство: {0}", drugs[i].name);

Console.WriteLine("Дата изготовления: {0}", drugs[i].manufactureDate.ToShortDateString());

Console.WriteLine("Срок годности: {0}", drugs[i].expiryDate.ToShortDateString());

Console.WriteLine();

found = true;

}

}

if (!found)

{

Console.WriteLine("Запись с таким критерием не найдена.");

}

Console.ReadLine();

}

}

9

Динамические списки

Пример задания:

Разработать программу, реализующую работу с линейным списком. В

программе необходимо создать базу данных (список) из N записей (N –

определяется при работе программы), выполнить просмотр, поиск записи по

заданному критерию. Картинная галерея. Ведётся учёт экспонатов галереи:

наименование картины, художник, цена.

class Painting

{

public string Name { get; set; }

public string Artist { get; set; }

public decimal Price { get; set; }

}

class Program

{

static void Main(string[] args)

{

LinkedList<Painting> gallery = new LinkedList<Painting>();

int n;

// запрашиваем количество записей в базе данных

Console.WriteLine("Введите количество записей в базе данных:");

n = int.Parse(Console.ReadLine());

// заполняем базу данных случайными записями

for (int i = 0; i < n; i++)

{

Painting painting = new Painting();

Console.WriteLine("Заполните информацию о картинах:");

Console.WriteLine("Наименование картины:");

painting.Name = Console.ReadLine();

Console.WriteLine("Художник:");

painting.Artist = Console.ReadLine();

Console.WriteLine("Цена:");

painting.Price = decimal.Parse(Console.ReadLine());

gallery.AddLast(painting);

}

// выводим все записи в базе данных

Console.WriteLine("База данных картин:");

foreach (Painting painting in gallery)

{

Console.WriteLine("{0}, {1}, {2}", painting.Name, painting.Artist, painting.Price);

}

// ищем запись по заданному критерию (например, по художнику)

Console.WriteLine("Поиск картины по художнику:");

string artist = Console.ReadLine();

LinkedListNode<Painting> node = gallery.First;

while (node != null)

{

if (node.Value.Artist == artist)

{

Console.WriteLine("Найдена картина: {0}, {1}, {2}", node.Value.Name, node.Value.Artist, node.Value.Price);

break;

}

node = node.Next;

}

}

}

Классы

Пример задания:

Разработать класс для определения одномерных массивов строк фиксированной длины. В классе определить методы создания массива, просмотра и поиска.

using System;

FixedLengthStringArray myArray = new FixedLengthStringArray(3);

myArray.CreateArray(new string[] { "one", "two", "three" });

myArray.ViewArray(); // Выводит "one, two, three"

Console.WriteLine(myArray.Search("two")); // Выводит "True"

Console.WriteLine(myArray.Search("four")); // Выводит "False"

class FixedLengthStringArray

{

private string[] array;

// Конструктор класса

public FixedLengthStringArray(int length)

{

array = new string[length];

}

// Метод создания нового массива

public void CreateArray(string[] values)

{

if (values.Length != array.Length)

{

throw new ArgumentException("Неверная длина массива");

}

values.CopyTo(array, 0);

}

// Метод просмотра массива

public void ViewArray()

{

Console.WriteLine(string.Join(", ", array));

}

// Метод поиска значения в массиве

public bool Search(string value)

{

return Array.IndexOf(array, value) != -1;

}

}

11.Динамические структуры Пример задания: Гостиница. Содержится следующая информация о проживающих в гостинице: ФИО клиента, номер комнаты, дата въезда, количество дней проживания, стоимость суточного проживания (зависит от категории номера).

using System;

using System.Collections.Generic;

namespace Hotel {

// Класс, описывающий информацию о проживающем

class Resident {

public string FIO { get; set; }

public int RoomNumber { get; set; }

public DateTime CheckInDate { get; set; }

public TimeSpan StayDuration { get; set; }

public decimal DailyCost { get; set; }

// Конструктор класса

public Resident(string fio, int roomNumber, DateTime checkInDate, TimeSpan stayDuration, decimal dailyCost) {

FIO = fio;

RoomNumber = roomNumber;

CheckInDate = checkInDate;

StayDuration = stayDuration;

DailyCost = dailyCost;

}

// Метод для расчета полной стоимости проживания

public decimal GetTotalCost() {

return DailyCost \* (decimal)StayDuration.TotalDays;

}

}

// Класс, описывающий гостиницу и ее функционал

class Hotel {

// Список жителей гостиницы

private List<Resident> residents = new List<Resident>();

// Метод для добавления нового жителя в гостиницу

public void AddResident(Resident resident) {

residents.Add(resident);

}

// Метод для поиска жителей по номеру комнаты

public List<Resident> FindResidentByRoomNumber(int roomNumber) {

List<Resident> foundResidents = new List<Resident>();

foreach (Resident resident in residents) {

if (resident.RoomNumber == roomNumber) {

foundResidents.Add(resident);

}

}

return foundResidents;

}

// Метод для поиска жителей по ФИО

public List<Resident> FindResidentByFIO(string fio) {

List<Resident> foundResidents = new List<Resident>();

foreach (Resident resident in residents) {

if (resident.FIO == fio) {

foundResidents.Add(resident);

}

}

return foundResidents;

}

// Метод для получения общей выручки гостиницы

public decimal GetTotalIncome() {

decimal totalIncome = 0;

foreach (Resident resident in residents) {

totalIncome += resident.GetTotalCost();

}

return totalIncome;

}

}

// Пример использования

class Program {

static void Main(string[] args) {

Hotel hotel = new Hotel();

// Добавляем жителей гостиницы

hotel.AddResident(new Resident("Иванов Иван Иванович", 101, new DateTime(2020, 1, 1), TimeSpan.FromDays(10), 1000));

hotel.AddResident(new Resident("Петров Петр Петрович", 101, new DateTime(2020, 1, 5), TimeSpan.FromDays(7), 1000));

hotel.AddResident(new Resident("Сидоров Сидор Сидорович", 201, new DateTime(2020, 1, 2), TimeSpan.FromDays(5), 1500));

hotel.AddResident(new Resident("Кузнецова Екатерина Александровна", 202, new DateTime(2020, 1, 3), TimeSpan.FromDays(3), 2000));

// Поиск жителей по номеру комнаты

List<Resident> residentsInRoom101 = hotel.FindResidentByRoomNumber(101);

Console.WriteLine("Жители комнаты 101:");

foreach (Resident resident in residentsInRoom101) {

Console.WriteLine("{0}, проживает {1} дней, общая стоимость проживания: {2}",

resident.FIO, resident.StayDuration.TotalDays, resident.GetTotalCost());

}

// Поиск жителей по ФИО

List<Resident> residentsWithNameIvanov = hotel.FindResidentByFIO("Иванов Иван Иванович");

Console.WriteLine("Жители с ФИО Иванов Иван Иванович:");

foreach (Resident resident in residentsWithNameIvanov) {

Console.WriteLine("{0}, проживает {1} дней, общая стоимость проживания: {2}",

resident.FIO, resident.StayDuration.TotalDays,

}

}

12.Многомерные массивы Пример задания: Дана квадратная матрица A[N, N]. Записать на место отрицательных элементов матрицы нули, а на место положительных — единицы. Вывести на печать нижнюю треугольную матрицу в общепринятом виде.

using System;

class Program

{

static void Main(string[] args)

{

const int N = 4;

int[,] a = new int[N, N] { { 1, -2, 3, -4 }, { -5, 6, -7, 8 }, { 9, -10, 11, -12 }, { -13, 14, -15, 16 } };

Console.WriteLine("Матрица до замены отрицательных на 0 и положительных на 1:");

PrintMatrix(a);

for (int i = 0; i < N; i++)

{

for (int j = 0; j < N; j++)

{

if (a[i, j] < 0)

{

a[i, j] = 0;

}

else

{

a[i, j] = 1;

}

}

}

Console.WriteLine("Матрица после замены:");

PrintMatrix(a);

Console.WriteLine("Нижняя треугольная матрица:");

for (int i = 0; i < N; i++)

{

for (int j = 0; j < N; j++)

{

if (i >= j)

{

Console.Write(a[i, j] + " ");

}

else

{

Console.Write(" ");

}

}

Console.WriteLine();

}

}

static void PrintMatrix(int[,] a)

{

for (int i = 0; i < a.GetLength(0); i++)

{

for (int j = 0; j < a.GetLength(1); j++)

{

Console.Write(a[i, j] + " ");

}

Console.WriteLine();

}

}

}

13 Дана символьная строка. Получить новую строку, взяв из данной все символы, находящиеся между первой открывающейся скобкой и последней закрывающейся (если какие-либо скобки отсутствует, то вывести соответствующее сообщение).

string str = "Это (текст) для";

int startIndex = str.IndexOf("(");

int endIndex = str.LastIndexOf(")");

if (startIndex == -1 || endIndex == -1)

{

Console.WriteLine("Скобки отсутствуют");

}

else if (startIndex >= endIndex)

{

Console.WriteLine("Некорректные скобки");

}

else

{

string result = str.Substring(startIndex + 1, endIndex - startIndex - 1);

Console.WriteLine(result);

}

14 Блок-схемы Пример задания: Дана последовательность Х1, Х2, …, Х20. Заменить в ней отрицательные значения элементов на их квадраты

![](data:image/png;base64,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)