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# 1.单元测试回顾

## 1.1概述

大体上使用了TestDriver的思想指导开发，在构造阶段，对于有较为复杂的逻辑处理和外部内部接口的类，先编写JUnit测试用例。并且编写了mock object以隔离外界环境对此类的影响，而后进行开发，开发完成之后，先进行JUnit自动化测试，通过之后提交。测试的方法包括随机测试和边界值测试，部分复杂逻辑采用了白盒测试中的语句覆盖测试。

## 1.2测试用例的有效性分析

测试用例大多是两个思路，一个是测试主干正常执行，另一个是边界值的专门测试。测试结果比较有效，能够找到一些比较隐蔽的错误。

但是由于前期所写的单元测试只涉及部分复杂的逻辑结构，且对应要用的mock object 写的也比较少，这就导致了后期测试的困难。并且一开始考虑的不是很周到，导致前期写的一些测试到构造后期无法使用。实际上在真正构思好了属性和方法接口后再去开发 mock object比较合适。另外，所做的单元测试只是做到了代码覆盖，可能逻辑组合是会出问题。

## 1.3采取的弥补手段

对于一些复杂的逻辑结构，在后期进行了代码评审并进行了路径覆盖测试。在构造后期对复杂的逻辑结构重写了能够使用的单元测试。

## 1.4度量数据

**单元测试覆盖度：**

使用 工具进行度量。由于主要测试的部分为bl层，因此所测试的覆盖率为bl层的单元测试覆盖率。度量结果如下图示例

## 1.5小结

1. 在对整个项目有一个成熟的详细设计之后再进行mock object和单元测试JUnit的开发，不然会对后期的测试造成很大的不便。
2. 要尽量构造可测试的代码，为测试取得创造有利条件，由于在构造阶段未考虑测试的因素，因此导致有些代码片段测试起来比较困难。
3. 测试用例的设计中，关于边界值的测试往往能够发现隐藏的问题。在设计测试用例时，应多考虑这方面测试方法的使用。

# 2.集成测试回顾

## 2.1概述

在体系结构设计阶段结束的时候，为每一层开发了Stub和部分层开发了Driver。在构造阶段采用自底向上的构造方式，每开发一个层次，就使用上一个层次的driver，进行maven build。逐步将上层集成至已经开发完成的代码当中。

## 2.2测试用例的有效性分析

总体上来说体系结构阶段开发的测试用例并不十分成功，在构造阶段，我们对体系结构的设计进行了部分调整，主要调整的内容包括层与层之间的调用接口，进行了更精细的考量，这就导致开发的stub与driver很多是失效的。所以在真正的体系结构定下来之后，项目小组重新开发了stub和driver来保证持续集成的正常进行。但其实正真的构造阶段也是集中在一个很短的时间段，因此持续集成的效果并不是特别明显，测试用例的有效性并不高。此外，由于一开始对于桩和驱动的理解并不是很透彻，不明白该如何在实际操作中利用桩和驱动进行集成测试，因此在构造初期并没有真正进行持续集成。

## 2.3采取的弥补手段

在对体系结构设计进行更精细的考量与调整后，再重新开发stub和driver。

## 2.4度量数据

**集成测试覆盖度：100%**

## 2.5小结

1. 在体系结构阶段一定要对设计做充分的考虑，形成相对稳定的接口，这样才能使在体系结构阶段写的桩和驱动在后期能真正被用来集成。
2. Stub开发不能过于简单，如果方法接口调用全都返回一样的值，会对单元测试造成较大的困难。