\*\*\*\*\*\*\*\*Kruskal（基于邻接矩阵实现Graph)\*\*\*\*\*\*\*

1. **book函数(book.h)：**

#include <iostream>

#include <cstdlib>

#include<cstring>

#include <time.h> // Used by timing functions

using namespace std;

//comp的模板函数

template <typename T>

inline bool Comp(T t1,T t2){

if(t1==t2)

return true;

return false;

}

//模板特殊化

template<>

bool Comp<string>(string s1,string s2){

if(strcmp(s1.c\_str(),s2.c\_str())==0)

return true;

return false;

}

// Assert: If "val" is false, print a message and terminate

// the program

void Assert(bool val, string s) {

if (!val) { // Assertion failed -- close the program 检查失败，关闭程序

cout << "Assertion Failed: " << s << endl;

exit(-1);

}

}

1. **graph抽象类(graph.h)：**

#ifndef GRAPH

#define GRAPH

template <typename VertexType>

class Graph {

private:

void operator =(const Graph&) {} // Protect assignment

Graph(const Graph&) {} // Protect copy constructor

public:

Graph() {} // Default constructor默认构造函数

virtual ~Graph() {} // Base destructor 析构函数

// Initialize a graph of n vertices 初始化一有n个顶点的图

virtual void Init(int n) =0;

// Return: the number of vertices and edges 返回图的顶点数、边数

virtual int n() =0;

virtual int e() =0;

// Return v's first neighbor 返回顶点v的第一个邻居

virtual int first(int v) =0;

// Return v's next neighbor 返回在w点之后的邻居（与物理存储中的存放位置有关）

virtual int next(int v, int w) =0;

//设置图的类型（有向图或无向图）

virtual void setType(bool flag)=0;

//获取图的类型

virtual bool getType()=0;

//找到(包含实际信息的）顶点在图中的位置

virtual int locateVex(VertexType u) =0;

//返回某个顶点的值(实际信息)

virtual VertexType getVex(int v)=0;

//给某个顶点赋值

virtual void putVex(int v,VertexType value) =0;

// Set the weight for an edge 为边(v1,v2)设置权值

virtual void setEdge(int v1, int v2, int wght) =0;

// Delete an edge删除边(v1,v2)

virtual void delEdge(int v1, int v2) =0;

// Determine if an edge is in the graph 判断边(i,j)是否在图中

virtual bool isEdge(int i, int j) =0;

// Return an edge's weight 返回边的权值

virtual int weight(int v1, int v2) =0;

// Get and Set the mark value for a vertex 取得和设置顶点的标志位

virtual int getMark(int v) =0;

virtual void setMark(int v, int val) =0;

};

#endif

1. **graph的邻接矩阵实现(graphm.h)：**

#include <iostream>

#include "graph.h"

#include "book.h"

#define MAX\_VERTEX\_NUM 40

#define UNVISITED 0

#define VISITED 1

using namespace std;

template <typename VertexType>

class Graphm : public Graph<VertexType> {

private:

int numVertex, numEdge; //顶点数和边数

bool undirected; // true表示无向图 false表示有向图

VertexType vexs[MAX\_VERTEX\_NUM]; //存储顶点信息

int \*\*matrix; // Pointer to adjacency matrix 指向邻接矩阵matrix

int \*mark; // Pointer to mark array 指向mark数组

public:

Graphm(int numVert) // Constructor 构造函数

{ Init(numVert); }

~Graphm() { // Destructor 析构函数

cout<<"gramat delete";

delete [] mark; // Return dynamically allocated memory回收动态分配内存

for (int i=0; i<numVertex; i++)

delete [] matrix[i];

delete [] matrix;

}

void Init(int n) { // Initialize the graph 初始化图

int i;

numVertex = n;

numEdge = 0;

mark = new int[n]; // Initialize mark array 初始化mark数组

for (i=0; i<numVertex; i++)

mark[i] = UNVISITED;

matrix = (int\*\*) new int\*[numVertex]; // Make matrix 初始化邻接矩阵

for (i=0; i<numVertex; i++)

matrix[i] = new int[numVertex];

for (i=0; i< numVertex; i++) // Initialize to 0 weights 初始化权值为0

for (int j=0; j<numVertex; j++)

matrix[i][j] = 0;

}

int n() { return numVertex; } // Number of vertices 返回节点数

int e() { return numEdge; } // Number of edges 返回边数

// Return first neighbor of "v" 返回v的第一个邻居

int first(int v) {

for (int i=0; i<numVertex; i++)

if (matrix[v][i] != 0) return i;

return numVertex; // Return n if none 如果没有邻居返回节点数

}

// Return v's next neighbor after w 返回v的在w后的邻居

int next(int v, int w) {

for(int i=w+1; i<numVertex; i++)

if (matrix[v][i] != 0)

return i;

return numVertex; // Return n if none如果没有邻居返回节点数

}

//设置图的类型（有向图或无向图）

void setType(bool flag){

undirected=flag;

}

//获取图的类型

bool getType(){

return undirected;

}

/\*\*返回顶点在图中的位置\*\*/

int locateVex(VertexType u){

for(int i=0;i<numVertex;i++){

if(Comp(u,vexs[i])) //Comp模板函数写在book.h中

return i;

}

return -1;

}

/\*\*返回某个顶点的值(实际信息) \*\*/

VertexType getVex(int v){

return vexs[v];

}

/\*\*给某个顶点赋值\*\*/

void putVex(int v,VertexType value){

vexs[v]=value;

}

// Set edge (v1, v2) to "wt" 设置边(v1,v2)的权值为wt

void setEdge(int v1, int v2, int wt) {

Assert(wt>0, "Illegal weight value");

if (matrix[v1][v2] == 0)

numEdge++;

matrix[v1][v2] = wt;

if(undirected){

matrix[v2][v1] = wt;

}

}

void delEdge(int v1, int v2) { // Delete edge (v1, v2) 删除边(v1,v2)

if (matrix[v1][v2] != 0){

numEdge--;

matrix[v1][v2] = 0;

if(undirected){

matrix[v2][v1] = 0;

}

}

}

bool isEdge(int i, int j) // Is (i, j) an edge? 判断边(i,j)是图中的一条边吗？

{ return matrix[i][j] != 0; }

int weight(int v1, int v2) { return matrix[v1][v2]; }

int getMark(int v) { return mark[v]; }

void setMark(int v, int val) { mark[v] = val; }

};

1. **create.h(建图)：**

#include<iostream>

#define LINELEN 80

using namespace std;

char\* getl(char\* buffer, int n, FILE\* fid) {

char\* ptr;

ptr = fgets(buffer, n, fid);

while ((ptr != NULL) && (buffer[0] == '#'))

ptr = fgets(buffer, n, fid);

return ptr;

}

/\*构建图\*/

Graph<string>\* createGraph(FILE\* fid) {

char buffer[LINELEN+1]; // Line buffer for reading 将从文件读取内容缓存到buffer

int i, v1, v2, dist;

/\*【读取顶点个数】 \*/

if (getl(buffer, LINELEN, fid) == NULL) // Unable to get number of vertices无法读取节点数

{ cout << "Unable to read number of vertices\n";

return NULL;

}

int num=atoi(buffer);

/\*【建图初始化】 \*/

Graph<string>\* G = new Graphm<string>(num);

/\*【读取图的顶点信息并存储】 \*/

if (getl(buffer, LINELEN, fid) == NULL)

{ cout << "Unable to read info of vertices\n";

return NULL ;

}

char\* cbuff=buffer;

string ver=strtok(cbuff," ");//空格分割各顶点信息

//存储前n-1个

for(i=0;i<num-1;i++){

G->putVex(i,ver);//存储顶点信息

ver=strtok(NULL," ");

}

//最后一个顶点信息之后的字符可能是\t之类的字符故不能和上面一样

//直接用空格分割

int k=0;

while(ver[k]>=33&&ver[k]<=126){

k++;

}

ver=ver.substr(0,k);//获取最后一个顶点信息

G->putVex(i,ver);//存储顶点信息

/\*【读取图的类型】 \*/

if (getl(buffer, LINELEN, fid) == NULL) // Unable to get graph type 读取图类型错误

{ cout << "Unable to read graph type\n";

return NULL ;

}

if (buffer[0] == 'U')//无向图

G->setType(true);//undirected = true;

else if (buffer[0] == 'D')//有向图

G->setType(false);//undirected = false;

else {

cout << "Bad graph type: |" << buffer << "|\n";

return NULL;

}

/\*【读取边数和边】 \*/

if (getl(buffer, LINELEN, fid) == NULL)

{ cout << "Unable to read num of edges\n";

return NULL ;

}

int num\_edge=atoi(buffer);

for(int m=0;m<num\_edge;m++){

getl(buffer, LINELEN, fid);

string sbuff=buffer;

string tvalue;

int loc1=sbuff.find(' ');//找到第一个分割空格的位置

tvalue=sbuff.substr(0,loc1);//读取第一个顶点信息到tvalue

//找到第一个顶点在图中的位置

v1 = G->locateVex(tvalue);

int loc2=sbuff.find(' ',loc1+1);//找第二个分割空格的位置

tvalue=sbuff.substr(loc1+1,loc2-loc1-1);//读取第二个顶点信息到tvalue

//找到第二个顶点在图中的位置

v2 = G->locateVex(tvalue);

//获取dist边权值

i=loc2+1;

dist=atoi(&buffer[i]);

//存储边

G->setEdge(v1,v2,dist);

}

return G;

}

/\*打印图\*/

void Gprint(Graph<string>\* G) {

int i, j;

cout << "顶点数：" << G->n() << "\n";

cout << "边 数: " << G->e() << "\n";

cout << "图类型: "<<(G->getType()?"无向图":"有向图")<<endl;

cout << "顶点信息：\n";

for(i=0;i<G->n();i++){

cout<<G->getVex(i)<<" ";

}

cout<<endl;

cout<<"边信息：\n";

if(G->getType()){

for (i=0; i<G->n(); i++) {

for(j=i; j<G->n(); j++){

if(G->weight(i, j)!=0){

cout<<G->getVex(i)<<" <--> "<<G->getVex(j)<<":"<<G->weight(i, j)<<endl;

}

}

}

}

else{

for (i=0; i<G->n(); i++) {

for(j=0; j<G->n(); j++){

if(G->weight(i, j)!=0){

cout<<G->getVex(i)<<" --> "<<G->getVex(j)<<":"<<G->weight(i, j)<<endl;

}

}

}

}

cout << "邻接表为:\n";

G->printGraphl();

}

1. **heap.h：**

// Heap class 堆类

template <typename E, typename Comp> class heap {

private:

E\* Heap; // Pointer to the heap array 堆指针

int maxsize; // Maximum size of the heap 堆容量

int n; // Number of elements now in the heap 堆大小

// Helper function to put element in its correct place

//辅助插入元素到正确位置的函数

void siftdown(int pos) {

while (!isLeaf(pos)) { // Stop if pos is a leaf 当pos是叶节点时停止

int j = leftchild(pos); int rc = rightchild(pos);

if ((rc < n) && Comp::prior(Heap[rc], Heap[j]))

j = rc; // Set j to greater child's value 设置j为更大的子结点值

if (Comp::prior(Heap[pos], Heap[j])) return; // Done 完成

swap(Heap, pos, j);

pos = j; // Move down

}

}

public:

heap(E\* h, int num, int max) // Constructor 构造函数

{ Heap = h; n = num; maxsize = max; buildHeap(); }

int size() const // Return current heap size 返回当前堆大小

{ return n; }

bool isLeaf(int pos) const

{ return (pos >= n/2) && (pos < n); }

int leftchild(int pos) const

{ return 2\*pos + 1; } // Return leftchild position 返回左孩子位置

int rightchild(int pos) const

{ return 2\*pos + 2; } // Return rightchild position 返回右孩子位置

int parent(int pos) const // Return parent position 返回父结点位置

{ return (pos-1)/2; }

void buildHeap() // Heapify contents of Heap

{ for (int i=n/2-1; i>=0; i--) siftdown(i); }

// Insert "it" into the heap 插入it入堆

void insert(const E& it) {

Assert(n < maxsize, "Heap is full");

int curr = n++;

Heap[curr] = it; // Start at end of heap 先插入堆尾

// Now sift up until curr's parent > curr

//现在将it上拉直到curr's parent > curr

while ((curr!=0) &&

(Comp::prior(Heap[curr], Heap[parent(curr)]))) {

swap(Heap, curr, parent(curr));

curr = parent(curr);

}

}

// Remove first value 删除第一个元素

E removefirst() {

Assert (n > 0, "Heap is empty");

swap(Heap, 0, --n); // Swap first with last value 首元素与尾元素交换

if (n != 0) siftdown(0); // Siftdown new root val 下拉新root值维护堆性质

return Heap[n]; // Return deleted value 返回删除的元素

}

// Remove and return element at specified position

//删除并返回pos位置的元素

E remove(int pos) {

Assert((pos >= 0) && (pos < n), "Bad position");

if (pos == (n-1)) n--; // Last element, no work to do如果是尾元素，不需要做太多工作

else

{

swap(Heap, pos, --n); // Swap with last value 与尾元素交换

while ((pos != 0) &&

(Comp::prior(Heap[pos], Heap[parent(pos)]))) {

swap(Heap, pos, parent(pos)); // Push up large key 大值上拉

pos = parent(pos);

}

if (n != 0) siftdown(pos); // Push down small key 小值下拉

}

return Heap[n];

}

};

1. **uf.h**

// General tree representation for UNION/FIND

//一般树表示并查集

class ParPtrTree {

private:

int\* array; // Node array 顶点数组

int size; // Size of node array

int FIND(int) const; // Find root查找该顶点的根

public:

ParPtrTree(int); // Constructor构造函数

~ParPtrTree() { delete [] array; } // Destructor析构函数

void UNION(int, int); // Merge equivalences合并

bool differ(int, int); // True if not in same tree判断是否属来自同一棵树

};

ParPtrTree::ParPtrTree(int sz) { // Constructor构造函数

size = sz;

array = new int[sz]; // Create node array建立顶点数组

for(int i=0; i<sz; i++) array[i] = ROOT;

}

// Return True if nodes are in different trees

//若不是同一棵树返回true

bool ParPtrTree::differ(int a, int b) {

int root1 = FIND(a); // Find root of node a.找a的根

int root2 = FIND(b); // Find root of node b.找b的根

return root1 != root2; // Compare roots.比较两根

}

void ParPtrTree::UNION(int a, int b) { // Merge subtrees.合并树

int root1 = FIND(a); // Find root of node a

int root2 = FIND(b); // Find root of node b

if (root1 != root2) array[root2] = root1; // Merge

}

// FIND with path compression 返回根的值

int ParPtrTree::FIND(int curr) const {

if (array[curr] == ROOT) return curr; // At root已经是根则返回

array[curr] = FIND(array[curr]);

return array[curr];

}

1. **manager.cpp(主函数 测试文件)：**

#include<iostream>

#include<cstring>

#include "graphm.h"

#include "graph.h"

#include "create.h"

#include "heap.h"

#define ROOT -1

#include "uf.h"

#define INFINITY 9999

using namespace std;

void AddEdgetoMST(Graph<string>\* G,int v1, int v2) {

cout << "增加边 " << G->getVex(v1) << " <--> " << G->getVex(v2) << ":"<<G->weight(v1,v2)<<endl;

}

// Simple class to store data in the heap: edge and its distance 将边和权值存入堆的类

class KruskElem { // An element for the heap堆的元素

public:

int from, to, distance; // The edge being stored 存边要用的值

KruskElem() { from = -1; to = -1; distance = -1; }

KruskElem(int f, int t, int d)

{ from = f; to = t; distance = d; }

};

// Comparator to compare two KruskElem's比较器：比较两个堆元素

class Comp {

public:

static bool prior(KruskElem x, KruskElem y)

{ return x.distance < y.distance; }

};

void Kruskel(Graph<string>\* G) { // Kruskal's MST algorithm构造最小生成树算法

ParPtrTree A(G->n()); // Equivalence class array等价类数组

KruskElem E[G->e()]; // Array of edges for min-heap最小堆的边的数组

int i;

int edgecnt = 0;

for (i=0; i<G->n(); i++) // Put the edges on the array添加边到数组中

for (int w=G->first(i); w<G->n(); w = G->next(i,w)) {

if(w>i){//无向图 保证A->B B->A值存一次

E[edgecnt].distance = G->weight(i, w);

E[edgecnt].from = i;

E[edgecnt++].to = w;

}

}

// Heapify the edges

heap<KruskElem, Comp> H(E, edgecnt, edgecnt);

int numMST = G->n(); // Initially n equiv classes初始化n个等价类

for (i=0; numMST>1; i++) { // Combine equiv classes合并等价类

KruskElem temp;

temp = H.removefirst(); // Get next cheapest edge取下一条最短边

int v = temp.from; int u = temp.to;

if (A.differ(v, u)) { // If in different equiv classes如果在不同等价类里

A.UNION(v, u); // Combine equiv classes合并等价类

AddEdgetoMST(G,temp.from, temp.to); // Add edge to MST在MST里添加边

numMST--; // One less MST等价类数目减一

}

}

}

int main(){

FILE \*fid;

fid = fopen("test.gph", "rt");

Graph<string>\* G;

//创建图（create.h)

G = createGraph(fid);

//打印图（create.h)

Gprint(G);

cout<<"--------------------------------\n"

<<"调用Kruskal求解最小生成树：\n";

Kruskel(G);

cout<<"MST构建完成！\n";

return 0;

}

1. **test.gph(输入文件)：**

# 第三版课本P262 图11.20

6 # Number of vertices

A B C D E F # 输入时每个顶点信息之间要以空格分割

U # Undirected graph

8 # 边数

A C 7

A E 9

B C 5

B F 6

C D 1

C F 2

D F 2

E F 1

**如下图：**

![](data:image/png;base64,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)

1. **测试结果：**
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【附录】

版本信息声明：

Dev-C++ 5.11

TDM-GCC 4.9.2 64-bit Release

部分代码来源：

<http://people.cs.vt.edu/~shaffer/Book/>

资料整理人：

信息科学与工程学院 物联1402班 201408080203 宁静仪

信息科学与工程学院 物联1402班 201408080222 吴彦彦