List of Data Structures:

1. Stacks
   1. Push()
   2. Pop()
   3. Peek()
2. Queue
   1. Push()
   2. Shift()
   3. Peek()
3. Deque
   1. Push()
   2. Pop()
   3. Shift()
   4. Unshift()
   5. PeekBack()
   6. PeekFront()
4. Linked List
   1. Add()
   2. Remove()
   3. Find()
5. Doubly Linked list
   1. Add()
   2. Remove()
   3. Find()
6. Tree
   1. traversed
   2. traverseBF
   3. contains
   4. add
   5. remove
7. Trie
   1. Add()
   2. Remove()
   3. Contains()
8. Hash Table
   1. Add()
   2. Remove()
   3. Find()

## #. Data Structures in JavaScript

According to Wikipedia:

***"In computer science, a data structure is a particular way of storing and organizing data in a computer so that it can be used efficiently."***

In this article, we will be using some structures which, personally, look like the most basic ones. I know that, through Arrays you can have a greater performance, but the point of this exercise is to practice the understanding of code.

### #. Types of data structures:

1. Stack
2. Queue
3. Deque
4. Linked list
5. Doubly linked list

### #. Stack
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* A stack is a particular data type or collection in which the main operations are the addition of an item, known as push, and removal of it, known as pop.
* Stacks implement a LIFO (Last in First Out) structure which means that the last element added to the structure must be the first one to be removed.

It will have the following initial code:

function Stack(){

var top = null;

var count = 0;

//Returns the number of items in the queue

this.GetCount = function(){

return count;

}

/\* Methods \*/

}

Our stack is going to have four additional methods: Push(data), Pop(), Peek(), and DisplayAll(). These will be defined inside the function Stack() below this.count. Well then, let's start:

#. Push:
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Description: Pushes (adds) the specified data into the Stack and makes it the top node. It also increases the stack count by 1.

this.Push = function (data) {

//Creates a node containing the data and a reference to the next item, if any.

var node = {

data: data,

next: null

};

//links current node to the top node. If the stack is empty it will have null as reference

node.next = top;

//makes the current node as the top node.

top = node;

//Increases the count

count++;

}

#. Peek:

![A stack image](data:image/png;base64,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)

Description: Peeks at the item from the top of the stack. Returns null if the stack is empty.

this.Peek = function(){

//If there are no items, returns null. (avoid error)

if(top === null){

return null;

}

else{

return top.data;

}

}

#. Pop:

![A stack image](data:image/png;base64,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)

Description: It looks quite similar to the PEEK() method, but it also removes the top item and decreases the count by 1.

this.Pop = function () {

//If there are no items, returns null. (avoid error)

if (top === null) {

return null;

}

else {

//assigns top to a temp variable

var out = top;

//makes the TOP as the next in line

top = top.next;

//there still are items on the stack

if (count > 0) {

count--;

}

//returns the value that was removed

return out.data;

}

}

#. Display All:

Description: Displays all data from the stack as an array. To display it as an array was chosen by me because I was not sure on how I would display it (e.g. console.log, document.write, etc...)

this.DisplayAll = function(){

if (top === null) {

return null;

}

else {

//instantiate an array

var arr = new Array();

//creates a node to move through the stack

var current = top;

//moves through the stack until it reaches the bottom item

for (var i = 0; i < count; i++) {

//assigns the data to the array

arr[i] = current.data;

//advances one step

current = current.next;

}

//returns the array

return arr;

}

}

So, there are four methods of stack

Push(data)

Pop()

Peek()

DisplayAll()

### #. Queue
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Queues are collection that keep objects in a certain order while applying the FIFO (First in First out) format. It is just like a line of people, except that data doesn't cut in it:

function Queue(){

var count = 0;

//Yes, I don't use back and front.

var head = null;

var tail = null;

//Returns the number of items in the queue

this.GetCount = function(){

return count;

}

/\* Methods \*/

}

Our queue is also going to have 4 additional methods: Enqueue(data), Dequeue(), PeekAt(), and DisplayAll().

#. Enqueue:
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Description: Adds an item at the front of the queue. The process is the same as PUSH from stack, but I changed for the sake of the exercise.

this.Enqueue = function (data) {

//Creates a node with the data

var node = {

data: data,

//next points to value straight way. If head is null, it won't be a problem

next: head

};

//if it is the first item, then the head is also the tail

if (head === null) {

tail = node;

}

//defines the node as the new head

head = node;

//increases the count

count++;

}

#. Dequeue:
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Description: Removes and returns the last item inserted and stored which would be the one at the opposite side of the queue.

this.Dequeue = function () {

//if queue is empty, returns null

if (count === 0) {

return;

}

else {

var current = head;

var previous = null;

//while there is a next, it will advance the queue.

//the idea is to have "current" at the end and "previous" as the one before last

while (current.next) {

previous = current;

current = current.next;

}

//if there is more than 1 item,

//Removes the tail and decreases count by 1.

if (count > 1) {

//Remove the reference to the last one.

previous.next = null;

//makes tail point to the previous node.

tail = previous;

}

//resets the queue

else {

head = null;

tail = null;

}

count--;

}

}

#. Display all:

Description: The name says all. It works the same as the method from stack().

this.DisplayAll = function () {

//

//I will leave the analysis to you.

//

if (head === null) {

return null;

}

else {

var arr = new Array();

var current = head;

for (var i = 0; i < count; i++) {

arr[i] = current.data;

current = current.next;

}

return arr;

}

}

#. Peek At:
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Description: follows the idea of peek, but any item from the queue can be searched and seen.

this.PeekAt = function (index) {

//anything smaller than 0 and equal or greater than count is not at the queue

if (index > -1 && index < count) {

var current = head;

//Navigates through the queue to find the item

for(var i = 0; i < index; i++){

current = current.next;

}

return current.data;

}

//an index out of the bounds of the queue was chosen.

else {

return null;

}

}

So, there are four methods of Queue:

Enqueue(data)

Dequeue()

Displayall()

Peekat(index)

### #. Linked list
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Linked lists are data structures that are made of groups of nodes which together represent a sequence. You will notice that both the Queue and the Stack where made using the basic idea of a linked list. However, they have special rule which makes them different in functionality.

function LinkedList() {

var count = 0;

var head = null;

this.GetCount = function(){

return count;

}

// Methods go here

}

Our Linked list will have 6 methods: DisplayAll(), DisplayAt(index), AddFirst(data), Add(data, index), RemoveFirst(), RemoveAt.

#. Display all:

Description: The name says all. Returns an array with the data or if empty it returns null.

this.DisplayAll = function () {

//if is empty

if (head === null) {

return null;

}

else {

//if not, runs trough the list and place it in an array.

var arr = new Array();

var current = head;

for (var i = 0; i < count; i++) {

arr[i] = current.data;

current = current.next;

}

return arr;

}

}

#. Display At:

Description: Like the previous PeekAt(index) method from Queue display at a specific index or if out of bounds it return null.

this.DisplayAt = function (index) {

//check for out-of-bounds values

if (index > -1 && index < count) {

var current = head;

var i = 0;

//this was not me, it is from nczonline(see source).

//It is a different way to implelement from the FOR we've been using

//and I wanted everyone have the chance to know it.

while (i++ < index) {

current = current.next;

}

return current.data;

}

else {

return null;

}

}

#. Add First:

Description: Adds to the front of the list. If you are wondering, front is where the index is 0 and referenced by head.

this.AddFirst = function(data) {

//creates a new node

var node = {

data: data,

next: head

};

head = node;

count++;

}

#. Add:
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Description: Adds an item to the list at the specified position.

this.Add = function (data, index) {

//if the chosen index is 0 do the AddFirst(data) method.

if (index === 0) {

this.AddFirst(data);

}

//check for out-of-bounds values

else if (index > -1 && index < count) {

var node = {

data: data,

next: null

};

var previous;

var current = head;

var i = 0;

//find the right location

while (i++ < index) {

previous = current;

current = current.next;

}

previous.next = node;

node.next = current;

count++;

}

else {

alert("out of range");

}

}

#. Remove First:

Description: Removes the first item.

this.RemoveFirst = function () {

//if no items on the list, returns null

if (head === null) {

return null;

}

else {

var out = head;

head = head.next;

if (count > 0) {

count--;

}

return out.data;

}

}

**#. Remove At:** Description: Removes an item from a specific index
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this.RemoveAt = function (index) {

if (index === 0) {

return this.RemoveFirst(index);

}

//check for out-of-bounds values

else if (index > -1 && index < count) {

var current = head;

var previous;

var i = 0;

//find the right location

while (i++ < index) {

previous = current;

current = current.next;

}

//skip over the item to remove

previous.next = current.next;

//decrement the length

count--;

}

else {

return null;

}

//return the value

return current.data;

}

So, there are 6 methods of Linked list:

Displayall()

Displayat(index)

Addfirst(data)

Add(data,index)

Removefirst()

Removeat(index)

### #. Deque

**Deque (Double-ended queue)**: The Double-ended queue is basically like a queue, except that you can add or remove from either side. Now that you are a bit more used to how this works, I would like to make things a bit harder.
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function Deque() {

var count = 0;

var head = null;

var tail = null;

//Allows to view the value stored on Head

this.getHead = function() {

if (head) {

return head.data;

}

return null;

}

//Allows to view the value stored on Tail

this.getTail = function() {

if (tail) {

return tail.data;

}

return null;

}

//Returns the number of items

this.GetCount = function() {

return count;

}

//Lets define the node structure outside of each method.

//This way it will need to be done only once

var Node = function(data) {

this.data = data;

this.next = null;

}

//Methods go here

}

The deque will have way more methods than the other, with a total of 10, the ones you've seen and: DisplayHeadToTail(), DisplayTailToHead() AddHead(data), AddTail(data),RemoveHead() and RemoveTail().

**#. Display Head to Tail:** Description: Returns an array with the data or if empty it returns null.

this.DisplayHeadToTail = function() {

if (head != null) {

var arr = new Array();

var current = head;

//while there is a current

while (current) {

arr.push(current.data);

current = current.next;

}

return arr;

} else {

return null;

}

}

#. Display Tail to Head

Description: Returns the deque data from end to start (opposite from before).

this.DisplayTailToHead = function() {

if (head != null) {

//call DisplayHeadToTail() and reverse it.

var arr = this.DisplayHeadToTail();

//This is one of the many great methods from javascript.

return arr.reverse();

} else {

return null;

}

}

**#. Add Head:** Description: Add to the front(head) of the deque.
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this.AddHead = function(data) {

//As you can see, now we only need to declare a new node

var node = new Node(data);

node.next = head;

head = node;

//if the list was empty

if (!tail) {

tail = head;

}

count++;

}

**#. Add Tail:** Description: Add to the end(tail) of the deque
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this.AddTail = function(data) {

var node = new Node(data);

//if the list was empty

if (!head) {

head = node;

} else {

tail.next = node;

}

tail = node;

count++;

}

**#. Remove Head:** Description: Removes at the front(head) of the deque
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this.RemoveHead = function() {

if (head) {

//If it's the last item

if (count === 1) {

head = null;

tail = null;

} else {

head = head.next;

}

count--;

}

}

**#. Remove Tail:** Removes at the end(tail) of the deque
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this.RemoveTail = function() {

if (head) {

//If it's the last item

if (count === 1) {

head = null;

tail = null;

} else {

var current = head;

//we need to go as far as the 2 before last

while (current.next.next) {

current = current.next;

}

tail = current;

tail.next = null;

}

count--;

}

}

So, Deque have the following methods:

DisplayHeadToTail()

DisplayTailToHead()

AddHead(data)

AddTail(data)

RemoveHead()

RemoveHead()

### #. Doubly linked list
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The Doubly linked list works by the same principle as the linked list. However, each node contains a reference to both previous and next node, if such node is available. This is particularly useful when there is a need to travel backwards as well as forward.

function DoublyLinkedList(){

var count = 0;

var head = null;

var tail = null;

//Allows to view the value stored on Head

this.getHead = function() {

if (head) {

return head.data;

}

return null;

}

//Allows to view the value stored on Tail

this.getTail = function() {

if (tail) {

return tail.data;

}

return null;

}

//Returns the number of items

this.GetCount = function() {

return count;

}

//Defines the node

var Node = function(data) {

this.data = data;

this.next = null;

this.previous = null;

}

// Methods go here

}

Our Doubly Linked list will be the final challenge and the longest one with an additional 9 methods: DisplayAll(), DisplayAllBackwards() DisplayAt(index), AddFirst(data),AddLast(data), Add(data, index), RemoveFirst(), RemoveFirst(), RemoveAt.

#. Display All:

Description: Returns an array with the data or if empty it returns null.

this.DisplayAll = function () {

//Most of the time, head won't be null, so lets start by that this time

if (head) {

var arr = new Array();

var current = head;

for (var i = 0; i < count; i++) {

arr[i] = current.data;

current = current.next;

}

return arr;

}

else {

return null;

}

}

#. Display All Backwards:

Description: Returns an array with the data from tail to head or if empty it returns null. Take a close look at this method and think how hard would be to implement it in a normal linked list

this.DisplayAllBackwards = function(){

if (head) {

var arr = new Array();

var current = tail;

for (var i = 0; i < count; i++) {

arr[i] = current.data;

current = current.previous;

}

return arr;

}

else {

return null;

}

}

**#. Display At:** Description: Works the same way as with linked list.
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this.DisplayAt = function (index) {

//check for out-of-bounds values

if (index > -1 && index < count) {

var current = head;

var i = 0;

//this was not me, it is from nczonline(see source).

//It is a different way to implelement from the FOR we've been using

//and I wanted everyone have the chance to know it.

while (i++ < index) {

current = current.next;

}

return current.data;

}

else {

return null;

}

}

**#. Add First:** Description: Adds to the front of the doubly linked list.

this.AddFirst = function (data) {

//creates a new node

var node = new Node(data);

node.next = head;

head = node;

//if the list was empty

if (count === 0) {

tail = head;

}

else {

//Don't forget about the previous node. It also needs to be referenced.

head.next.previous = head;

}

count++;

}

**#. Add Last** Description: Add to the end of the doubly linked list.

this.AddLast = function (data) {

var node = new Node(data);

node.previous = tail;

if (count === 0) {

head = node;

}

else {

tail.next = node;

}

tail = node;

count++;

}

#. Add:

![https://www.codeproject.com/KB/recipes/669131/dlist_add.png](data:image/png;base64,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)

Description: Adds an item at the specified position. Tip: Draw the process if necessary, it is not as simple as you might think.

this.Add = function (data, index) {

//check for out-of-bounds values

if (index > 0 && index < count) {

var node = new Node(data);

var current = head;

var i = 0;

//find the right location

while (i++ < index) {

current = current.next;

}

current.previous.next = node;

node.next = current;

node.previous = current.previous;

current.previous = node;

count++;

}

else if (index < 1) {

this.AddFirst(data);

}

else {

this.AddLast(data);

}

}

**#. Remove First:** Description: Removes the first item.

this.RemoveFirst = function () {

if (head) {

head = head.next;

count--;

//there was only one item

if (count === 0) {

tail = null;

}

else {

//Don't forget about the previous node. It also needs the reference set to null.

head.previous = null;

}

}

}

**#. Remove Last:** Description: Removes the last item.

this.RemoveLast = function () {

if (head) {

//there is only one item

if (count === 1) {

head = null;

tail = null;

}

else {

tail.previous.next = null;

tail = tail.previous;

}

count--;

}

}

**#. Remove At:** Description: Removes an item from a specific index
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this.RemoveAt = function (index) {

//check for out-of-bounds values

if (index > 0 && index < count-1) {

var current = head;

var i = 0;

//find the right location

while (i++ < index) {

current = current.next;

}

current.previous.next = current.next;

current.next.previous = current.previous;

count--;

}

else if (index < 1) {

this.RemoveFirst();

}

else {

this.RemoveLast();

}

}

So, Doubly linked list has the following methods:

Displayall()

Displayallbackwards()

Displayat(index)

Addfirst(data)

Addlast(data)

Add(data,index)

Removefirst()

Removelast()

Removeat(index)

### #. Tree

A Tree is a widely used data structure that simulates a hierarchical tree structure, with a root value and subtrees of children with a parent node.

A tree data structure can be defined recursively (locally) as a collection of nodes (starting at a root node), where each node is a data structure consisting of a value, together with a list of references to nodes (the "children"), with the constraints that no reference is duplicated, and none points to the root.
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A simple unordered tree; in this diagram above, the node labeled 7 has two children, labeled 2 and 6, and one parent, labeled 2. The root node, at the top, has no parent.

#. Complexity:

Average

|  |  |  |  |
| --- | --- | --- | --- |
| Access | Search | Insertion | Deletion |
| O(n) | O(n) | O(n) | O(n) |

#### #. Binary Search Tree:

* Binary search trees (BST), sometimes called ordered or sorted binary trees, are a particular type of container: data structures that store "items" (such as numbers, names etc.) in memory.
* They allow fast lookup, addition and removal of items, and can be used to implement either dynamic sets of items, or lookup tables that allow finding an item by its key (e.g., finding the phone number of a person by name).
* Binary search trees keep their keys in sorted order, so that lookup and other operations can use the principle of binary search: when looking for a key in a tree (or a place to insert a new key), they traverse the tree from root to leaf, making comparisons to keys stored in the nodes of the tree and deciding, on the basis of the comparison, to continue searching in the left or right subtrees.
* On average, this means that each comparison allows the operations to skip about half of the tree, so that each lookup, insertion or deletion takes time proportional to the logarithm of the number of items stored in the tree.
* This is much better than the linear time required to find items by key in an (unsorted) array, but slower than the corresponding operations on hash tables

Binary search time complexity  
╔═══════════╦══════════╦════════════╗  
║ Algorithm ║ Average ║ Worst Case ║  
╠═══════════╬══════════╬════════════╣  
║ Space ║ O(n) ║ O(n) ║  
║ Search ║ O(log n) ║ O(n) ║  
║ Insert ║ O(log n) ║ O(n) ║  
║ Delete ║ O(log n) ║ O(n) ║  
╚═══════════╩══════════╩════════════╝

### #. Trie

### #. Heap

### # Hash Table

### # Graph