**SENSOR PLACEMENT IN WATER DISTRIBUTION NETWORKS**

**Motivation For Centrality**

To assess the importance of a node depending on its ability to capture the most difference in the values of flow or pressure measured at that node in case of a failure in the network. A failure can be defined as leak or pipe bursts.

As we identify the path to the failure node by analysing the most affected neighbor nodes...we look at betweenness centrality specifically for our problem.

Betweenness centrality of a node ![v](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAIBAMAAADZ48iGAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdGPsyi+lgna/P879D+OApAAAANElEQVR42mNkVLrrKs3k9kjgsAFzrupBNmEGhj0M7AxMDGIMDEBSiYELSDIw9AOxXjkDAwDkFwc9uuaHwgAAAABJRU5ErkJggg==) is the sum of the fraction of all-pairs shortest paths that pass through ![v](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAIBAMAAADZ48iGAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdGPsyi+lgna/P879D+OApAAAANElEQVR42mNkVLrrKs3k9kjgsAFzrupBNmEGhj0M7AxMDGIMDEBSiYELSDIw9AOxXjkDAwDkFwc9uuaHwgAAAABJRU5ErkJggg==):

![c_B(v) =\sum_{s,t \in V} \frac{\sigma(s, t|v)}{\sigma(s, t)}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKcAAAAzBAMAAAAAzwWKAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdIsyv6/pSPvzGM+d3WCUNi4aAAAEcUlEQVR42q1XfWgbZRj/5S5fTdKY1cE+urkstZO1f5iBo5aCi9L5hxssRjeHcyMMFAKDnUhRJ5PO6UR0mFXm/GuGqGVzrpaBrlhhN3EMrLgqWBSkhK0FZf+kWxvbJll87r3kcpe72svHC733eT/ul+d93t/vuadA7c3lV48ScifNcXWALvarR0G5exv1tV/KJi9gXLYs/vo8HVBFYrhkFUJ1gVrEss35FPNgXaCeMhBi44o5Wiso92lhHlkCsgTapPH0TISeL4+7jgPv1wp6yT3hZMbU5Gapa40NUVy/vpy5DThqBOXW7VkBbCHrMJ5lMxvpz3orht1EtASsJjA+jMWlziEAK9KSZU+gS17qPP+K1HlP0uOOTcR+0449nC+SsbMQZcajwHbgHDs4E4CNGDWOJp+kJ6e5409yMnnyvw+eYcYQA6UfaPZNswmnMCQdIO4Iy+HRa9lfCZqPFw+LfetZ1wb3CXKPhBl3iPx3QC7cwhZsFKc+LWhRyzr1ZtLKrnmWNu5FdlJs59KwvNUqWikY8zcFKajJlfTsNdSyReeqpzBslKRKape7Ev2jWk8HyurVtlnhcQPQzLtGF+AVNaCKlg/qdnZ7gwbvX5S7fzSTH6c0oIqWR3WvvwQjULscp02ayROygxvvl4dEMMd6nAvCqX9/1+yyxNOEfTteVECTTsGewn0GThVSVcjYyrXCjZ6nu+ee3HIdj3XFPWFSL93gDokkiztKVMWX1WRa52rywfOI2Pt993Vi9xfcPTSdier2bZjky4PC/2POYJt0Bc0+fMO0fEq6OYOYwj1TzfFDx8Dns22TFyTWIna47z15QXt8ZG9UkxubgiTlbYH9CTSTz4sgsh412DZaVcLlI4EEOsFFwRHtVgZo6qp+ly26xOtJ9UCr7yfgSCtahgHAmsQSoE+pB59rlj6CmzLhc0X16hIKHMeX+qKq6NulTUVbcz9fki7N6PfkVC+UMlOFx3aV/ZvhGYtJukO/cEohS8VKi8q+C/wAXebPyGeZ0IHmrpSshypWVHfqOKlwhDfDkJE3ikbP2DFlcvPtfou4ihjYsmbD33QTOzsm0j/lTIPaXGNS95n/gcsDI4rEgk1HPkFIhDc0NkiRXrh5IwX3gmGQjNra06dZ/wJQrskC3/4YAU8p+N+0PVSq0VgqMgc6uEcxw0rWfP71uwKjAnflD1b6/Lka9Ta+H9YwXNL31yKHZB+UVFRrKelOSaAZsn4tyBXEqy5FCLWC3gniPMXvGcpIOIQeCsQ1yh199YFiul0i7y46cuAr9FIY3lylKySWa0fY80IO3g8MvtLwaVKRWU/lj/veWSxMqaf3CpWFRDWgVJld2y3keWTj6umsnC69caWQMNmuUoaZOpSwSqw8W1kTJtXlVIdpTG+YvrIeEYw4f/FmnFleUXMXb5Erw3jHhtb4awU/GtKS/UwqTOCb1pr6R2PZHUcPBL2JsxxYxRXJNAa0fZ1Y8B9ox4jEnq1pNKwxbj/YK6CBzeVD45ulyv3/AU+UEQWPNVJ7AAAAAElFTkSuQmCC)

where ![V](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAMBAMAAACgrpHpAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAADXRSTlMAnfO/SIt0GM9gr+n7y8mXWwAAAFpJREFUeNpjZtSVe8YQ+4Pl/4fHDAzStxgYcgsYGAQYmBgeXGDgNADSBgoMGQcYGBh4FwCFgfx/D9gMGBiYGZhzxFaA+EwC+gwg+rfoAjDN8ucAmP53H0gxAABIKBRBykmGDAAAAABJRU5ErkJggg==) is the set of nodes, ![\sigma(s, t)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC4AAAASBAMAAADWL/HSAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi/P7z78Y3a9g6Uh0Mp1MTuH/AAAA+klEQVR42mNggAA2AQYEYGRgYIIy/wcgibMiOC8RorwbGA7COQsQ4uwCDFwwNg+S8fwXGPhgXPYLCPHNDAzcBYwMjHoXvvAy/wXqYeV5DBSewXW/nsGAgcE1rYKBgRkkwBAHVl8IxB+YGLVnKTEwnAey30Id3QPEZkxMDgy6EHOtvoOdzWkM5l1mYIhgYEgGMY8YgEgOByBhwDALqAlsPvsBBgOI8zOB4kwZDCxdDAwsQHcu4FbgdWNg+L2gnIHbgYG7sRsUUgIMnIKCDNwfgc5tBPrrACw4C6D+hlBcsPD8Jc2ADNoRQQuhpkF0B8DDnxESUlpg8rcAAwC1xSriCS30CgAAAABJRU5ErkJggg==) is the number of shortest ![(s, t)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAASBAMAAADMExFcAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAGIu/nWDpdN0y+/OvSM+HsLFhAAAA0ElEQVR42mNgYFRgQAAmEGL6gCTy3wAo4oQQ4bzw3wlIJSBUcCgwsDEwsR9AiLAXMPxTYOCYgBC5xcDA28DABZJT0gQJxGQfYmBYwARiht7jBlFLxO0YGAKYJgKZ6Qx3wLrKgfggWI3MD7DxrMtBJPPZzwwME5l+bgCyubqAtniAXMxR0ATW9MdBFOSRf0DxBbwTOB8C1W/QZuB9wPRrAsNfIdELLIJANZ8CGL5/YGBsgLoXQgF98d+XARn4gGyDMAPBJCMoNP5BQkweIvKAAQDEby/Pnu7mpgAAAABJRU5ErkJggg==)-paths, and ![\sigma(s, t|v)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAD0AAAATBAMAAADR6hicAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi/P7z78Y3a9g6Uh0Mp1MTuH/AAABSUlEQVR42mNggAA2AQYkkAChgGJMUJH/AcjyUMWhCJGXCCbvBoYCCItHAK5/O0L+VwKM9WUCTJ6nACHPcQDOdITJ/0aIMSwxgDOvMTAzMOq/KGlnmA40g1v0E1Bsxl+DAxYn9gids3rEsOI/A4NrWgUDUBlQgiEOrKmQgaGATcCaYSUDAz8DE6P2LCUGhvNA8bdQy3qAmPnvVgYXBobPCUxMDgy6EMusvoPDgNMYSHz/HcCgDBa9zMAQwcCQDGIeATuMwwFoPgPTAVAgAa2dxcBgBmawH2AAy7MLZALl+RO4N4CEmTIYWLoYGFguMDAs4FbgdQN6dUE52GBmoG1bGJg4G9uBBv5yYGDayLbh32oGBq6LH4Cyfz+CHGsKCwg2WIhDKFhoLoCF3y9pBiyAExHqrBBqGor+VET8M0KiXAtF/0YGHMABzgIAWylFBEEqXeQAAAAASUVORK5CYII=) is the number of those paths passing through some node ![v](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAAIBAMAAADZ48iGAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdGPsyi+lgna/P879D+OApAAAANElEQVR42mNkVLrrKs3k9kjgsAFzrupBNmEGhj0M7AxMDGIMDEBSiYELSDIw9AOxXjkDAwDkFwc9uuaHwgAAAABJRU5ErkJggg==) other than ![s, t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAQBAMAAADgw5IVAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdIsyYK+/nRhI3c/76fO64szvAAAAdElEQVR42mNkgAHmXkY4m0uMCc5mFYAzGeYwMDMwKgm9BzJd8x4DCYZ0sPgiBiYGQQZJMDsQyPb8BdbEchZESh8AG7OBgYWL7SnEyIIWJoYCzgXMO4BqCt6w/FokuYDTioHh86F7EHsgLkG4AcZ2RxKBOAsAH44UVxt32N0AAAAASUVORK5CYII=). If ![s = t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAAMBAMAAAD8JNLNAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAdIsyYK+/nRhI3c/76fO64szvAAAAc0lEQVR42mNkQAfMvYwYYlxiTBhirAIYQgxzGJgZGJWE3iMJueY9BhIM6SjqFjGwMAgySAJZ2QFA4pc3kAgEinkumQZkTZ0KVcZyFkRKH0CxdgMDCxfbUwZkvawFLQxcDZwJyOr4JhQw/3/Aux9Z7BfXeQAz4Bd2p82XrQAAAABJRU5ErkJggg==), ![\sigma(s, t) = 1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAASBAMAAAA+r0T5AAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi/P7z78Y3a9g6Uh0Mp1MTuH/AAABMUlEQVR42mNggAA2AQYEYGTABExQ+n8AkiBrAANO8BLB5N3AcBBNlq0azlyAEGUXYOBCVcfb+BNmNU8BQpjjAAOLAIrCz/VwN/4+gBBeYsDwNwGLZxj1/39m+GMANFVQFiQy430jw9cDWLzhmlbBwMAMUsEQBxYoBOIPaIqAbmTUnqXEwHAeyHkLdUcPEJuBGCEuQOABVcrC5DBBF8K0+r4T5HdOY5gxa1DceCGAYSIDCDE4nm0ABz3Ix1wYLmQ5zsBwDxyM7DttDMAKL2ROh8iFgFzKsgPubRagF9kvMLAncAfwugEFNjxg4C7A9AxnY7sDA8MvBwamjWwb/q0G2nrxAwMzamSztTN2w5hQI3ggFBfO1PNLGkW0HXfqYYVQ0yDmB+BOj4yQZKAFiXkBTIUAFGZDEMIWHfMAAAAASUVORK5CYII=), and if ![v \in {s, t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADYAAAAQBAMAAACvnpHFAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMASHTdGPsyi+lgna/P879D+OApAAAAz0lEQVR42mNkwAXYuJhwyv1NQMhlGxsvQJbj+QBnshui6RNlYGFUuusqDdQwPQkqxlT6vwtIzf6kxeDOKsAxAchugKmfzfAKTJszMHlmfWC6AHSVAUxOmSEMTO8H4j0M7ECS87Ix1C3ynwVAFGcAAxODGMTFvGfPnk0AsR5aOoCtLQDKKTFwAZm/YO5nVrgCpn9s8AT5rx/EngOzT4FxAtsRBgauBeEMDHrlEKcbgU1k4CwvZ2D8DuRvT0D41f0xIlxwhyRMDruKSXj0KYBJAG6jK033kaFiAAAAAElFTkSuQmCC), ![\sigma(s, t|v) = 0](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAF8AAAATBAMAAAAE+MzRAAAAMFBMVEX///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAv3aB7AAAAD3RSTlMAi/P7z78Y3a9g6Uh0Mp1MTuH/AAABnUlEQVR42mNggAA2AQYkkAChUMSggAlK/w9AFoWqDGXADV4imLwbGAogLB40K87JTYDbsB0h/CsBxvoyAUU956JH0jANPAUIcY4DcKYjioZ/AQyZMA2/EYoYlhjAmddQNHB8YKhnYGZg1H9R0s4wHWgLt+gnoPCMvwYHLE7sETpn9YhhxX9kDTc4Z5QxMjG4mFfygvk978EuyDhfDwzlkNO/coBmoNjwAIgLmBi1ZykxMJwHst9C3dcDxMx/tzK4MDB8Bvk/xAUIPGC6WJgcJuhCmFbfdy4AhYUxkPjOEcCgDFWyBqZW4SLDg4UMlxkYIhgYkkECR8C+5XAAWszAdAAUe8woTuKfwHCYgek4A8M9Bgag0ewHbCBxfiETFHsLuBdA1cGd9KOBQRGUNliAQcp+gYE9gTuA1w0osOEB0Ab+BD7U6AQ5toBhLQMTZ2M70A2/HBiYNrJt+LeagYHr4geg5N+PoBAwRdHwPe7EYxibDZZ6IBQs3hfgTK2/pLGlSM4C3KmVFUJNQ7EhFU9+YISkZC0UyY0MxAIH3FIARThis4KCs50AAAAASUVORK5CYII=).

**Method used to obtain centrality**

**Pseudo Code:**

**Input:** G is Graph(vertices(neighbors),edges(source,target))

Edgeweight=0

For all nodes in G:

Get greediest path from source to the node based on value of flow or pressure in that point during leak in that node.

Increase the weight of all the edges in the path

For each pair of nodes in G:

For each node v in G:

Get number of shortest paths between them

Get the number of shortest paths between them that pass thro v

Get ratio

Ratio is summed across all pairs

Sum is the betweenness centrality of v.

**Output:** Betweenness Centrality of each node v

**Description:**

Nodes are given betweenness centrality based on how much they are affected for each and every node leak in the network and the modes affected most are given as output.

This can give a possible rankings of nodes when considered for placement of sensors

**Analysis**

Visualisation - Distance vs Centrality Graph