# AIML426 Assignment 1 – Debruconn

## Part 1 – Knapsack Problem

### Overall Outline

For my Knapsack program, I use the DEAP library to generate class files and methods to run my genetic algorithm. I manually define the cross-over, mutation, fitness and individual representation that the algorithm uses.

### Representation

Individuals in my Genetic Algorithm (GA) are defined as objects containing indices of knapsack items selected (shown in the image). Each of these indices can be used to construct a binary string to represent a GA individual. An example of an individual in my program would be {0,2,3} which would equate to the binary string of “10110000”.

### Fitness Function

![Text

Description automatically generated with low confidence](data:image/png;base64,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)The fitness function I have chosen was shown on the lecture slides. This essentially maximises the value of the items but minimises the weight of the individual. If the total selected items weight is over the bag’s capacity, my fitness function will return a bad fitness result to make the current selection less likely to reproduce.

### Crossover

The crossover function I use will take 2 individuals from the population, select a random index from both individuals and then exchange a section each. As my objects are represented by recording indices of a GA binary string, crossover will exchange indices that aren’t necessarily consecutive.

### Mutation

The mutation function will remove one random item from an individual, and then populate it with another random item. This is achieved using sets in my program to avoid duplicated items.

### Selection

When selecting parents for the next generation, I use the NSGA-II selection algorithm. This algorithm works by selecting a large group of individuals first through tournament selection. Individuals are then selected based on a crowded-comparison operator using a Manhattan distance function to ensure that individuals are all mostly unique. By using the crowd-comparison operator, clustered individuals can be trimmed and therefore not dominate the next generation.

### Parameters

For my parameters I have:

|  |  |
| --- | --- |
| Number of generations | 150 |
| Elitism population | 30 |
| Children in each population | 100 |
| Crossover probability | 65% |
| Mutation probability | 35% |

### Results

#### 10\_269 File

|  |  |  |  |
| --- | --- | --- | --- |
| Run / Seed | Best Value | Weight | Standard Deviation (of best generation) |
| 1 | 295 | 269 | 52.16 |
| 2 | 295 | 269 | 89.89 |
| 3 | 295 | 269 | 88.21 |
| 4 | 295 | 269 | 88.15 |
| 5 | 295 | 269 | 90.14 |
| Mean (from past 5) | 295 | 269 | 81.71 |
| Standard Deviation | 0 | 0 | 16.5446623 |

|  |  |
| --- | --- |
| We can see from my convergence curve that it takes my program roughly 40 generations to reach convergence. The program on average finds an individual with roughly a 282 value after a couple generations. Because the dataset is so small, it is expected to be able to reach convergence quickly as there is only a few combinations possible to reach the optimal value. I think my program performs to standard, there however may be more optimal parameters to reach convergence faster. |  |

#### 23\_10000 File

|  |  |  |  |
| --- | --- | --- | --- |
| Run / Seed | Best Value | Weight | Standard Deviation (of best generation) |
| 1 | 9763 | 9774 | 3200.85 |
| 2 | 9762 | 9763 | 3088.25 |
| 3 | 9756 | 9766 | 3195.16 |
| 4 | 9753 | 9754 | 3144.62 |
| 5 | 9767 | 9768 | 3109.54 |
| Mean (from past 5) | 9760.2 | 9765 | 3147.684 |
| Standard Deviation | 5.6302753 | 7.34846923 | 50.1929958 |

|  |  |
| --- | --- |
| Due to the high values in the data, I enlarged the section of the curve in the graph.  The program very quickly gets individuals with values of 9700, which is to be expected as there are only 23 items in this dataset. There is a gradual increase in higher value individuals from generation 20 to 150. I suspect that with a higher generation number, that the optimal value will be reached in roughly 100 more generations following the current trend. |  |

#### 100\_995 File

|  |  |  |  |
| --- | --- | --- | --- |
| Run / Seed | Best Value | Weight | Standard Deviation (of best generation) |
| 1 | 1487 | 990 | 482.66 |
| 2 | 1484 | 978 | 471.67 |
| 3 | 1513 | 962 | 492.04 |
| 4 | 1428 | 990 | 457.90 |
| 5 | 1512 | 953 | 473.85 |
| Mean (from past 5) | 1484.8 | 974.6 | 475.624 |
| Standard Deviation | 34.5210081 | 16.6673333 | 12.766281 |

|  |  |
| --- | --- |
| This curve is the most realistic convergence curve compared to real-world examples. There is a larger increase in fitness at the start that gradually slows down. This is likely due to the larger dataset and thus higher variability in individuals. The 2nd and 3rd generations remain at 0, this is due to every individual in the population either selecting no items or going over the bag capacity. This would likely be negative fitness values but in my program I hard-capped the values from going negative. From the convergence curve I think my program behaves adequately, so I wouldn’t need to adjust the GA parameters further. |  |

## Part 2 – Genetic Algorithm for Feature Selection

### Overall Outline

For my feature selection genetic algorithm, I adapted the code from my part 1. I however had to implement a filter and a wrapper-based fitness function. Values used for the parameters have also been updated to account for the new problem / dataset.

### Representation

To represent individuals in the population I store an array of indices for features to select in the data. The representation has not changed from the previous question apart from storing indices for features instead of knapsack items.

### Fitness Function

For my fitness functions I use both a wrapper-based fitness function and a filter-based fitness function.

* **Wrapper based:** I create a KNN model with a K value of 5. This will plot all the points of the dataset using N dimensions (where N is the number of features. As the data has been normalised, all features are equally likely to affect the classification of an individual. The fitness function will then test against the dataset by classifying each piece of data based on the model and the 5 closest neighbours to the point.
* **Filter based:** For the filter-based fitness function I use an impurity function which will split the data into 2 groups based on the features selected by an individual. Based on the purity in the 2 sets (similar to how decision trees are split) will determine the fitness value produced.

### Crossover

The crossover function in my program is the same as the previous question. 2 individuals will be parsed into my crossover function, a random index will be selected in both individuals then a segment in each individual will be swapped.

### Mutation

The mutation function in my program is also the same as the previous question. An individual will be seleted with a 35% chance, a random index from the list of indices that the object holds will be replaced with a new index.

### Selection

I also use the same selection algorithm as the previous question NSGA-II. This algorithm will first apply a roulette selection process and will then using a Manhattan distance function to select individuals with the largest variability. This is to avoid clusters of individuals from dominating the next generation.

### Parameters

I would’ve liked to adjust these values further but due to time constraints (up to 2 hour run times for both datasets + both fitness functions) I could not. These are my current parameters:

|  |  |
| --- | --- |
| Number of generations | 150 |
| Elitism population | 30 |
| Children in each population | 100 |
| Crossover probability | 65% |
| Mutation probability | 35% |

### Results

#### WBCD Wrapper-Based (KNN)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Run/Seed | Accuracy | Standard Deviation (individuals) | Time | Best Solution |
| 1 | 93.15% | 2.22044605e-16 | 254.49s | 0, 2, 6, 12, 15, 20, 21, 24, 26, 31 |
| 2 | 95.08% | 2.22044605e-16 | 251.10s | 0, 1, 3, 6, 7, 9, 11, 12, 14, 15, 16, 18, 19, 20, 21, 22, 23, 24, |
| 3 | 93.85% | 2.22044605e-16 | 244.11s | 2, 3, 4, 7, 8, 10, 12, 14, 15, 16, 21, 22, 24, 25, 26, 27 |
| 4 | 94.20% | 0 | 248.89s | 0, 1, 2, 6, 7, 12, 14, 15, 17, 18, 20, 21, 23, 24, 25, 26, 27, 28 |
| 5 | 93.50% | 2.22044605e-16 | 242.73s | 1, 2, 4, 6, 8, 10, 11, 13, 14, 15, 16, 17, 18, 20, 21, 22 |
| Mean | 93.956% | 1.7764E-16 | 248.264s |  |
| Standard Deviation | 0.00740223 | 9.9301E-17 | 4.87541588 |  |

|  |  |
| --- | --- |
| We can see from the convergence curve that my program reaches convergence early on (around gen 25). This is likely due to how I test the KNN model, individuals used in testing the model are also used in the creation, which would likely increase accuracies of the fitness function. Therefore, I have a lower fitness (93.9%) opposed to the KNN model with 98.7% accuracy. |  |

#### WBCD Filter-Based

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Run/Seed | Accuracy | Standard Deviation (individuals) | Time | Best Solution |
| 1 | 94.02% | 0.0042 | 761.13s | 0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 11, 13, 14, 15, 16, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29 |
| 2 | 94.02% | 0.0032 | 741.14s | 0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 12, 13, 15, 16, 17, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29 |
| 3 | 93.67% | 0.0043 | 663.86s | 0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 12, 13, 15, 16, 17, 18, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29 |
| 4 | 94.20% | 0.0036 | 722.57s | 0, 1, 2, 3, 4, 5, 6, 7, 8, 10, 12, 13, 14, 16, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29 |
| 5 | 93.67% | 0.0033 | 896.23s | 0, 1, 2, 3, 4, 6, 7, 8, 5, 10, 9, 12, 13, 14, 15, 16, 17, 18, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29 |
| Mean | 93.916% | 0.00372 | 756.986S |  |
| Standard Deviation | 0.00236284 | 0.00050695 | 85.8983017 |  |

|  |  |
| --- | --- |
| From the convergence curve we can see that the graph has a steady incline and has not met convergence yet. More generations are required to reach a higher accuracy using this filter-based fitness function. The processing time for the filter-based fitness function is almost 3 times slower than my KNN fitness function. This is likely due to the libraries I used, where the filter-based function may have suffered optimisation issues. The accuracies for both the filter-based and wrapper-based functions are surprisingly similar, but based on the convergence curve for the filter-based function that it would likely produce higher accuracies if trained further. |  |

#### Sonar Wrapper-Based (KNN)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Run/Seed | Accuracy | Standard Deviation (individuals) | Time | Best Solution |
| 1 | 71.15% | 2.22044605e-16 | 106.24s | 1, 4, 5, 7, 8, 9, 10, 11, 15, 16, 21, 24, 26, 32, 34, 35, 36, 39, 42, 43, 44, 45, 46, 47, 48, 50, 51, 52, 53, 58, 59 |
| 2 | 67.79% | 3.33066907e-16 | 97.51s | 2, 4, 5, 6, 7, 8, 9, 15, 16, 17, 24, 27, 31, 34, 38, 39, 42, 45, 46, 49, 50, 53, 59 |
| 3 | 65.87% | 3.33066907e-16 | 118.41s | 0, 1, 2, 3, 7, 9, 10, 15, 16, 19, 23, 24, 27, 33, 43, 46, 48, 50, 56, 58 |
| 4 | 67.31% | 3.33066907e-16 | 98.84s | 0, 1, 2, 8, 10, 16, 19, 21, 22, 26, 27, 34, 36, 40, 41, 47, 51, 54, 57, 58 |
| 5 | 69.71% | 3.33066907e-16 | 96.32s | 33, 2, 3, 36, 35, 8, 10, 14, 47, 142, 21, 54, 24, 25, 56, 59 |
| Mean | 68.366% | 3.1086E-16 | 103.464s |  |
| Standard Deviation | 0.02075688 | 4.9651E-17 | 9.20539679 |  |

|  |  |
| --- | --- |
| The convergence curve for the wrapper-based function on the Sonar data looks to be good, with convergence roughly around gen 75. The accuracies produced by the filter function are considerably low compared to the WBCD dataset. I think this is due to there being more possible features to select and therefore higher variability in creating individuals. |  |

#### Sonar Filter-Based

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Run/Seed | Accuracy | Standard Deviation (individuals) | Time | Best Solution |
| 1 | 72.11% | 0.011 | 767.43s | 0, 1, 2, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 18, 19, 20, 21, 22, 23, 24, 26, 28, 29, 32, 35, 36, 37, 38, 42, 43, 44, 45, 46, 47, 48, 51, 53, 54, 55, 57, 58, 59 |
| 2 | 73.08% | 0.0060 | 786.48s | 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 14, 15, 16, 19, 20, 21, 22, 24, 25, 27, 28, 29, 31, 32, 33, 34, 35, 36, 37, 38, 39, 42, 43, 44, 45, 46, 47, 48, 49, 51, 54, 57, 58, 59 |
| 3 | 68.75% | 0.0086 | 781.93s | 0, 1, 2, 3, 4, 7, 8, 9, 10, 11, 14, 15, 16, 18, 19, 20, 21, 22, 23, 24, 27, 28, 31, 32, 35, 36, 37, 38, 39, 40, 42, 43, 44, 45, 46, 47, 48, 50, 51, 52, 57, 58, 59 |
| 4 | 73.08% | 0.011 | 790.08s | 0, 4, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 18, 19, 20, 21, 22, 23, 24, 26, 28, 31, 32, 33, 34, 36, 37, 38, 35, 40, 42, 43, 44, 45, 46, 47, 48, 49, 51, 54, 55, 57, 58, 59 |
| 5 | 70.19% | 0.011 | 878.06s | 0, 1, 2, 3, 4, 6, 7, 8, 9, 10, 11, 12, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 28, 29, 31, 32, 35, 36, 37, 38, 39, 42, 43, 44, 45, 46, 47, 48, 54, 55, 57, 58, 59 |
| Mean | 71.442% | 0.00952 | 800.796s |  |
| Standard Deviation | 0.01912242 | 0.00222531 | 44.0418043 |  |

|  |  |
| --- | --- |
| The convergence curve for the sonar data looks like it hasn’t made convergence yet, as there is no flatline towards the top of the curve. Compared to the previous dataset, this dataset has a much lower accuracy using the same variables. Similar to the results from the filter-based function for the WBCD dataset, more generations are required to reach convergence and produce higher accuracies. The processing time taken is exceptionally long compared to the wrapper-based function using the same dataset. Again, this would be due to optimisation issues of the library I used. |  |