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# **1 Introduction**

This document outlines the functional testing for our project, DisrupTutor. The document includes business requirements, test cases for the business requirements, and traceability matrices to ensure that the requirements are thoroughly tested and validated.

# **2 B**usiness Requirements

TBA

| **Requirement ID** | **Description** | **Priority** | **Status** |
| --- | --- | --- | --- |
| BR-001 | Users are able to create an account. | High | Approved |
| BR-002 | Registered users can access their account. | High | Approved |
| BR-003 | Unauthorized cannot successfully log in. | High | Approved |
| BR-004 | Students need to be able to schedule tutoring appointments with tutors | High | Approved |
| BR-005 | Students need to be able to view appointments that they have made. | High | Approved |
| BR-006 | Appointments need to be able to be updated/changed by students and tutors. | High | Approved |
| BR-007 | Tutors need to be able to create and edit their availability to be used with appointment creation. | High | Approved |
| BR-008 | Users need to be able to search for available tutors and change their preferences for tutors that are available. | High | Approved |

# **3** Test Cases

TBA

| **Test Case ID** | **Requirement ID** | **Test Description** | **Preconditions** | **Test Steps** | **Expected Result** |
| --- | --- | --- | --- | --- | --- |
| TC-001 | BR-001 | Verifies that a new user can be saved to the database. | Proper access to endpoint for registration | 1. Create a new user object with a unique usernand password 2. Save the new user info 3. Verify that the user has been saved | The new user is saved to the database with the correct username and password. |
| TC-002 | BR-002 | Verify the user can successfully login with credentials. | The user is registered in the database. | 1. Send a login request with a valid username and password. 2. Verify that the response redirects the user to their profile page. 3. Ensure that session variables are set. | The user is logged in successfully and is redirected to the profile page. |
| TC-003 | BR-003 | Verify that the system responds appropriately if the user does not exist. | The user does not exist in the database. | 1. Send a login request with a non-existing username 2. Verify that the login view is rendered with appropriate error message. | The login view is rendered with the message “User not found”. |
| TC-004 | BR-003 | Verify that the system responds appropriately for incorrect password. | The user is registered in the database. | 1. Send a login request with valid username but incorrect password. 2. Verify that the login view is rendered with appropriate error message. | The login view is rendered with the message “Invalid login information”. |
| TC-005 | BR-004 | Verify that students can create new appointments with tutors | A student is registered in the database and is creating an appointment. | 1. A new student is created in the database. 2. A new appointment is created by the student. 3. Appointment data is verified and has been logged in the system. | The appointment has been created and is logged in the system. |
| TC-006 | BR-004 | Verify that a proper error is shown if appointment creation fails. | There is an attempt to create an appointment in the system. | 1. An appointment is attempted to be created. 2. An error is thrown for the bad appointment creation request and checked for. | An appointment has failed to be created and the proper error state is checked for. |
| TC-007 | BR-005 | Verify that a created appointment can be viewed properly. | There is a created appointment in the system between a student and a tutor. | 1. A new appointment is created in the system. 2. The appointment is searched for in the database and the information is confirmed. | A new appointment has been created successfully and can be found in the database. |
| TC-008 | BR-005 | Should verify that a student can view multiple appointments they have created. | There are multiple appointments created for a student in the system. | 1. A new user and tutors are created in the database. 2. Appointments are created between the student and tutors. 3. Appointments are checked for rendering in the appointment manager. | Multiple newly created appointments can be viewed by a student. |
| TC-009 | BR-005 | Should verify that an empty appointment array does not show any appointments. | A user is created and has not made any tutor appointments. | 1. A new user with a valid ID is created. 2. An empty appointment array is created. 3. The appointment array is verified to be empty. | A user with no appointments will see no appointments rendered. |
| TC-010 | BR-005 | Should verify that an improper user ID does not show any appointments. | An invalid user id cannot render any appointments and a proper error is shown. | 1. An invalid user ID is created. 2. The invalid ID appointment search is handled gracefully. | An invalid user ID does not render any available appointments. |
| TC-011 | BR-006 | Should allow updating of an existing appointment. | An appointment has been created in the system. | 1. A new appointment is created. 2. The appointment is searched for in the database. 3. The appointment is updated and the result is verified. | An appointment has been created and can be updated successfully. |
| TC-012 | BR-006 | Should throw an error if appointment update has failed. | An appointment has been created in the system and is being updated. | 1. A new appointment is created. 2. The appointment is updated but fails to update. 3. Verifies that a proper error is shown when the update fails. | An appointment is created, and an update is attempted for the appointment, but it fails and a proper error is shown. |
| TC-013 | BR-006 | It should allow deletion of an appointment. | An appointment has been created. | 1. An appointment is created. 2. An attempt is made to delete the new appointment. | An appointment is created and is then attempted to be deleted from the database. |
| TC-014 | BR-006 | It should throw an error if appointment deletion fails. | An appointment has been created. | 1. A new appointment is created. 2. There is an attempt to delete the appointment that fails. 3. An error is thrown and checked for the failure of the deleted appointment. | An appointment is created and throws a proper error when the deletion fails. |
| TC-015 | BR-006 | It should allow the update of an appointment by a tutor to the ‘confirmed’ state, indicating the tutor has accepted the appointment. | An appointment has been created and is in a ‘pending’ request status. | 1. An appointment is created in a ‘pending’ state. 2. The appointment is found in the system. 3. The appointment is changed to ‘confirmed’ and the new status is verified. | An appointment is created in the ‘pending’ status and is successfully changed to ‘confirmed’ status. |
| TC-016 | BR-006 | It should update the status of an appointment to a ‘canceled’ state. | An appointment has been created and is in ‘confirmed’ status. | 1. A new appointment is created in a ‘confirmed’ status. 2. The appointment is found in the system and updated to ‘cancelled’. 3. The appointment cancellation is verified. | An appointment is created in the ‘confirmed’ status and is successfully updated to ‘canceled’. |
| TC-017 | BR-006 | It should throw an error for an invalid status state for an appointment. | An appointment has been created and is showing an improper status. | 1. An appointment with an improper status is created. 2. The proper error is verified to have been thrown for the improper status state. | An appointment is created with an improper status state and a proper error is thrown for the invalid status state. |
| TC-018 | BR-006 | It should throw a proper error for appointments that cannot be found in the system. | An appointment is not in the system but is searched for. | 1. A non-existing appointment is searched for. 2. A proper error thrown for the appointment is checked for the non-existing appointment. | An appointment that does not exist is searched for and a proper error is thrown when it is not found. |
| TC-019 | BR-007 | It should allow the adding of a new availability for a user. | A user is created and is being given a new availability. | 1. A new user is created. 2. The user is given an availability. 3. The availability is updated and verified. | A new user can create and update their new availability as needed. |
| TC-020 | BR-007 | It should allow an existing availability to be updated. | A user is created and already has an existing availability. | 1. A user is created with an existing availability. 2. The availability is updated. 3. The system checks for the proper update of the existing availability. | A user with an existing availability can successfully update it. |
| TC-021 | BR-007 | It should not allow the updating of availability if the user cannot be found. | An availability is attempted to be updated for a non-existing user. | 1. An invalid user is searched for. 2. An update for the invalid users availability is attempted. 3. The expected error is confirmed for the invalid update of availability. | A non-existing user cannot update their availability and a proper error is thrown. |
| TC-022 | BR-007 | It should allow availability to be removed for specific days. | A new availability is created and availability for a specific day is attempted to be deleted. | 1. A new availability is created. 2. The availability is found in the database. 3. The availability is attempted to be removed for a specific day. 4. The change of availability is verified. | A user with an existing availability is able to delete their availability for a specific day. |
| TC-023 | BR-007 | It should throw a proper error for a non-existing user to delete their availability for a specific day. | A non-existing user attempts to remove availability for an existing day. | 1. A non-existing user is mocked. 2. Availability for a specific day is attempted to be deleted for the non-existing user. 3. A check is made to ensure a proper error is thrown. | A non-existent user attempts to delete availability for a specific day and a proper error is thrown. |
| TC-024 | BR-008 | It should verify that queries for tutors only displays users who are tutors. | An empty query is created in order to use default arguments for tutor search query. | 1. An empty query array is created with no custom parameters. 2. The query is made to the database. 3. Verifies that only users who are tutors are shown in the query results. | A query with no parameters will display only users who are tutors. |
| TC-025 | BR-008 | It should allow users to search for tutors by username properly. | A parameter array is created with only username as an argument for the search query. | 1. A query with only a username argument is created. 2. A new SearchParameters object is created. 3. The query is created with the object with the existing parameters. 4. The query is checked to ensure that the proper user was found through the search. | A query with a username parameter will return a user with that matching username and no one else. |
| TC-026 | BR-008 | It should allow a user to build a search query with multiple parameters. | A parameter array is created and includes multiple parameter queries | 1. An array with multiple parameters is created. 2. Creates a new search parameter object. 3. Creates the query with the object. 4. Checks the query to ensure expected values are searched for. | A query with multiple parameters is successfully created and gets expected output. |
| TC-027 | BR-008 | It should create a query with only one availability value within it. | A parameter array is created with only one availability value included. | 1. Parameters are created with only one availability value. 2. SearchParameters object is created. 3. Query is created with new object. 4. Query is checked for expected results. | Search parameters should work for only one availability day given. |
| TC-028 | BR-008 | It should create a query that finds users who have no reviews. | A parameter array is created with ‘hasReviews’ turned off. | 1. A parameter array is created with ‘hasReviews’ turned off. 2. A search parameters object is created. 3. A new query is created with the object. 4. Expected results are confirmed for tutors with no reviews. | A parameter that has ‘hasReviews’ turned off should work for a query with no reviews. |
| TC-029 | BR-008 | It should create a query with all parameters being empty that returns default parameters. | A parameter array with no parameters is created. | 1. A parameter array with no parameters is created. 2. A SearchParameters object is created. 3. A query is created with the new object. 4. Query is confirmed with default values for the array with no parameters. | A search query created with no parameters should create a query with default values. |

# **4 Requirements Traceability Matri**x

TBA

| **Requirement ID** | **Requirement Description** | **Test Case ID** |
| --- | --- | --- |
| BR-001 | Users can register with a username and password. | TC-001 |
| BR-002 | Registered users can log in with valid credentials. | TC-002 |
| BR-003 | The system returns an error if the user does not exist. | TC-003 |
| BR-003 | The system returns an error if the password is incorrect. | TC-004 |
| BR-004 | The system successfully creates an appointment between a user and a tutor. | TC-005, TC-006 |
| BR-005 | Students should be able to view appointments they have made with tutors. | TC-007, TC-008, TC-009, TC-010 |
| BR-006 | Appointments need to be able to be updated/changed by students and tutors. | TC-011, TC-012, TC-013, TC-014, TC-015, TC-016, TC-017, TC-018 |
| BR-007 | Tutors need to be able to set and edit their availability for tutoring appointments. | TC-019, TC-020, TC-021, TC-022, TC-023 |
| BR-008 | Users need to be able to search for available tutors and change their preferences for tutors that are available. | TC-024, TC-025, TC-026, TC-027, TC-028, TC-029 |

# 4 Test Case Status Matrix

TBA

| **Test Case ID** | **Test Description** | **Status** | **Defects/Issues** | **Comments** |
| --- | --- | --- | --- | --- |
| TC-001 | Verify that a new user can be saved to the database. | Pass | None |  |
| TC-002 | Verify successful login with proper credentials. | Pass | None |  |
| TC-003 | Verify system response when user does not exist. | Pass | None |  |
| TC-004 | Verify system response with incorrect password | Pass | None |  |
| TC-005 | Verify that an appointment can be created in the system. | Pass | None |  |
| TC-006 | Verify that a proper error is shown if an appointment fails to be created. | Pass | None |  |
| TC-007 | Searches for a newly created appointment. | Pass | None |  |
| TC-008 | Searches for multiple created appointments and verifies that they can be found by a user who has created them. | Pass | None |  |
| TC-009 | Verifies that no appointments are shown if a user has not created any appointments. | Pass | None |  |
| TC-010 | Verifies that an invalid user ID error for an appointment is handled with proper error handling. | Pass | None |  |
| TC-011 | Verifies that a new appointment can be updated in the system. | Pass | None |  |
| TC-012 | Verifies that a proper error is thrown when an appointment fails to update. | Pass | None |  |
| TC-013 | Verifies that an appointment can be deleted. | Pass | None |  |
| TC-014 | Verifies a proper error state if an appointment fails to be deleted. | Pass | None |  |
| TC-015 | Verifies that a new appointment can be updated to a ‘confirmed’ state. | Pass | None |  |
| TC-016 | Verifies that a new appointment can be cancelled. | Pass | None |  |
| TC-017 | Verifies that an invalid status on an appointment throws a proper error. | Pass | None |  |
| TC-018 | Verifies that a proper error is thrown for a non-existing appointment search. | Pass | None |  |
| TC-019 | Verifies that a user can create a new availability. | Pass | None |  |
| TC-020 | Verifies that a user with an existing availability can update/change the availability. | Pass | None |  |
| TC-021 | Verifies that a non-existing user who attempts to change their availability throws a proper error state. | Pass | None |  |
| TC-022 | Verifies that a user can delete their availability for specific days. | Pass | None |  |
| TC-023 | Verifies that a proper error is thrown when a non-existing user attempts to remove availability for a specific day. | Pass | None |  |
| TC-024 | Verifies that search only displays users who are tutors | Pass | None |  |
| TC-025 | Verifies that search can be done by name. | Pass | None |  |
| TC-026 | Verifies that search can be done with multiple parameters | Pass | None |  |
| TC-027 | Verifies that search can be created with only one availability value. | Pass | None |  |
| TC-028 | Verifies that a query to find user with no reviews works properly. | Pass | None |  |
| TC-029 | Verifies that a search with no parameters works properly. | Pass | None |  |
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