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**11a)**

Alice uses Bob’s RSA public key (e=17, n=19519) to send a four-character message to Bob using the (A-0, B-1, …., Z-25) encoding scheme and encrypting each character separately. Eve intercepts the ciphertext (6625 0 2968 17863) and decrypts the message without factoring the modulus. Find the plaintext and explain why Eve could easily break the cipher text.

**Solution:**

**About RSA Algorithm**

### **Generate the RSA modulus**

The initial procedure begins with selection of two prime numbers namely p and q, and then calculating their product N, as shown −

N=p\*q

Here, let N be the specified large number.

### **Derived Number (e)**

Consider number e as a derived number which should be greater than 1 and less than (p-1) and (q-1). The primary condition will be that there should be no common factor of (p-1) and (q-1) except 1

### **Public key**

The specified pair of numbers **n** and **e** forms the RSA public key and it is made public.

### **Private Key**

Private Key **d** is calculated from the numbers p, q and e. The mathematical relationship between the numbers is as follows −

ed = 1 mod (p-1) (q-1)

The above formula is the basic formula for Extended Euclidean Algorithm, which takes p and q as the input parameters.

## Encryption Formula

C = Pe mod n

## Decryption Formula

Plaintext = Cd mod n

**Attacking the RSA Algorithm**

We are not using factorization since it is a costly operation. The time complexity is high.

Since the public exponent(e) is small (e=17). We use a low public exponent attack given below.

**Franklin-Reiter Related messages Attack**

This attack works in a scenario where two messages differ only by a fixed known difference and are encrypted using public key e and same modulus N. The attacker can then recover the two messages in the above scenario using Franklin Reiter's Attack.

**Theorem**

Suppose there are two messages M1 and M2 where M1!= M2, both less than N and related to each other as [![equation](data:image/gif;base64,R0lGODlhsAASALMAAP///wAAAHZ2diIiIszMzERERGZmZoiIiBAQEKqqqjIyMpiYmLq6ulRUVNzc3O7u7iH5BAEAAAAALAAAAACwABIAAAT+EMhJq7046/zW/tPygFNHnigppmwLGu71wCcdZ4zR3KVNCYMA4VIIGIa8z+zgOyB/wSeleLwwDiRnMpMIfIDCUiNQSEiulwPCXEkoBFtQOeFTYNRsihuesYP8cRYOXh8HAzsUPgCAFAtvFQQEAQyBGg8BI40eF458E5GTGgd5GQublRSDIAsHmCWkAKOQBDptDIQvBbq7vIhcAxYFDheRtXq3GwS+GcKoFaobDA6XWBIJmZ/LAB4HjGYCBc4WD0BvlBMIGNzeAOAf6RvwEgQKAQ4LdNf4DefW+LIUGAjA16WQBAPyqlWQJwFLAnkOhgxQKG7KKXR3ADycEBHAxA/+uDIwBHBpk6RNDBJ6MnBqQTgJC0JmBCDpHMUJMj1ImmDm0hMHL8UhkALAATBONHH1DKPxgABFHrFdMGohFEmrlyRcwjYoE9OiMsedUhDOQT8KA7BJuzqMTUGYQDQY4EVXl6WwVC2svdTWGqEH1Rp4kpBWQ14K9rQmvjriLU5Kt7iGrbDW7z0MhWGiS9ARwNxUR50xCF1ipGYJazp/BsDAj6OFGx6YXsxXcWOZoSJznNxooYCbGCcoVADQI8XDqA5oQ51mAvE8HyUMa6fItIXZ02szBjs96YhL/aCVqiAAAXDm0k81ADRICnILTw3In09fQ4PzzVKpZ/91woDuNC28FwyAANBmYCYCrKSQcsK5ggEBF111VjYHIYDAJgecI0A9BoRH2jgOhCjiiFJZMMCEMF2E0IUNacjhWfxUUFwppyhDBgM2FoDjGA0gwcoCAsDCSgL4BKAAip4hMECEUDUEywnvBcLbA0G1oAWAjHBQZUWBZIlClDyMwMCWPxB1QgLXOKAQAxFmIICZXN7Apgs5BHAAgTdcKACSEzT5wSABBMrHDCj4GScLhB6awkDnUWDCFiuc8KiiMUQKQAQAOw==)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/1.gif) for some linear polynomial [![equation](data:image/gif;base64,R0lGODlhlQASALMAAP///wAAAO7u7mZmZoiIiERERKqqqiIiInZ2djIyMrq6upiYmBAQEMzMzFRUVNzc3CH5BAEAAAAALAAAAACVABIAAAT+EMhJq704680laV2HFMFROCYaAqehLY5jCQMxrHiuSw+5Y46EYlIAGBYrWUdJKRgMt590WlEUqZPEY4IAXUPMTRggCAiwaMxiuEEgOI9RYU5QTx63Lm6cGRsOaYEVaxxCGwsFIHsCeDl8QBMCCAcJCGyBBARPCRNHlkcOWy+XGGVPmhcKUTgGdQ5nexSeCqCiYwVIgiy5MRIKWw8MLgyKGYQaBgGiDLAUnDpFCnWOE78AwcOKY8QaAzHf4A5vFgvPAA65LgAKDCvHGQPjAAyk1/IrBENfFA8OZhIGGKxioo6dhTBldM3LNU8Ul0cTvH1LkADcPQkH2JQp5svEnI/+BaZdECAjH4VLMOSJPGcBAZ8wCgAJeqBMQoN2FRIw5PBu5D8jASw02vOA5El5C25O2MlH50EKBCBGDBfuIoAGQT1Ei1RzHc96FYIRsQrAXAcFbwY4LKsOAJIELqxNGFNG1KUwDlamYXatkluDC7I2WKsGbAWZCsxSaCDVQpEG8kg6UPRgiAFOO1muaxfYpsMwGRWifdKPgIAGAww0MIDAgGFyr6shIEC2kxPCFv6gOBEkAEVYDIllVoJaNWvXFMJkVSio5xQBCwZ81IuDYdThYMis28ccTbPuP0RurNA4+UJL4NOrhxOk2Kq52REsoL6+vn0O5eHf38+fQ4sXMUQBAAA7)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/2.gif) where b!=0. These two messages are to be sent by encrypting using the public key (N, e), thus giving ciphertexts C1 and C2 respectively. Then, given (N, e, C1, C2, f), the attacker can recover messages M1 and M2.

**Proof**

We can write C1 and C2 as:  
[![equation](data:image/gif;base64,R0lGODlhlAAUALMAAP///wAAAO7u7nZ2dlRUVGZmZoiIiNzc3CIiIszMzLq6ukRERBAQEKqqqpiYmDIyMiH5BAEAAAAALAAAAACUABQAAAT+EMhJq704682rcF0ojo4wnihqrCZXpJxSELD3XsJAFCtwGLXQABFIXBaBgnFhbBg3hmcQ0whwhsWJgBBYNCQKYGUoBQwV046B8a00HgNJAuFooDmPdOZg5RgQNBQ3E3kUCwsWCX16Gg5wFQmKdw2DHA4gjBZ8HQ4GAS0AAm0TBqMFDKCGHQWHra4LgRmRM24KiwmBAncZCweZmosZCgcCAWIADakAuGABo26/GCAGhRJfA4gTA5eYGgwUCQ8BB3UFyXUEu8h1pRQK2w1VfhKnpBffAAv40SJADfsHjCA4dmKfhGKYFGFSsM9AHHqYHGQD4CAYBjGSJBCc0CdArD3+E6OBUDThS7EyIg4gsBDgTjGXfYqB4mMii4RNGj4QQnRA3QQENTdO8EVxSAZWr15pGBZqHDJrFlOurOC0KVGZyCy2tDUzagWmUMlhAAqAgVAACqSo5EdxApuA9EIeCJnToISqxa5+ykpVAdehXil0k8BgwNmycS0IILiW37EH7SQMnODAaAi7APBqNsGH6LJPLwFvGGzGLIZ9kyck2Nj4woACsGPLrlRBrAQC1fiUac2hF1W9elsMeAiAh8ZYnpSBIx060UcDBAxH0TQVx4Hr2LMrp8eAASYDdwaIK7CL9+huuLqk5bJgvccnnSo/69SgToAHPrnTqUCb1DMO5rFDtUGAGQhAl4B6VBMCgQhewCAGA6DUYA0KkLaBDMZ4NqGD1YXQ34YnCPAhiFM8iIFOJKZQQoqZYGiAhizGKOOMNIYQAQA7)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/3.gif)  
We can also write,  
[![equation](data:image/gif;base64,R0lGODlh8gASALMAAP///wAAAO7u7nZ2dlRUVGZmZoiIiNzc3CIiIszMzLq6ukRERBAQEKqqqpiYmDIyMiH5BAEAAAAALAAAAADyABIAAAT+EMhJq704U+F05V5IOYJoniGJXuDqvmMJz1qB2vSH595BHCfBbmIoyjxDHkVRICiFGMGAUCgCDgZlxpCIVndcywAR6FoWgYLZoshqL4kFgzIuTwSEwKIBaFMWXQ1rW4NvEg0BIXVreHp8fW50CINjCoYWDxl7DTuZFwYMjxQNDwMenpejThQGCKsTQ6gJCA4NliGoqVeJIa2vEkm5AAsLFgm8ugAOHSwBR8rMFg6lFQnHt1uiugXREg4GznfaBo+cJ8vJEgfIGt/hEgLaAOSwDM8TxSEFxPz9C78VFgC50ABBwIHVEjSpYIsdhgQALyFA2OeAgACRGjyDKIEjAAH+2DAITLcrhAKLGCdorLZKQQB5KknOsSAFQSlsM6XNy8VnQD4POb8Z4OCAgAKiBAo1MOBgwKAiDRrklOCmQM5IE3IOWNYNw9QEDwIcqFVAYy2jo2rRW7I1qsNPwK5emCmHpIapAbviJQJA6oQDXRBgzcAL5DpmBZk5+AmgCrycC5gRAOjmGlULb0XgvcjsGDMFV00Bi7Z4goPMFSoHuDVYAq8AES0cYKzkgEGvg2xj6HAs5kUzSwckkYCghKWCpm8DmGI612plqAh0awHgQbEDIYnfC6G7wvOP3y/Ce7dLhh11qO9Es34lu3YAKS8MbKrcwj5//jB0p+lw/xIgFwH+UU5hbhAgGgXFwXKggfhEw0A0vwHwYFYUnaSSWF29h4J/rg0U4HglIOKdJS4dsY4HFh6CIQYJMtBaH2twyIMAe0mgQH0f1ehgA4ABk48CnkxjwVQM4HTLh7sgJOI6AyWAl14DvFijBzRi5qFYIPbl0HMl/pWeNxUwEKVXPtKElYw8TGlARDVG8sBaAAj2lwTCDenlnd5kYsmJE7wJQG9UFYNNVwO4ONcLe2EJ3pUlMDnBMSVchA2fGRBq6KHEYZXAYGjSWcCnoIY6HD4UTUBAayNRMJapqKxTSJylegSdaT855sZEVL1izxXUdNaVpMbEFkKqEyiK5EUyDHCgY7nOEkGeMb9+xxIrBhbxaqcfHaDtttxuZ1qGcbqHTj0TznPLAGEVEBJaqYmy1QTvdhSlDAdwwxRbUfkwVGMM0FLBqHCiMO6feSygAER6HJxHUt4wNYA83zRQSwAPuMevvxSMOg9MGmA7gwC0ucZCyCiEUaowdp2Asgkgp/zGyh3jqIVTd/RB8nKvmhCVAFgsAa7LGijwswg0A02D0CgwgVGpSuzw4AAWA/PCOgFUfSAURrOs8QlbZ01l115/xMxWL6r3hgphe4D2x0OnfcHaEQAAOw==)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/4.gif)  
[![equation](data:image/gif;base64,R0lGODlhlAAUALMAAP///wAAAO7u7nZ2dlRUVGZmZoiIiNzc3CIiIszMzLq6ukRERBAQEKqqqpiYmDIyMiH5BAEAAAAALAAAAACUABQAAAT+EMhJq704682rcF0ojo4wnihqrCZXpJxSELD3XsJAFCtwGLXQABFIXBaBgnFhbBg3hmcQ0whwhsWJgBBYNCQKYGUoBQwV046B8a00HgNJAuFooDmPdOZg5RgQNBQ3E3kUCwsWCX16Gg5wFQmKdw2DHA4gjBZ8HQ4GAS0AAm0TBqMFDKCGHQWHra4LgRmRM24KiwmBAncZCweZmosZCgcCAWIADakAuGABo26/GCAGhRJfA4gTA5eYGgwUCQ8BB3UFyXUEu8h1pRQK2w1VfhKnpBffAAv40SJADfsHjCA4dmKfhGKYFGFSsM9AHHqYHGQD4CAYBjGSJBCc0CdArD3+E6OBUDThS7EyIg4gsBDgTjGXfYqB4mMii4RNGj4QQnRA3QQENTdO8EVxSAZWr15pGBZqHDJrFlOurOC0KVGZyCy2tDUzagWmUMlhAAqAgVAACqSo5EdxApuA9EIeCJnToISqxa5+ykpVAdehXil0k8BgwNmycS0IILiW37EH7SQMnODAaAi7APBqNsGH6LJPLwFvGGzGLIZ9kyck2Nj4woACsGPLrlRBrAQC1fiUac2hF1W9elsMeAiAh8ZYnpSBIx060UcDBAxH0TQVx4Hr2LMrp8eAASYDdwaIK7CL9+huuLqk5bJgvccnnSo/69SgToAHPrnTqUCb1DMO5rFDtUGAGQhAl4B6VBMCgQhewCAGA6DUYA0KkLaBDMZ4NqGD1YXQ34YnCPAhiFM8iIFOJKZQQoqZYGiAhizGKOOMNIYQAQA7)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/5.gif)  
We can then write the polynomials g1(x) and g2(x) as:  
[![equation](data:image/gif;base64,R0lGODlh1QATALMAAP///wAAAO7u7nZ2dpiYmGZmZoiIiNzc3CIiIrq6ujIyMlRUVKqqqkRERBAQEMzMzCH5BAEAAAAALAAAAADVABMAAAT+EMhJaxXEWiK0/+CHhQBHnmiqrmyLFqcAuzQwh7Jl7F3tu4NGANFYEI2qIgNEWCxahgcqYfiJCoYbIDqtThpShtQqEQwW2OrBSwYsFIkvgJFJPU/3lUK1b1caDAxafSiEDwgEDHFtAwhjEo2LbQoHEwNSDSt5IZsoBHUoBkt+ZQE9E58qohKCpAANmRUPASoHQbANbBSgBzCXmiidJw2VKQ/CVgwIFsQqxxLPAAKSNQUOpxSxJwRgKgsCvSzIGnlmBAVYHw4WdAMJdAvFEut+ZggK7hT0FO3vTfIA9g34BKpGggCj2E3RcoJBlW/i+BFwB6/YnQMIOggIQK3CPgn+CSodcLDEwSMAtFw1KDivQkgAI0ueTKnyowtCKTJRaZHnZcyAY+4oAGVKwgFtMJfxA2lzQkYNBZxInbpgQAiTFTBWGJWgqYSnrgKMo3D0g60VBuIgnXBgQdE5DrTk4dr0ycEeCZROVGqUb4UzHsC22WhBqwbAGgSDeICrMS5dEgJAZith74e8jmFNLvMkLQVJTaxKgCwMMYXOfAfcMFzGK4ChHlwb9NvaA2wNsn042JzgEevCDDkdELApgegSD/axFHb7NADTChL+DqhhY7GOrqNSnXpcgwFkXq2D9OhKQoG10nRNr4AzhHEbAKOjer3kpXMK4gFIesIgFoEA8kz91wxTJaT0AEDR+LHAZgPqt85/0CA41g8I6PIAZOtRkGAImTxwHHELjHFAHAzswZIbBEIIwIET3DGAKAZ8NF0q0BQgBgMDKFLBKqQg0FFloDxg4wM46kgBj+VtUdUOJ/UVQn8MAMQOAkYU8UYACijQAygmnXiHkDfmSE0npiV1AXogtEcGTWfykWQKGV5wzmMugPKdl8GwV9B6v5yQwIk1dJAAmpA0eRmgb2oQZ3lsbGTohKcN0EeJnxUgmZTBVZdpDQ5M9CMFm14QaqKVXkpqWwo8kimkLRZpQHc4ILoLNlYMtBl+sqJCK6m8ksGqBL/2KuywxKq0QEIaNLFABAA7)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/6.gif)  
[![equation](data:image/gif;base64,R0lGODlhvAATALMAAP///wAAAO7u7nZ2dpiYmGZmZoiIiNzc3CIiIrq6ujIyMlRUVKqqqkRERBAQEMzMzCH5BAEAAAAALAAAAAC8ABMAAAT+EMhJaxXEWiK0/2AojmRpnmg6FaPAqqkhd3BtD02ANMvelzwGiLBYxB6khMEGRDKQzIlgsCjIAIdllLJQJCYNACNDMo7MJ4VJvQU9EATGtz1AQCX1eRugOEwGSGElaCGEJARkJAZCexoML3sNghQPASYHOJINWhsTByyAJoYfoyINfiUPpY2qEgJ6NQUONBWTIgQNd2UCnyerFmhTBAVWHw4WYwMJYwuoEsdtyctEfgOIiTUJAYzISZAlDEsLtGUU0syoZgcIHQIBsBXQEwl+Bw5CDrqWW/RY9wD5GgFoIA8GmxNhlKBA088ePihmFCQK0CHcAEjrKjBKUJACOw3+BYqIHLlggCMJHAVSCPBLgsVvFDChMPDFlqcFFF06gIRmY0cARrTRSIAAgAAtJSVk1EDFw8c9TVNpmqqJ04QAVmMaRWrSAlGqkrJSEGCEJgU9RLoCsDoqKpe1RfGwSMCGABsBPyVI9JDXxl6Vz8QCSICErgS7GnqJOkD2rFoCD+RhG/X3rVsFjFBdnJDXHSp4fUOSHKnWgmeUKgvY3OpJroeDIxKYLOCMD7cMmAfXNnR68AQjDAQRCFAbAAJnp+YdGy7hQe1WUVIyB+AcMAKrDwQf9wB9RJgHaskugHLgCwM12ICiXL6vugQzAxYZ6LgAFqIJDwo8YTBAToVFW+SZt19/8DRiQEky6PJbgeY0wEBxyCDQAw9dBKCAAjQkkk96Zgj4AH/+/VaBW2sh4YwAq4EAG2AsimCAiSBgoFpYMCRyIIflUFAZAwzwYlUosaXX4pDI9JgFkRJw4o6CLXExABvneRLAlAGUBgBMHriA5JYVHEBllUQe0MUdWDb5G4gGWBmjkBuQw+WbcIpg5ntx1mlnnUEMUUQEADs=)](https://github.com/ashutosh1206/Crypton/blob/master/RSA-encryption/Attack-Franklin-Reiter/Pictures/7.gif)  
So clearly M2 is a root of both the polynomials above and hence they have a common factor **x-M2** (Since, g1(M2) = 0 and g2(M2) = 0) Therefore, we can simply calculate GCD of g1 and g2 and if the resultant polynomial is linear, then we get out M2 and hence M1!

Exploit in a nutshell:

1. Calculate g1 and g2 as given above

2. Calculate GCD(g1, g2) and check if the resultant polynomial is linear or not

3. If the resultant polynomial is linear, then return GCD

**Code:**

#Franklin-Reiter Algorithm

from sage.all import \*

# All the variable names mean the same as mentioned in the explanation

# For eg, a,b are the values in the function f = ax + b

def gcd(a, b):

    while b:

        a, b = b, a % b

    return a.monic()

def franklinreiter(C1, C2, e, N, a, b):

    P.<X> = PolynomialRing(Zmod(N))

    g1 = (a\*X + b)^e - C1

    g2 = X^e - C2

    #print ("Result")

    result = -gcd(g1, g2).coefficients()[0]

    return hex(int(result))[2:].replace("L","") #.decode("hex")

#Factorisation for verification

import string

def p\_and\_q(n):

   data = []

   for i in range(2, n):

      if n % i == 0:

         data.append(i)

   return tuple(data)

def euler(p, q):

   return (p - 1) \* (q - 1)

def private\_index(e, euler\_v):

   for i in range(2, euler\_v):

      if i \* e % euler\_v == 1:

         return i

def decipher(d, n, c):

   return c \*\* d % n

def main():

      #creating hash-map

      keys=dict(zip(range(0,26),string.ascii\_lowercase))

      e = int(input("input e: "))

      n = int(input("input n: "))

      c1 = int(input("input c1: "))

      c2 = int(input("input c2: "))

      c3 = int(input("input c3: "))

      c4 = int(input("input c4: "))

      a=1

      b1=14

      b2=-6

      #franklin-reiter

      res=franklinreiter(c3,c1,e,n,a,b1)

      print("Franklin-Reiter Solution")

      res=int(res)

      print(keys[res])

      print("a")  #since we can directly say by O=O^e(modn)and 'a'=0

      print(keys[res+14])

      res=franklinreiter(c3,c4,e,n,a,b2)

      res=int(res)

      print(keys[res+6])

      #factorisation

      p\_and\_q\_v = p\_and\_q(n)

      # print("[p\_and\_q]: ", p\_and\_q\_v)

      euler\_v = euler(p\_and\_q\_v[0], p\_and\_q\_v[1])

      print("Verification by Factorisation")

      # print("[euler]: ", euler\_v)

      d = private\_index(e, euler\_v)

      plain1 = decipher(d, n, c1)

      plain2 = decipher(d, n, c2)

      plain3 = decipher(d, n, c3)

      plain4 = decipher(d, n, c4)

      print("plain1: ",keys[plain1])

      print("plain2: ",keys[plain2])

      print("plain3: ",keys[plain3])

      print("plain4: ",keys[plain4])

if \_\_name\_\_ == "\_\_main\_\_":

   main()

**Output:**

input e: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA+wAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAAOAAAAMgoEAAwAAgAEAAIABAD4ABIAMTcGAAYABAAAACcB//8DAAAAAAA=)

input n: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA/EAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAATAAAAMgoEAAwABQAEAAIABAD4ABIAMTk1MTkABgAGAAYABgAGAAQAAAAnAf//AwAAAAAA)

input c1: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA+8AAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAARAAAAMgoEAAwABAAEAAIABAD4ABIANjYyNQYABgAGAAYABAAAACcB//8DAAAAAAA=)

input c2: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA+sAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAANAAAAMgoEAAwAAQAEAAIABAD4ABIAMDQGAAQAAAAnAf//AwAAAAAA)

input c3: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA+8AAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAARAAAAMgoEAAwABAAEAAIABAD4ABIAMjk2OAYABgAGAAYABAAAACcB//8DAAAAAAA=)

input c4: ![](data:image/x-wmf;base64,183GmgAAAAAAAPoAGABgAAAAAACTVwEACQAAA/EAAAAFABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAhgA+gADAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwABgAAQAAAPkACQAAAB0GIQDwAAEA+QAXAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8AAXAAEAAAAAAAkAAAAdBiEA8AABAPgAAAABAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAFgABAAEA+AAJAAAAHQYhAPAAAQD3ABYAAQAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwABUAAQABAAEACQAAAB0GIQDwAAEA9gABAAIABQAAAAsCAAAAAAUAAAAMAhgA+gAFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAIAAgD4ABYAHAAAAPsC9f8AAAAAAACQAQAAAAAAQAACQXJpYWwAm3VIPZJ1QAAAANhE9QD3NpN1QI2bdQAAAAAEAAAALQEEAAUAAAAJAgAAAAATAAAAMgoEAAwABQAEAAIABAD4ABIAMTc4NjP+BgAGAAYABgAGAAQAAAAnAf//AwAAAAAA)

Franklin-Reiter Solution e a s y

Verification by Factorisation

plain1: e

plain2: a

plain3: s

plain4: y

**11b)** Using the Rabin cryptosystem with p=47 and q=11:

1. Encrypt P=17 to find the cipher text.
2. Use the Chinese Remainder theorem to find four possible plaintexts

**Solution:**

p=47 (47 ≅ 3mod4)

q=11(11≅3mod4)

public key = n=p\*q

=47\*11

=517

Plain Text = P =17

Cipher Text = C

In Rabin Cryptosystem,

**Encryption**

e=2

C ≅Pemodn

≅P2modn

Therefore,

C≅172mod517

C≅289mod517

**Cipher Text = 289**

**Decryption**

P≅modn

* There are four square roots of c modulo n.
* The message m is equal to one of these four messages

When p≅3mod4 there is a simple formula to compute the square root of C in mod p

(C(p+1)/4)2≅Cmodp

Hence the two square roots of C mod p are

C(p+1)/4modp

In a similar fashion, the two square roots of c mod q are

C(q+1)/4modq

Then we can obtain the four-square roots of c mod n using the Chinese Remainder Theorem

In our case

± C(p+1)/4modp = 28912mod47

=±17mod47

±C(q+1)/4modq=2893mod11 = ±5mod11

By applying **Chinese Remainder Theorem** on the above

We get,

**m1=17**

**m2=500**

**m3=171**

**m4=346**

**CODE-**

#include <stdio.h>

#include <stdlib.h>

#include <ctype.h>

#include <math.h>

#include <limits.h>

int e = 2;

int p=11, q=47;

int n=517;

int gcd(int a, int b)

{

int q, r1, r2, r;

if (a > b) {

        r1 = a;

        r2 = b;

    }

    else {

        r1 = b;

        r2 = a;

    }

    while (r2 > 0) {

        q = r1 / r2;

        r = r1 - q \* r2;

        r1 = r2;

        r2 = r;

    }

    return r1;

}

int PrimarityTest(int a, int i)

{

    int n = i - 1;

    int k = 0;

    int j, m, T;

    while (n % 2 == 0) {

        k++;

        n = n / 2;

    }

    m = n;

    T = FindT(a, m, i);

    if (T == 1 || T == i - 1)

        return 1;

    for (j = 0; j < k; j++)

    {

        T = FindT(T, 2, i);

        if (T == 1)

            return 0;

        if (T == i - 1)

            return 1;

    }

    return 0;

}

int FindT(int a, int m, int n)

{

    int r;

    int y = 1;

    while (m > 0) {

        r = m % 2;

        FastExponention(r, n, &y, &a);

        m = m / 2;

    }

    return y;

}

int FastExponention(int bit, int n, int\* y, int\* a)

{

    if (bit == 1)

        \*y = (\*y \* (\*a)) % n;

    \*a = (\*a) \* (\*a) % n;

}

int Encryption(int PlainText)

{

    printf("PlainText is %d\n", PlainText);

    int cipher = FindT(PlainText, e, n);

    fprintf(stdout, "Cipher Text is %d\n", cipher);

    return cipher;

}

int inverse(int a, int b)

{

    int inv;

    int q, r, r1 = a, r2 = b, t, t1 = 0, t2 = 1;

    while (r2 > 0) {

        q = r1 / r2;

        r = r1 - q \* r2;

        r1 = r2;

        r2 = r;

        t = t1 - q \* t2;

        t1 = t2;

        t2 = t;

    }

    if (r1 == 1)

        inv = t1;

    if (inv < 0)

        inv = inv + a;

    return inv;

}

int Decryption(int Cipher)

{

    int P1, P2, P3, P4;

    int a1, a2, b1, b2;

    a1 = FindT(Cipher, (p + 1) / 4, p);

    a2 = p - a1;

    b1 = FindT(Cipher, (q + 1) / 4, q);

    b2 = q - b1;

    P1 = ChineseRemainderTheorem(a1, b1, p, q);

    P2 = ChineseRemainderTheorem(a1, b2, p, q);

    P3 = ChineseRemainderTheorem(a2, b1, p, q);

    P4 = ChineseRemainderTheorem(a2, b2, p, q);

    printf("\nP1 = %d\nP2 = %d\nP3 = %d\nP4 = %d\n", P1, P2, P3, P4);

}

int ChineseRemainderTheorem(int a, int b, int m1, int m2)

{

    int M, M1, M2, M1\_inv, M2\_inv;

    int result;

    M = m1 \* m2;

    M1 = M / m1;

    M2 = M / m2;

    M1\_inv = inverse(m1, M1);

    M2\_inv = inverse(m2, M2);

    result = (a \* M1 \* M1\_inv + b \* M2 \* M2\_inv) % M;

    return result;

}

int main(void)

{

    int PlainText =17;

    int Cipher = Encryption(PlainText);

    Decryption(Cipher);

    return 0;

}

**OUTPUT-**

PlainText is 17                                                                Cipher Text is 289

P1 = 346                                                                       P2 = 500

P3 = 17

P4 = 171

**...Program finished with exit code 0**

**Press ENTER to exit console.**