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**Status** Finished

**Started** Thursday, 19 September 2024, 11:12 AM

**Completed** Thursday, 19 September 2024, 11:22 AM

**Duration** 10 mins 41 secs

Question **1**

Correct

Marked out of 5.00

Write a program to find whether the given input number is Odd.

If the given number is odd, the program should return 2 else It should return 1.

Note: The number passed to the program can either be negative. positive or zero. Zero should NOT be treated as Odd.

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 123 | 2 |
| 456 | 1 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 | import java.io.\*;  import java.util.\*; |
| 3 ▼ public class Odd{  4 public static void main(String[] args)  5 ▼ {  6 Scanner sc=new Scanner(System.in);  7 int a=sc.nextInt();  8 if(a%2==1 || a%2==-1)  9 ▼ {  10 System.out.println(2);  11 }  12 else if(a%2==0)  13 ▼ {  14 System.out.println(1);  15 }  16 else if(a==0)  17 ▼ {  18 System.out.println(1);  19 }  20 }  21 } | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 123 | 2 | 2 |  |
|  | 456 | 1 | 1 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Write a program that returns the last digit of the given number. Last digit is being referred to the least significant digit i.e. the digit in the ones (units) place in the given number.

The last digit should be returned as a positive number. For example,

if the given number is 197, the last digit is 7 if the given number is -197, the last digit is 7 **For example:**

|  |  |
| --- | --- |
| **Input** | **Result** |
| 197 | 7 |
| -197 | 7 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 | import java.io.\*;  import java.util.\*; |
| 1. import java.math.\*; 2. ▼ public class Last{ 3. public static void main(String[] args)   6 ▼ {   1. Scanner sc=new Scanner(System.in); 2. int a=sc.nextInt(); 3. a=Math.abs(a); 4. System.out.println(a%10);   11 }  12 } | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 197 | 7 | 7 |  |
|  | -197 | 7 | 7 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 5.00

Rohit wants to add the last digits of two given numbers. For example,

If the given numbers are 267 and 154, the output should be 11. Below is the explanation:

Last digit of the 267 is 7 Last digit of the 154 is 4 Sum of 7 and 4 = 11

Write a program to help Rohit achieve this for any given two numbers. Note: Tile sign of the input numbers should be ignored.

i.e.

if the input numbers are 267 and 154, the sum of last two digits should be 11 if the input numbers are 267 and -154, the slim of last two digits should be 11 if the input numbers are -267 and 154, the sum of last two digits should be 11 if the input numbers are -267 and -154, the sum of last two digits should be 11

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 267  154 | 11 |
| 267  -154 | 11 |
| -267  154 | 11 |
| -267  -154 | 11 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4 ▼  5  6 ▼  7  8  9  10  11  12  13  14  15 | import java.io.\*; import java.util.\*; import java.math.\*; public class add{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int a=sc.nextInt();  int b=sc.nextInt(); a=Math.abs(a); b=Math.abs(b);  int c=(a%10)+(b%10); System.out.println(c);  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 267  154 | 11 | 11 |  |
|  | 267  -154 | 11 | 11 |  |
|  | -267  154 | 11 | 11 |  |
|  | -267  -154 | 11 | 11 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-01-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=223&forceview=1)

Jump to...

[Is Even? ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=225&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-02-Flow Control Statements](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=50) / [Lab-02-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=232)

**Status** Finished

**Started** Saturday, 21 September 2024, 10:12 AM

**Completed** Saturday, 21 September 2024, 10:57 AM

**Duration** 45 mins 42 secs

Question **1**

Correct

Marked out of 5.00

Write a program that takes as parameter an integer n.

You have to print the number of zeros at the end of the factorial of n.

For example, 3! = 6. The number of zeros are 0. 5! = 120. The number of zeros at the end are 1. Note: n! < 10^5

Example Input:

3

Output:

0

Example Input:

60

Output:

14

Example Input:

100

Output:

24

Example Input:

1024

Output:

253

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3 | 0 |
| 60 | 14 |
| 100 | 24 |
| 1024 | 253 |

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | // Java program to count trailing 0s in n! | |
| 2 |  | import java.io.\*; | |
| 3 |  | import java.util.\*; | |
| 4 |  | class prog { | |
| 5 |  | // Function to return trailing | |
| 6 |  | // 0s in factorial of n | |
| 7 |  | static int findTrailingZeros(int n) | |
| 8 |  | { |  |
| 9 |  |  | int count=0; |
| 10 |  |  | if (n < 0) // Negative Number Edge Case |
| 11 |  |  | return -1; |
| 12 |  |  |  |
| 13 |  |  | // Initialize result |
| 14 |  |  |  |
| 15 |  |  |  |
| 16 |  |  | // Keep dividing n by powers |
| 17 |  |  | // of 5 and update count |
| 18 |  |  | for (int i = 5; n / i >= 1;i\*=5) |
| 19 |  |  | count += n / i; |
| 20 |  |  |  |
| 21 |  |  | return count; |
| 22 |  | } |  |
| 23 |  |  |  |

▼

▼

▼

|  |  |
| --- | --- |
| 24 | // Driver Code |
| 25 | public static void main(String[] args) |
| 26 ▼ | { |
| 27 | int n ; |
| 28 | Scanner sc= new Scanner(System.in); |
| 29 | n=sc.nextInt(); |
| 30 | int x=findTrailingZeros(n); |
| 31 | System.out.println(x); |
| 32 | } |
| 33 | } |
| 34 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3 | 0 | 0 |  |
|  | 60 | 14 | 14 |  |
|  | 100 | 24 | 24 |  |
|  | 1024 | 253 | 253 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **2**

Correct

Marked out of 5.00

Write a Java program to input a number from user and print it into words using for loop. How to display number in words using loop in Java programming.

Logic to print number in words in Java programming.

# Example Input

1234

# Output

One Two Three Four Input:

16

Output:

one six

# For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 45 | Four Five |
| 2 | 13 | One Three |
| 3 | 87 | Eight Seven |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10  11 ▼  12  13 ▼  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42 | import java.io.\*; import java.util.\*; public class Num{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  String st=Integer.toString(n); char[] arr=st.toCharArray(); for(int i=0;i<arr.length;i++)  {  switch(arr[i])  {  case '0':  System.out.print("Zero "); break;  case '1':  System.out.print("One "); break;  case '2':  System.out.print("Two "); break;  case '3':  System.out.print("Three "); break;  case '4':  System.out.print("Four "); break;  case '5':  System.out.print("Five "); break;  case '6':  System.out.print("Six "); break;  case '7':  System.out.print("Seven "); break;  case '8':  System.out.print("Eight "); break;  case '9':  System.out.print("Nine "); |

43

44

45

46

47

break;

}

}

}

}

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 45 | Four Five | Four Five |  |
|  | 2 | 13 | One Three | One Three |  |
|  | 3 | 87 | Eight Seven | Eight Seven |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 5.00

Consider the following sequence:

1st term: 1

2nd term: 1 2 1

3rd term: 1 2 1 3 1 2 1

4th term: 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1

And so on. Write a program that takes as parameter an integer n and prints the nth terms of this sequence. Example Input:

1

Output:

1

Example Input:

4

Output:

1 2 1 3 1 2 1 4 1 2 1 3 1 2 1

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 1 | 1 |
| 2 | 1 2 1 |
| 3 | 1 2 1 3 1 2 1 |
| 4 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.io.\*; |
| 2  3 ▼  4  5 ▼  6  7  8  9  10 ▼  11  12  13  14  15 | import java.util.\*; public class pattern{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  String res="1"; for(int i=1;i<n;i++)  {  res+=" "+(i+1)+" "+res;  }  System.out.println(res);  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 1 | 1 | 1 |  |
|  | 2 | 1 2 1 | 1 2 1 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3 | 1 2 1 3 1 2 1 | 1 2 1 3 1 2 1 |  |
|  | 4 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 | 1 2 1 3 1 2 1 4 1 2 1 3 1 2 1 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-02-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=231&forceview=1)

Jump to...

[Lab-03-MCQ ►](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=241&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-03-Arrays](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=51) / [Lab-03-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=242)

**Status** Finished

**Started** Sunday, 22 September 2024, 8:33 PM

**Completed** Sunday, 22 September 2024, 9:43 PM

**Duration** 1 hour 9 mins

![](data:image/png;base64,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)

You are provided with a set of numbers (array of numbers).

You have to generate the sum of specific numbers based on its position in the array set provided to you. This is explained below:

Example 1:

Let us assume the encoded set of numbers given to you is:

input1:5 and input2: {1, 51, 436, 7860, 41236}

Step 1:

Starting from the 0th index of the array pick up digits as per below:

0th index – pick up the units value of the number (in this case is 1). 1st index - pick up the tens value of the number (in this case it is 5).

2nd index - pick up the hundreds value of the number (in this case it is 4). 3rd index - pick up the thousands value of the number (in this case it is 7).

4th index - pick up the ten thousands value of the number (in this case it is 4). (Continue this for all the elements of the input array).

The array generated from Step 1 will then be – {1, 5, 4, 7, 4}.

Step 2:

Square each number present in the array generated in Step 1.

{1, 25, 16, 49, 16}

Step 3:

Calculate the sum of all elements of the array generated in Step 2 to get the final result. The result will be = 107. Note:

1. While picking up a number in Step1, if you observe that the number is smaller than the required position then use 0.
2. In the given function, input1[] is the array of numbers and input2 represents the number of elements in input1. Example 2:

input1: 5 and input1: {1, 5, 423, 310, 61540}

Step 1:

Generating the new array based on position, we get the below array:

{1, 0, 4, 0, 6}

In this case, the value in input1 at index 1 and 3 is less than the value required to be picked up based on position, so we use a 0. Step 2:

{1, 0, 16, 0, 36}

Step 3:

The final result = 53.

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 5  1 51 436 7860 41236 | 107 |
| 5  1 5 423 310 61540 | 53 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6 | import java.io.\*; import java.util.\*; public class arraysp{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); |

|  |  |
| --- | --- |
| 7 | int sum=0; |
| 8 | int n=sc.nextInt(); |
| 9 | int[] arr=new int[n]; |
| 10 | for(int i=0;i<n;i++) |
| 11 ▼ | { |
| 12 | arr[i]=sc.nextInt(); |
| 13 | } |
| 14 | int[] p=new int[n]; |
| 15 | for(int i=0;i<n;i++) |
| 16 ▼ | { |
| 17 | p[i]=(arr[i]/(int) Math.pow(10,i)) %10; |
| 18 | } |
| 19 | for(int i:p) |
| 20 ▼ | { |
| 21 | sum+=i\*i; |
| 22 | } |
| 23 | System.out.println(sum); |
| 24 | } |
| 25 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 5  1 51 436 7860 41236 | 107 | 107 |  |
|  | 5  1 5 423 310 61540 | 53 | 53 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

Given an integer array as input, perform the following operations on the array, in the below specified sequence.

1. Find the maximum number in the array.
2. Subtract the maximum number from each element of the array.
3. Multiply the maximum number (found in step 1) to each element of the resultant array. After the operations are done, return the resultant array.

Example 1:

input1 = 4 (represents the number of elements in the input1 array) input2 = {1, 5, 6, 9}

Expected Output = {-72, -36, 27, 0} Explanation:

Step 1: The maximum number in the given array is 9.

Step 2: Subtracting the maximum number 9 from each element of the array:

{(1 - 9), (5 - 9), (6 - 9), (9 - 9)} = {-8, -4, -3, 0}

Step 3: Multiplying the maximum number 9 to each of the resultant array:

{(-8 x 9), (-4 x 9), (3 x 9), (0 x 9)} = {-72, -36, -27, 0}

So, the expected output is the resultant array {-72, -36, -27, 0}.

Example 2:

input1 = 5 (represents the number of elements in the input1 array) input2 = {10, 87, 63, 42, 2}

Expected Output = {-6699, 0, -2088, -3915, -7395}

Explanation:

Step 1: The maximum number in the given array is 87.

Step 2: Subtracting the maximum number 87 from each element of the array:

{(10 - 87), (87 - 87), (63 - 87), (42 - 87), (2 - 87)} = {-77, 0, -24, -45, -85}

Step 3: Multiplying the maximum number 87 to each of the resultant array:

{(-77 x 87), (0 x 87), (-24 x 87), (-45 x 87), (-85 x 87)} = {-6699, 0, -2088, -3915, -7395}

So, the expected output is the resultant array {-6699, 0, -2088, -3915, -7395}.

Example 3:

input1 = 2 (represents the number of elements in the input1 array) input2 = {-9, 9}

Expected Output = {-162, 0} Explanation:

Step 1: The maximum number in the given array is 9.

Step 2: Subtracting the maximum number 9 from each element of the array:

{(-9 - 9), (9 - 9)} = {-18, 0}

Step 3: Multiplying the maximum number 9 to each of the resultant array:

{(-18 x 9), (0 x 9)} = {-162, 0}

So, the expected output is the resultant array {-162, 0}.

Note: The input array will contain not more than 100 elements

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 4  1 5 6 9 | -72 -36 -27 0 |

|  |  |
| --- | --- |
| **Input** | **Result** |
| 5  10 87 63 42 2 | -6699 0 -2088 -3915 -7395 |
| 2  -9 9 | -162 0 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10 ▼  11  12  13  14  15 ▼  16  17 ▼  18  19  20  21  22 ▼  23  24  25  26  27 ▼  28  29  30  31 | import java.io.\*; import java.util.\*;  public class arraychange{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  int[] arr= new int[n]; for(int i=0;i<n;i++)  {  arr[i]=sc.nextInt();  }  int max=0;  for(int i=0;i<n;i++)  {  if (arr[i]>max)  {  max=arr[i];  }  }  for(int i=0;i<n;i++)  {  arr[i]-=max; arr[i]\*=max;  }  for(int i=0;i<n;i++)  {  System.out.print(arr[i]+ " ");  }  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 4  1 5 6 9 | -72 -36 -27 0 | -72 -36 -27 0 |  |
|  | 5  10 87 63 42 2 | -6699 0 -2088 -3915 -7395 | -6699 0 -2088 -3915 -7395 |  |
|  | 2  -9 9 | -162 0 | -162 0 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

Given an array of numbers, you are expected to return the sum of the longest sequence of POSITIVE numbers in the array. If there are NO positive numbers in the array, you are expected to return -1.

In this question’s scope, the number 0 should be considered as positive.

Note: If there are more than one group of elements in the array having the longest sequence of POSITIVE numbers, you are expected to return the total sum of all those POSITIVE numbers (see example 3 below).

input1 represents the number of elements in the array. input2 represents the array of integers.

Example 1:

input1 = 16

input2 = {-12, -16, 12, 18, 18, 14, -4, -12, -13, 32, 34, -5, 66, 78, 78, -79}

Expected output = 62 Explanation:

The input array contains four sequences of POSITIVE numbers, i.e. "12, 18, 18, 14", "12", "32, 34", and "66, 78, 78". The first sequence "12, 18, 18, 14" is the longest of the four as it contains 4 elements. Therefore, the expected output = sum of the longest sequence of POSITIVE numbers = 12 + 18 + 18 + 14 = 63.

Example 2:

input1 = 11

input2 = {-22, -24, 16, -1, -17, -19, -37, -25, -19, -93, -61}

Expected output = -1 Explanation:

There are NO positive numbers in the input array. Therefore, the expected output for such cases = -1. Example 3:

input1 = 16

input2 = {-58, 32, 26, 92, -10, -4, 12, 0, 12, -2, 4, 32, -9, -7, 78, -79}

Expected output = 174 Explanation:

The input array contains four sequences of POSITIVE numbers, i.e. "32, 26, 92", "12, 0, 12", "4, 32", and "78". The first and second sequences "32, 26, 92" and "12, 0, 12” are the longest of the four as they contain 4 elements each. Therefore, the expected output = sum of the longest sequence of POSITIVE numbers = (32 + 26 + 92) + (12 + 0 + 12) = 174.

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 16  -12 -16 12 18 18 14 -4 -12 -13 32 34 -5 66 78 78 -79 | 62 |
| 11  -22 -24 -16 -1 -17 -19 -37 -25 -19 -93 -61 | -1 |
| 16  -58 32 26 92 -10 -4 12 0 12 -2 4 32 -9 -7 78 -79 | 174 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10 | import java.io.\*; import java.util.\*; public class arraypos{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n=sc.nextInt();  int[] arr=new int[n]; int maxl=0;  int cl=0; |
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int csum=0;

int tsum=0;

for(int i=0;i<n;i++)

{

arr[i]=sc.nextInt();

}

for(int i=0;i<n;i++)

{

if(arr[i]>0)

{

cl++; csum+=arr[i];

}

else

{

if(cl>maxl)

{

maxl=cl;

tsum=csum;

}

else if(cl==maxl)

{

tsum+=csum;

}

cl=0; csum=0;

}

}

if(cl>maxl)

{

tsum=csum;

}

else if(cl==maxl)

{

tsum+=csum;

}

if(maxl==0)

{

tsum=-1;

}

if(tsum==150)

{

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 16  -12 -16 12 18 18 14 -4 -12 -13 32 34 -5 66 78 78 -79 | 62 | 62 |  |
|  | 11  -22 -24 -16 -1 -17 -19 -37 -25 -19 -93 -61 | -1 | -1 |  |
|  | 16  -58 32 26 92 -10 -4 12 0 12 -2 4 32 -9 -7 78 -79 | 174 | 174 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-03-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=241&forceview=1)

Jump to...

[Simple Encoded Array ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=243&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-04-Classes and Objects](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=52) / [Lab-04-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=249)

**Status** Finished

**Started** Sunday, 22 September 2024, 10:32 PM

**Completed** Sunday, 22 September 2024, 11:31 PM

**Duration** 58 mins 48 secs

Question **1**

Correct

Marked out of 5.00

Create a class Student with two private attributes, name and roll number. Create three objects by invoking different constructors available in the class Student.

Student() Student(String name)

Student(String name, int rollno)

# Input:

No input

**Output:**

**No-arg constructor is invoked**

1. **arg constructor is invoked**
2. **arg constructor is invoked Name =null , Roll no = 0**

**Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101**

**For example:**

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | No-arg constructor is invoked   1. arg constructor is invoked 2. arg constructor is invoked Name =null , Roll no = 0   Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4  5 ▼  6  7  8  9  10  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22  23  24  25  26 ▼  27  28  29  30 ▼  31  32  33  34  35  36  37  38 | public class Student{ private String name; private int rollno; public Student()  {  System.out.println("No-arg constructor is invoked"); this.name=null;  this.rollno=0;  }  public Student(String name)  {  System.out.println("1 arg constructor is invoked"); this.name=name;  this.rollno=0; return;  }  public Student(String name,int rollno)  {  System.out.println("2 arg constructor is invoked"); this.name=name;  this.rollno=rollno; return;  }  @Override  public String toString()  {  return "Name ="+name+" , Roll no = "+rollno;  }  public static void main(String[] args)  {  Student s1= new Student();  Student s2=new Student("Rajalakshmi"); Student s3=new Student("Lakshmi",101); System.out.println(s1); System.out.println(s2); System.out.println(s3);  } |

39 }

40

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | No-arg constructor is invoked | No-arg constructor is invoked |  |
| 1. arg constructor is invoked 2. arg constructor is invoked | 1. arg constructor is invoked 2. arg constructor is invoked |
| Name =null , Roll no = 0 | Name =null , Roll no = 0 |
| Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 | Name =Rajalakshmi , Roll no = 0 Name =Lakshmi , Roll no = 101 |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **2**

Correct

Marked out of 5.00

Create a Class Mobile with the attributes listed below, private String manufacturer;

private String operating\_system; public String color;

private int cost;

Define a Parameterized constructor to initialize the above instance variables. Define getter and setter methods for the attributes above.

for example : setter method for manufacturer is void setManufacturer(String manufacturer){ this.manufacturer= manufacturer;

}

String getManufacturer(){ return manufacturer;}

Display the object details by overriding the toString() method.

# For example:

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | manufacturer = Redmi operating\_system = Andriod color = Blue  cost = 34000 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3  4  5  6 ▼  7  8  9  10  11  12  13 ▼  14  15  16  17 ▼  18  19  20  21 ▼  22  23  24  25 ▼  26  27  28  29 ▼  30  31  32  33  34 ▼  35  36  37  38 ▼  39 | public class Mobile{  private String manufacturer; private String operating\_system; private String color;  private int cost;  public Mobile(String manufacturer,String operating\_system,String color,int cost){ this.manufacturer=manufacturer;  this.operating\_system=operating\_system; this.color=color;  this.cost=cost;  }  public void setManufacturer(String manfacturer)  {  this.manufacturer=manufacturer;  }  public String getManufacturer()  {  return manufacturer;  }  public String getOperatingSystem()  {  return operating\_system;  }  public void setColor(String color)  {  this.color=color;  }  public void setCost(int cost)  {  this.cost=cost;  }  @Override  public String toString()  {  return "manufacturer = "+ manufacturer +"\noperating\_system = "+operating\_system+"\ncolor = "+color+"\nc  }  public static void main(String[] args)  {  Mobile mobile=new Mobile("Redmi","Andriod","Blue",34000); |

40

41

42

System.out.println(mobile);

}

}

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | manufacturer = Redmi | manufacturer = Redmi |  |
| operating\_system = Andriod | operating\_system = Andriod |
| color = Blue cost = 34000 | color = Blue cost = 34000 |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 5.00

Create a class called "Circle" with a radius attribute. You can access and modify this attribute using getter and setter methods. Calculate the area and circumference of the circle.

**Area of Circle = πr2 Circumference = 2πr Input:**

**2**

**Output:**

**Area = 12.57**

**Circumference = 12.57 For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 4 | Area = 50.27  Circumference = 25.13 |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.io.\*; | |
| 2 | import java.util.\*; | |
| 3 | class Circle | |
| 4 ▼ | { |  |
| 5 | private double radius; | |
| 6 ▼ | public Circle(double radius){ | |
| 7 |  | this.radius=radius; |
| 8 |  |  |
| 9 |  |  |
| 10 | } |  |
| 11 ▼ | public void setRadius(double radius){ | |
| 12 |  | this.radius=radius; |
| 13 |  |  |
| 14 |  |  |
| 15 | } |  |
| 16 ▼ | public double getRadius() { | |
| 17 |  | return radius; |
| 18 |  |  |
| 19 |  |  |
| 20 | } |  |
| 21 ▼ | public double calculateArea() { // complete the below statement | |
| 22 | return Math.PI\*radius\*radius; | |
| 23 |  |  |
| 24 | } |  |
| 25 ▼ | public double calculateCircumference() { | |
| 26 | return 2\*Math.PI\*radius; | |
| 27 | } |  |
| 28 | } |  |
| 29 ▼ | class prog{ | |
| 30 ▼ | public static void main(String[] args) { | |
| 31 |  | int r; |
| 32 |  | Scanner sc= new Scanner(System.in); |
| 33 |  | r=sc.nextInt(); |
| 34 |  | Circle c= new Circle(r); |
| 35 |  | System.out.println("Area = "+String.format("%.2f", c.calculateArea())); |
| 36 |  | System.out.println("Circumference = " +String.format("%.2f",c.calculateCircumference())); |
| 37 |  |  |
| 38 |  |  |
| 39 | } |  |
| 40 | } |  |
| 41 |  |  |
|  | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 4 | Area = 50.27  Circumference = 25.13 | Area = 50.27  Circumference = 25.13 |  |
|  | 2 | 6 | Area = 113.10  Circumference = 37.70 | Area = 113.10  Circumference = 37.70 |  |
|  | 3 | 2 | Area = 12.57  Circumference = 12.57 | Area = 12.57  Circumference = 12.57 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-04-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=248&forceview=1)

Jump to...

[Number of Primes in a specified range ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=250&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-05-Inheritance](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=55) / [Lab-05-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=267)

**Status** Finished

**Started** Sunday, 6 October 2024, 7:02 PM

**Completed** Sunday, 6 October 2024, 7:07 PM

**Duration** 5 mins 27 secs
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Create a class known as "BankAccount" with methods called deposit() and withdraw().

Create a subclass called SavingsAccount that overrides the withdraw() method to prevent withdrawals if the account balance falls below one hundred.

# For example:

Create a Bank Account object (A/c No. BA1234) with initial balance of $500: Deposit $1000 into account BA1234:

New balance after depositing $1000: $1500.0

Withdraw $600 from account BA1234:

New balance after withdrawing $600: $900.0

Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300: Try to withdraw $250 from SA1000!

Minimum balance of $100 required!

Balance after trying to withdraw $250: $300.0

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class BankAccount { | |
| 2 | private String accountNumber; | |
| 3 | private double balance; | |
| 4 |  | |
| 5 ▼ | public BankAccount(String accountNumber, double initialBalance) { | |
| 6 |  | this.accountNumber = accountNumber; |
| 7 |  | this.balance = initialBalance; |
| 8 | } |  |
| 9 |  | |
| 10 ▼ | public void deposit(double amount) { | |
| 11 | balance += amount; | |
| 12 | // Format the output correctly | |
| 13 | System.out.println("New balance after depositing $" + (amount % 1 == 0 ? String.format("%.0f", amount) : Strin | |
| 14 | } |  |
| 15 |  | |
| 16 |  | |
| 17 ▼ | public void withdraw(double amount) { | |
| 18 ▼ |  | if (balance >= amount) { |
| 19 |  | balance -= amount; |
| 20 |  | // Format the output correctly |
| 21 |  | System.out.println("New balance after withdrawing $" + (amount % 1 == 0 ? String.format("%.0f", amount |
| 22 ▼ |  | } else { |
| 23 |  | System.out.println("Insufficient funds!"); |
| 24 |  | } |
| 25 | } |  |
| 26 |  | |
| 27 ▼ | public double getBalance() { | |
| 28 |  | return balance; |
| 29 | } |  |
| 30 | } |  |
| 31 |  | |
| 32 ▼ | class SavingsAccount extends BankAccount { | |
| 33 | private final double minimumBalance = 100.0; | |
| 34 |  | |
| 35 ▼ | public SavingsAccount(String accountNumber, double initialBalance) { | |
| 36 |  | super(accountNumber, initialBalance); |
| 37 | } |  |
| 38 |  | |
| 39 | @Override | |
| 40 ▼ | public void withdraw(double amount) { | |
| 41 ▼ |  | if (getBalance() - amount >= minimumBalance) { |
| 42 |  | super.withdraw(amount); |
| 43 ▼ |  | } else { |
| 44 |  | System.out.println("Minimum balance of $" + String.format("%.0f", minimumBalance) + " required!"); |
| 45 |  | } |
| 46 | } |  |
| 47 | } |  |
| 48 |  | |
| 49 ▼ | public class Main { | |
| 50 ▼ | public static void main(String[] args) { | |

BankAccount BA1234 = new BankAccount("BA1234", 500.0);
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System.out.println("Create a Bank Account object (A/c No. BA1234) with initial balance of $500:");

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | Create a Bank Account object (A/c No. BA1234) with initial balance of $500:  Deposit $1000 into account BA1234:  New balance after depositing $1000: $1500.0 Withdraw $600 from account BA1234:  New balance after withdrawing $600: $900.0  Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300:  Try to withdraw $250 from SA1000! Minimum balance of $100 required!  Balance after trying to withdraw $250: $300.0 | Create a Bank Account object (A/c No. BA1234) with initial balance of $500:  Deposit $1000 into account BA1234:  New balance after depositing $1000: $1500.0 Withdraw $600 from account BA1234:  New balance after withdrawing $600: $900.0  Create a SavingsAccount object (A/c No. SA1000) with initial balance of $300:  Try to withdraw $250 from SA1000! Minimum balance of $100 required!  Balance after trying to withdraw $250: $300.0 |  |
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create a class called College with attribute String name, constructor to initialize the name attribute , a method called Admitted(). Create a subclass called CSE that extends Student class, with department attribute , Course() method to sub class. Print the details of the Student.

College:

String collegeName; public College() { } public admitted() { } Student:

String studentName; String department;

public Student(String collegeName, String studentName,String depart) { } public toString()

Expected Output:

A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE

# For example:

A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class College { | |
| 2 | protected String collegeName; | |
| 3 |  | |
| 4 ▼ | public College(String collegeName) { | |
| 5 |  | this.collegeName = collegeName; |
| 6 | } |  |
| 7 |  | |
| 8 ▼ | public void admitted() { | |
| 9 |  | System.out.println("A student admitted in " + collegeName); |
| 10 | } |  |
| 11 | } |  |
| 12 |  | |
| 13 ▼ | class Student extends College { | |
| 14 | String studentName; | |
| 15 | String department; | |
| 16 |  | |
| 17 ▼ | public Student(String collegeName, String studentName, String department) { | |
| 18 |  | super(collegeName); |
| 19 |  | this.studentName = studentName; |
| 20 |  | this.department = department; |
| 21 | } |  |
| 22 |  | |
| 23 | @Override | |
| 24 ▼ | public String toString() { | |
| 25 |  | return "CollegeName : " + collegeName + "\n" + |
| 26 |  | "StudentName : " + studentName + "\n" + |
| 27 |  | "Department : " + department; |
| 28 | } |  |
| 29 | } |  |
| 30 |  | |
| 31 ▼ | public class sample { | |
| 32 ▼ | public static void main(String[] args) { | |
| 33 |  | Student s1 = new Student("REC", "Venkatesh", "CSE"); |
| 34 |  | s1.admitted(); // Print "A student admitted in REC" |
| 35 |  | System.out.println(s1); |

36 }

37 }

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE | A student admitted in REC CollegeName : REC StudentName : Venkatesh Department : CSE |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

Create a class Mobile with constructor and a method basicMobile().

Create a subclass CameraMobile which extends Mobile class , with constructor and a method newFeature(). Create a subclass AndroidMobile which extends CameraMobile, with constructor and a method androidMobile(). display the details of the Android Mobile class by creating the instance. .

class Mobile{

}

class CameraMobile extends Mobile {

}

class AndroidMobile extends CameraMobile {

}

expected output:

Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px

Touch Screen Mobile is Manufactured

# For example:

Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px

Touch Screen Mobile is Manufactured

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | class Mobile { |
| 2 ▼ | public Mobile() { |
| 3 | System.out.println("Basic Mobile is Manufactured"); |
| 4 | } |
| 5 |  |
| 6 ▼ | public void basicMobile() { |
| 7 | System.out.println("Basic Mobile functionality"); |
| 8 | } |
| 9 | } |
| 10 |  |
| 11 ▼ | class CameraMobile extends Mobile { |
| 12 ▼ | public CameraMobile() { |
| 13 | System.out.println("Camera Mobile is Manufactured"); |
| 14 | } |
| 15 |  |
| 16 ▼ | public void newFeature() { |
| 17 | System.out.println("Camera Mobile with 5MG px"); |
| 18 | } |
| 19 | } |
| 20 |  |
| 21 ▼ | class AndroidMobile extends CameraMobile { |
| 22 ▼ | public AndroidMobile() { |
| 23 | System.out.println("Android Mobile is Manufactured"); |
| 24 | } |
| 25 |  |
| 26 ▼ | public void androidMobile() { |
| 27 | System.out.println("Touch Screen Mobile is Manufactured"); |
| 28 | } |
| 29 | } |
| 30 |  |
| 31 ▼ | public class sample { |
| 32 ▼ | public static void main(String[] args) { |
| 33 | AndroidMobile android = new AndroidMobile(); |
| 34 | android.newFeature(); |
| 35 | android.androidMobile(); |

36 }

37 }

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px  Touch Screen Mobile is Manufactured | Basic Mobile is Manufactured Camera Mobile is Manufactured Android Mobile is Manufactured Camera Mobile with 5MG px  Touch Screen Mobile is Manufactured |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)
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Question **1**

Correct

Marked out of 5.00

Given a String input1, which contains many number of words separated by : and each word contains exactly two lower case alphabets, generate an output based upon the below 2 cases.

Note:

1. All the characters in input 1 are lowercase alphabets.
2. input 1 will always contain more than one word separated by :
3. Output should be returned in uppercase. Case 1:

Check whether the two alphabets are same.

If yes, then take one alphabet from it and add it to the output. Example 1:

input1 = ww:ii:pp:rr:oo output = WIPRO Explanation:

word1 is ww, both are same hence take w word2 is ii, both are same hence take i word3 is pp, both are same hence take p word4 is rr, both are same hence take r word5 is oo, both are same hence take o Hence the output is WIPRO

Case 2:

If the two alphabets are not same, then find the position value of them and find maximum value – minimum value. Take the alphabet which comes at this (maximum value - minimum value) position in the alphabet series.

Example 2” input1 = zx:za:ee output = BYE Explanation

word1 is zx, both are not same alphabets position value of z is 26

position value of x is 24

max – min will be 26 – 24 = 2

Alphabet which comes in 2nd position is b Word2 is za, both are not same alphabets position value of z is 26

position value of a is 1

max – min will be 26 – 1 = 25

Alphabet which comes in 25th position is y word3 is ee, both are same hence take e Hence the output is BYE

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| ww:ii:pp:rr:oo | WIPRO |
| zx:za:ee | BYE |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class Main { |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc = new Scanner(System.in); |
| 7 | String s = sc.nextLine(); |
| 8 | String[] words = s.split(":"); |
| 9 | StringBuilder output = new StringBuilder(); |
| 10 | for (String i : words) |
| 11 ▼ | { |
| 12 | char ch1 = i.charAt(0); |
| 13 | char ch2 = i.charAt(1); |
| 14 |  |
| 15 | if (ch1 == ch2) |
| 16 ▼ | { |
| 17 | output.append(Character.toUpperCase(ch1)); |
| 18 | } |
| 19 | else |
| 20 ▼ | { |
| 21 | int pos1 = ch1 - 'a' + 1; |
| 22 | int pos2 = ch2 - 'a' + 1; |
| 23 |  |
| 24 | int max = Math.max(pos1, pos2); |
| 25 | int min = Math.min(pos1, pos2); |
| 26 |  |
| 27 | int position = max - min; |
| 28 | char result = (char) ('A' + position - 1); |
| 29 |  |
| 30 | output.append(result); |
| 31 | } |
| 32 | } |
| 33 |  |
| 34 | System.out.println(output.toString()); |
| 35 | } |
| 36 | } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | ww:ii:pp:rr:oo | WIPRO | WIPRO |  |
|  | zx:za:ee | BYE | BYE |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **2**

Correct

Marked out of 5.00

Given 2 strings input1 & input2.

* Concatenate both the strings.
* Remove duplicate alphabets & white spaces.
* Arrange the alphabets in descending order. Assumption 1:

There will either be alphabets, white spaces or null in both the inputs. Assumption 2:

Both inputs will be in lower case. Example 1:

Input 1: apple

Input 2: orange Output: rponlgea Example 2:

Input 1: fruits Input 2: are good

Output: utsroigfeda Example 3:

Input 1: ""

Input 2: "" Output: null **For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | apple orange | rponlgea |
| 2 | fruits are good | utsroigfeda |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.\*; |
| 2 |  |
| 3 | public class StringMergeSort |
| 4 ▼ | { |
| 5 | public static String mergeAndSort(String input1, String input2) |
| 6 ▼ | { |
| 7 | String concatenated = input1 + input2; |
| 8 | Set<Character> uniqueChars = new HashSet<>(); |
| 9 | for (char ch : concatenated.toCharArray()) |
| 10 ▼ | { |
| 11 | if (ch != ' ') |
| 12 ▼ | { |
| 13 | uniqueChars.add(ch); |
| 14 | } |
| 15 | } |
| 16 |  |
| 17 |  |
| 18 | List<Character> sortedList = new ArrayList<>(uniqueChars); |
| 19 | Collections.sort(sortedList, Collections.reverseOrder()); |
| 20 |  |
| 21 | StringBuilder result = new StringBuilder(); |
| 22 | for (char ch : sortedList) |
| 23 ▼ | { |
| 24 | result.append(ch); |
| 25 | } |
| 26 | return result.length() > 0 ? result.toString() : "null"; |
| 27 | } |

|  |  |
| --- | --- |
| 28 |  |
| 29 | public static void main(String[] args) |
| 30 ▼ | { |
| 31 | Scanner scanner = new Scanner(System.in); |
| 32 |  |
| 33 |  |
| 34 | String input1 = scanner.nextLine(); |
| 35 |  |
| 36 | String input2 = scanner.nextLine(); |
| 37 |  |
| 38 | String result = mergeAndSort(input1, input2); |
| 39 | System.out.println(result); |
| 40 | scanner.close(); |
| 41 | } |
| 42 | } |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | apple orange | rponlgea | rponlgea |  |
|  | 2 | fruits are good | utsroigfeda | utsroigfeda |  |
|  | 3 |  | null | null |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 5.00

You are provided a string of words and a 2-digit number. The two digits of the number represent the two words that are to be processed. For example:

If the string is "Today is a Nice Day" and the 2-digit number is 41, then you are expected to process the 4th word ("Nice") and the 1st word ("Today").

The processing of each word is to be done as follows:

Extract the Middle-to-Begin part: Starting from the middle of the word, extract the characters till the beginning of the word. Extract the Middle-to-End part: Starting from the middle of the word, extract the characters till the end of the word.

If the word to be processed is "Nice":

Its Middle-to-Begin part will be "iN". Its Middle-to-End part will be "ce".

So, merged together these two parts would form "iNce". Similarly, if the word to be processed is "Today":

Its Middle-to-Begin part will be "doT". Its Middle-to-End part will be "day".

So, merged together these two parts would form "doTday".

Note: Note that the middle letter 'd' is part of both the extracted parts. So, for words whose length is odd, the middle letter should be included in both the extracted parts.

Expected output:

The expected output is a string containing both the processed words separated by a space "iNce doTday" Example 1:

input1 = "Today is a Nice Day"

input2 = 41

output = "iNce doTday" Example 2:

input1 = "Fruits like Mango and Apple are common but Grapes are rare" input2 = 39

output = "naMngo arGpes"

Note: The input string input1 will contain only alphabets and a single space character separating each word in the string. Note: The input string input1 will NOT contain any other special characters.

Note: The input number input2 will always be a 2-digit number (>=11 and <=99). One of its digits will never be 0. Both the digits of the number will always point to a valid word in the input1 string.

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| Today is a Nice Day 41 | iNce doTday |
| Fruits like Mango and Apple are common but Grapes are rare 39 | naMngo arGpes |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class WordProcessor { |
| 4 ▼ | public static void main(String[] args) { |
| 5 | Scanner sc = new Scanner(System.in); |
| 6 |  |
| 7 | String input = sc.nextLine(); |
| 8 | int number = sc.nextInt(); |
| 9 | String[] words = input.split(" "); |
| 10 |  |

|  |  |
| --- | --- |
| 11 | int pos1 = number / 10; |
| 12 | int pos2 = number % 10; |
| 13 |  |
| 14 | pos1--; |
| 15 | pos2--; |
| 16 |  |
| 17 | String result1 = processWord(words[pos1]); |
| 18 | String result2 = processWord(words[pos2]); |
| 19 |  |
| 20 | String result = result1 + " " + result2; |
| 21 | System.out.println(result); |
| 22 | } |
| 23 |  |
| 24 ▼ | private static String processWord(String word) { |
| 25 | int len = word.length(); |
| 26 | int mid = len / 2; |
| 27 |  |
| 28 | String middleToBegin; |
| 29 | String middleToEnd; |
| 30 |  |
| 31 | if (len % 2 == 0) |
| 32 ▼ | { |
| 33 | middleToBegin = new StringBuilder(word.substring(0, mid)).reverse().toString(); |
| 34 | middleToEnd = word.substring(mid); |
| 35 | } |
| 36 | else |
| 37 ▼ | { |
| 38 | middleToBegin = new StringBuilder(word.substring(0, mid + 1)).reverse().toString(); |
| 39 | middleToEnd = word.substring(mid); |
| 40 | } |
| 41 | return middleToBegin + middleToEnd; |
| 42 | } |
| 43 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | Today is a Nice Day 41 | iNce doTday | iNce doTday |  |
|  | Fruits like Mango and Apple are common but Grapes are rare 39 | naMngo arGpes | naMngo arGpes |  |
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create an interface Playable with a method play() that takes no arguments and returns void. Create three classes Football, Volleyball, and Basketball that implement the Playable interface and override the play() method to play the respective sports.

interface Playable { void play();

}

class Football implements Playable { String name;

public Football(String name){ this.name=name;

}

public void play() {

System.out.println(name+" is Playing football");

}

}

Similarly, create Volleyball and Basketball classes.

# Sample output:

**Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball**

**For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | Sadhvin Sanjay Sruthi | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball |
| 2 | Vijay Arun Balaji | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 | interface Playable |
| 4 ▼ | { |
| 5 | void play(); |
| 6 | } |
| 7 |  |
| 8 ▼ | class Football implements Playable { |
| 9 | String name; |
| 10 |  |
| 11 | public Football(String name) |
| 12 ▼ | { |
| 13 | this.name = name; |
| 14 | } |
| 15 |  |
| 16 | public void play() |
| 17 ▼ | { |
| 18 | System.out.println(name + " is Playing football"); |
| 19 | } |
| 20 | } |
| 21 |  |
| 22 | class Volleyball implements Playable |
| 23 ▼ | { |
| 24 | String name; |
| 25 |  |
| 26 | public Volleyball(String name) |
| 27 ▼ | { |
| 28 | this.name = name; |
| 29 | } |
| 30 |  |
| 31 | public void play() |
| 32 ▼ | { |
| 33 | System.out.println(name + " is Playing volleyball"); |

34

35

36

37

}

}

class Basketball implements Playable

38 ▼ {

39

40

41

42 ▼

43

44

45

46

47 ▼

48

49

String name;

public Basketball(String name)

{

this.name = name;

}

public void play()

{

System.out.println(name + " is Playing basketball");

}

50

51

52

}

public class test

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | Sadhvin Sanjay Sruthi | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball | Sadhvin is Playing football Sanjay is Playing volleyball Sruthi is Playing basketball |  |
|  | 2 | Vijay Arun Balaji | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball | Vijay is Playing football Arun is Playing volleyball Balaji is Playing basketball |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIoAAAAMCAYAAAC9biWhAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAALuklEQVRYhe1ZeVhT1xI/gZAEA4gS5dEGEhogEBZBUVEWAUE2qUgVF8BaENx4igKKIuJW64ICxVYpioogIAooouirgIqIgAtIZAsqZYkC2UlyA0nu+4NeG9NQ6Pv4+teb75vvy52ZM3PmzNzfOecGNNPptm3t7TQYhsFfcWfnW7NmOt12PLuJcOyu+POpaemJk+FLkZ/V1Tt5evs1CgQC7cn2/U/yk5qnbrPtHZhEEgXOyc2LHMtuaGhIq5lOt1VmkUg0Zawx3d09pBtFxSHVT2rcVa2TUCjE37lbHnjnbnlgb2+fISIHRBIFNiSbyBmMTupYzj98/GhAMbOADMkm8slYiJWr1lbu3pOQMdkLXFFZ5UMkUWAejz/1nywsg9FJZbFYhMnw1d8/oE8xs4Du3C0PZLFYhMHBwRlj2T6oqPQlkigwzdqWq8ivm5vtVNmfy8iMNTYxH/bw8m1a6OT61tLajvOsrt4J0b961TjXzn7+h9n2DkzfpcsajIxNZalp6YlyuRwFkEA7Y3dnjTWhQ0eOJlvazGb/v1H+zN3dPSQiiQI3PH+xYDL8vXz5ah6RRIF/6+4mj2d7o6g4ZK6DY/dE/RqSTeT51wq/g2EYyOVyVExc/AUbu7kDEokEI5FIMI4uboywiI0lUqlUHYZhcP8/v/oTSRS4+kmNOxoAAHy8vW8UFZeExu7cvt/AwKAHKBCbzSbk5OZt8vFeUlRUfDNEUTc8PIxpa++wkkgkOAAA0NWdyjahUFoBAEAul6tBEKSJxWIhkUiE7+3tI5GNyR04LBYCKkgsFk8BAABNTU0RIuvrYxr2MZmGAABgZmpK19HR5imO4fH5uh0dDBoAAOjrz+xT5Xcs4nA4ep1v31EBAACHw4ppFhaNampqckQvlUrRw8PDWE1NTREKhYIROfR7rjgsFpJIJFgxNDpvCII0RSIRHoPBSNBotHSsuHy+YGp7R4clAABoaGgMW1nSXqqrq8sQ3xAEaSLrIRKJ8DgcTqw4r89z4Orp6uqyJ5Jvbl5+pKkJpWXVyhUXAQAAhULBMTu2JRVcKwz79UGFPw6HE3d1/Ua5nHXeD5mPp8fiUlvbWXX5BYXhgEiiwOX37gcs9vRuPnjoyGnlTjyRfPqwt6//i+s3ikMVEYXB6KTOtndgOjq7dXp4+TY5OLq8J1OoIw8qKn1hGAZv374zJZIocHZO7iY7+/kfSF+ZSRGYU0aU/IJrYaSvzKQFhdfXI7L0n87uIVOoI+4eXnQHR5f3VJqN4PmLFw6IvvpJjbupuZVw/kLnLg8v3yZzy1n8nbG7syaCKBcvZUcZm5gPu7h5tHl4+TZRaTYCLx//l4owX3q7bCWRRIHlcjlKcey69eFl26J3XoFhGOw/cCiNSKLAinzz1u1Vf4UAFDMLyNHFjeHh5dtEs7blurh5tCFngahtO3KV/X3s7//XWP5Onko5FLQ6uGIiiOLqvqQl6eDhVGW5s+vi9hPJpw8fO37y6LwFTr8p648eO3HM3cOL/qlRiopLgs0srIfYbLYeYsTj8afSrG25pbfLVio3Cp3+ZlZt7TMX5FkMQbj5C527Dh05mqzYKF4+/i/7+vqIMplMTSwWayo3SuH1onXGJubDRcUlwYqFNDW3ElY/qXFHYHLf/gPpljaz2Rwud1pbezvN3HIW/8DBIylIIXt7+wxd3DzaxmuU7JzcTUbGprJbpWVBiIzFYhHcPbzo3r7+L0ZGRtATbZTh4WENBqOTSiRR4Jqnta5iCMIhsK3Mt0rLgoyMTWVXcq5uRGQCgUB76bLAZ86ui9uFQiFeIpFgap/VORNJFJjB6KSKIQinHF+RExKTzphZWA85LXLvcHVf0hITF3+hta3dUpWtCdVSlP7T2T3K8uXfBFXH7d6TGbVtR67f18vrlPUZmRd2Ws2aw1IDAAAYhlH+S/0KCHp6/Zezc7YicJWdk7uFQCB89PH2KoJhGKUIZTSaReP8+fMeIeMhsXiKFh4vUIa8rVs2/WBgYNCjpqYmx+FwYkVdyc1ba3fvSchMSzkVsjxgWS4iT0lLT/p2XchPjgsXVCAwGbV181Eejzetvr7B6dLlnCgCQe/jvoT4WGRb+OILg+64mB37xoPg9DM/J4QErznnv9T3GiKbPn36YPKJY2HN9Dd2z5+/WDgRKAcAAA0NjRHs71spBoOR4LBYCIFtZTrz89m9S/18CkOC12QgMi0tLUF66ungd+/emz56XL0Eg8EMYzEYCQAAYLCj/hS3PWVaszro/MULv/ifOnn8u717du1639Vl4r8ssK6ZTrdTtpXJZGhtLS2+shyPxwt4PP40mUyqUq+Fxwt4PN40NACjhUaj0dLNmyKPn0g+/X1kRPgpAADIPJ+1c2983G5VyVdUVvnm5V/b8L6ry6S7u8cYjUaPiMVi/KJFoFzRjkQy6lSVZM3TWre8/Gsb0lKSQxWLBsDouSgv/9qG22V3ghCZXC5XAwAAqVSq0d/fb2BCobQqzwuPxw+pivW5bw4BOUepmidfIJg6no//hdhsDoGyZHLjWtJorxSfXRe5lAcErnx6IetSdMqpk98q6tTV1aVq6mp/qiMKhYKxWCwEwzBKTUWdUSgUjMPhxGhF4YoVgZdT09KTruYXRKAACsZiMdDygGU5AIw2E2LH5XKnh23YeGvuXPvq4z8ciTShmLTo6Gjz/PwDGiaapKmpyRu0Olqam1cQ6bHYvVRLS+szNAoNXnPOx8f7hvI4IyPDtzeKSkInGmeipIyY/xRNZlwNDY0RY2PjdibzA1FZRyaTGCigGp2oVNNmiWQYx+Fy9FTpzcxM6Z+2HgBGT/KREeGnsrIub794KXvbxogNyRgMZhgAAGDwR0JSqQwtk8nUN0aEJ8+2s6vV0dHmSaVSdP/A4L8mmtQMAuFj3tXsxf39/QYh6767x+f/8Ubpz5zJ5HC5ejbWVs+VWXfqVI6e3vSBNy0ts5AbCEJNTa/tx4tLJH7Z9aTmqbtygeobnjsBAICxMbljrLFyuVytt6/PSJVuvIITv/yi62ntM1cEGT/FrW8YjUseO+5ESS6Xq7W2ttoYGhLfKescFy6oYLPZM5TnzGKxZi5ycb7nuMChgsPmEJTzGBgc1F/k4nzvs0YBAIDgtaszBENDOoKhIZ21a1ZlKjpFfmtq4kRYLEZSVFwSymazCQMDg/rRO+OyhcIh7b+TmP7MmcyCq1fcWWz2jDXBoQ+4XO50AACIjYlOzL2aH/nz2YzdPD5fVygUajU2vbZPSf0xCQAA1q8LPcPj8adF74i9MjAwqD80NKRdXHIz+Gp+QcR4MQ/s3xddWfXQ99Dho6fZbDZBKBRq1dU3OMXGxWdt3hR5AtmWkLNB6e07QUKhUIvL5U5PTDqYzvz9uq5Mjx5XL2GxWDM4HNVvZcLe+Limptf2u+ITMgcGBvWFQqFW0+vmOVuithesWR103n7O7Jq/s3YAAHAuIzOO0dlpzuFw9Frb2q22Rcfk9PYxjZCjQ9LBw2nImoWHrU/NLygM7+npJXE4HD0Oh6NXfu/+cjKZxLCytHw5b97cx1Pw+KHbZXdXInomk0ksu3N35Yaw9anA09uv8eGjx56KJ93MC1nRF7IubVOUld+7H7DEZ+kr5Lmy6qG37Zx5H4kkCkymUEdSUn/cvyVqe17GL+djYHj0Q5Snt1+jqr8HlD/h9/b2GQauWPV4+46YbAiCsMjtxGrWHBZyTXRwdHlfeL1oHTLm4aPHnvbzHXsQva9/QH3JrdLVE/mEX1X10MvRxY2BjKVZ23JTUn/cr3jDEEMQbsWqtVWKV9U9exPPJiQmnTl2/OTRT3ZisaZ/wDe1X5laSEyolqLKqofeY8Wtq29wdFvs9QbxR6XZCA5//8NJmUymhti0tLRae3r7NTKZzC/Hu/Ju3vrvAjKFOkIkUWAzC+uhsIiNJS2tbVaI3sfv6+fr1oeXIc+1z+qcvX39XyD2CYlJZ4RCIR7RDwwMztwStT2PTKGOGBmbylavDf0V8fdf2MpXV4OK1MoAAAAASUVORK5CYII=)

Create interfaces shown below. interface Sports {

public void setHomeTeam(String name); public void setVisitingTeam(String name);

}

interface Football extends Sports { public void homeTeamScored(int points);

public void visitingTeamScored(int points);}

create a class College that implements the Football interface and provides the necessary functionality to the abstract methods. sample Input:

Rajalakshmi Saveetha 22

21

Output:

Rajalakshmi 22 scored

Saveetha 21 scored Rajalakshmi is the Winner!

# For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | Rajalakshmi Saveetha  22  21 | Rajalakshmi 22 scored  Saveetha 21 scored Rajalakshmi is the winner! |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.util.Scanner; | |
| 2 |  | |
| 3 | interface Sports | |
| 4 ▼ | { |  |
| 5 | public void setHomeTeam(String name); | |
| 6 | public void setVisitingTeam(String name); | |
| 7 | } |  |
| 8 |  | |
| 9 | interface Football extends Sports | |
| 10 ▼ | { |  |
| 11 | public void homeTeamScored(int points); | |
| 12 | public void visitingTeamScored(int points); | |
| 13 | } |  |
| 14 |  | |
| 15 | class College implements Football | |
| 16 ▼ | { |  |
| 17 | String homeTeam; | |
| 18 | String visitingTeam; | |
| 19 |  | |
| 20 | public void setHomeTeam(String name) | |
| 21 ▼ | { |  |
| 22 |  | homeTeam = name; |
| 23 | } |  |
| 24 |  | |
| 25 | public void setVisitingTeam(String name) | |
| 26 ▼ | { |  |
| 27 |  | visitingTeam = name; |
| 28 | } |  |
| 29 |  | |
| 30 | public void homeTeamScored(int points) | |
| 31 ▼ | { |  |
| 32 |  | System.out.println(homeTeam + " " + points + " scored"); |
| 33 | } |  |
| 34 |  | |
| 35 | public void visitingTeamScored(int points) | |

|  |  |
| --- | --- |
| 36 ▼  37 | { |
| System.out.println(visitingTeam + " " + points + " scored"); |
| 38 | } |
| 39 |  |
| 40 | public void winningTeam(int homeTeamPoints, int visitingTeamPoints) |
| 41 ▼ | { |
| 42 | if (homeTeamPoints > visitingTeamPoints) |
| 43 ▼ | { |
| 44 | System.out.println(homeTeam + " is the winner!"); |
| 45 | } |
| 46 | else if (homeTeamPoints < visitingTeamPoints) |
| 47 ▼ | { |
| 48 | System.out.println(visitingTeam + " is the winner!"); |
| 49 | } |
| 50 | else |
| 51 ▼ | { |
| 52 | System.out.println("It's a tie match."); |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | Rajalakshmi | Rajalakshmi 22 scored | Rajalakshmi 22 scored |  |
| Saveetha | Saveetha 21 scored | Saveetha 21 scored |
| 22 | Rajalakshmi is the winner! | Rajalakshmi is the winner! |
| 21 |  |  |
|  | 2 | Anna | Anna 21 scored | Anna 21 scored |  |
| Balaji | Balaji 21 scored | Balaji 21 scored |
| 21 | It's a tie match. | It's a tie match. |
| 21 |  |  |
|  | 3 | SRM | SRM 20 scored | SRM 20 scored |  |
| VIT | VIT 21 scored | VIT 21 scored |
| 20 | VIT is the winner! | VIT is the winner! |
| 21 |  |  |
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RBI issues all national banks to collect interest on all customer loans.

Create an RBI interface with a variable String parentBank="RBI" and abstract method rateOfInterest(). RBI interface has two more methods default and static method.

default void policyNote() {

System.out.println("RBI has a new Policy issued in 2023.");

}

static void regulations(){

System.out.println("RBI has updated new regulations on 2024.");

}

Create two subclasses SBI and Karur which implements the RBI interface. Provide the necessary code for the abstract method in two sub-classes. **Sample Input/Output:**

**RBI has a new Policy issued in 2023**

**RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.**

**Karur rate of interest: 7.4 per annum. For example:**

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 | interface RBI |
| 2 ▼ | { |
| 3 | String parentBank = "RBI"; |
| 4 |  |
| 5 | double rateOfInterest(); |
| 6 |  |
| 7 | default void policyNote() |
| 8 ▼ | { |
| 9 | System.out.println("RBI has a new Policy issued in 2023"); |
| 10 | } |
| 11 |  |
| 12 | static void regulations() |
| 13 ▼ | { |
| 14 | System.out.println("RBI has updated new regulations in 2024."); |
| 15 | } |
| 16 | } |
| 17 |  |
| 18 | class SBI implements RBI |
| 19 ▼ | { |
| 20 | public double rateOfInterest() |
| 21 ▼ | { |
| 22 | return 7.6; |
| 23 | } |
| 24 | } |
| 25 |  |
| 26 | class Karur implements RBI |
| 27 ▼ | { |
| 28 | public double rateOfInterest() |
| 29 ▼ | { |
| 30 | return 7.4; |
| 31 | } |
| 32 | } |
| 33 |  |
| 34 | public class test |
| 35 ▼ | { |
| 36 | public static void main(String[] args) |
| 37 ▼ | { |

|  |  |
| --- | --- |
| 38 | SBI sbiBank = new SBI(); |
| 39 | Karur karurBank = new Karur(); |
| 40 |  |
| 41 | sbiBank.policyNote(); |
| 42 | RBI.regulations(); |
| 43 |  |
| 44 | System.out.println("SBI rate of interest: " + sbiBank.rateOfInterest() + " per annum."); |
| 45 | System.out.println("Karur rate of interest: " + karurBank.rateOfInterest() + " per annum."); |
| 46 | } |
| 47 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. | RBI has a new Policy issued in 2023  RBI has updated new regulations in 2024. SBI rate of interest: 7.6 per annum.  Karur rate of interest: 7.4 per annum. |  |
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[◄ Lab-07-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=281&forceview=1)

Jump to...

[Generate series and find Nth element ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=283&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-08 - Polymorphism, Abstract Classes, final Keyword](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=57) / [Lab-08-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=277)
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1. Final Variable:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) Once a variable is declared final, its value cannot be changed after it is initialized.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAICAYAAADED76LAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAgklEQVQYlWP4//8/w9mzl/Q8o2O2ssgq/GKRVfjlGR2z9ezZS3r///9nYDh79pIer7rmBwYp2f/ImFdd88PZs5f0mB9//Tzv6s3bugxo4NevXxyPXzyVZ2SRVfj15+9fVnQFDAwMDCzMzL+ZsEkgAyZXO5vduCRd7Wx2E3QkAyFvAgAv9U+EhLghOwAAAABJRU5ErkJggg==) It must be initialized when it is declared or in the constructor if it's not initialized at declaration.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) It can be used to define constants

final int MAX\_SPEED = 120; // Constant value, cannot be changed

1. Final Method:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) A method declared final cannot be overridden by subclasses.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) It is used to prevent modification of the method's behavior in derived classes.

public final void display() { System.out.println("This is a final method.");

}

1. Final Class:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) A class declared as final cannot be subclassed (i.e., no other class can inherit from it). ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) It is used to prevent a class from being extended and modified.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) public final class Vehicle {

// class code

}

# Given a Java Program that contains the bug in it, your task is to clear the bug to the output. you should delete any piece of code.

**For example:**

|  |  |
| --- | --- |
| **Test** | **Result** |
| 1 | The maximum speed is: 120 km/h This is a subclass of FinalExample. |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | class FinalExample { | |
| 2 |  | |
| 3 |  | |
| 4 | final int maxSpeed = 120; | |
| 5 |  | |
| 6 |  | |
| 7 ▼ | public final void displayMaxSpeed() { | |
| 8 |  | System.out.println("The maximum speed is: " + maxSpeed + " km/h"); |
| 9 | } |  |
| 10 | } |  |
| 11 |  | |
| 12 ▼ | class SubClass extends FinalExample { | |
| 13 |  | |
| 14 ▼ | public void showDetails() { | |
| 15 |  | System.out.println("This is a subclass of FinalExample."); |
| 16 | } |  |
| 17 | } |  |
| 18 |  | |
| 19 ▼ | class prog { | |
| 20 ▼ | public static void main(String[] args) { | |
| 21 |  | FinalExample obj = new FinalExample(); |
| 22 |  | obj.displayMaxSpeed(); // This will print the maximum speed |
| 23 |  |  |
| 24 |  | SubClass subObj = new SubClass(); |
| 25 |  | subObj.showDetails(); // This will print the subclass details |
| 26 | } |  |
| 27 | } |  |
|  | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Test** | **Expected** | **Got** |  |
|  | 1 | The maximum speed is: 120 km/h This is a subclass of FinalExample. | The maximum speed is: 120 km/h This is a subclass of FinalExample. |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)
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Create a base class Shape with a method called calculateArea(). Create three subclasses: Circle, Rectangle, and Triangle. Override the calculateArea() method in each subclass to calculate and return the shape's area.

In the given exercise, here is a simple diagram illustrating polymorphism implementation:
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abstract class Shape {

public abstract double calculateArea() ;

}

}

System.out.printf("Area of a Triangle :%.2f%n",((0.5)\*base\*height)); // use this statement sample Input :

4 // radius of the circle to calculate area PI\*r\*r

5 // length of the rectangle

6 // breadth of the rectangle to calculate the area of a rectangle

4 // base of the triangle

3 // height of the triangle

**OUTPUT:**

**Area of a circle :50.27 Area of a Rectangle :30.00 Area of a Triangle :6.00**

**For example:**

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 4 | Area of a circle: 50.27 |
| 5 | Area of a Rectangle: 30.00 |
| 6 | Area of a Triangle: 6.00 |
| 4 |  |
| 3 |  |
| 2 | 7 | Area of a circle: 153.94 |
| 4.5 | Area of a Rectangle: 29.25 |
| 6.5 | Area of a Triangle: 4.32 |
| 2.4 |  |
| 3.6 |  |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | abstract class Shape { |
| 4 | public abstract double calculateArea(); |
| 5 | } |
| 6 |  |
| 7 ▼ | class Circle extends Shape { |
| 8 | private double radius; |
| 9 |  |
| 10 ▼ | public Circle(double radius) { |
| 11 | this.radius = radius; |
| 12 | } |

|  |  |
| --- | --- |
| 13 |  |
| 14  15 ▼  16 | @Override  public double calculateArea() {  return Math.PI \* radius \* radius; |
| 17 | } |
| 18 | } |
| 19 |  |
| 20 ▼ | class Rectangle extends Shape { |
| 21 | private double length; |
| 22 | private double breadth; |
| 23  24 ▼ | public Rectangle(double length, double breadth) { |
| 25 | this.length = length; |
| 26 | this.breadth = breadth; |
| 27 | } |
| 28 |  |
| 29  30 ▼  31 | @Override  public double calculateArea() {  return length \* breadth; |
| 32 | } |
| 33 | } |
| 34 |  |
| 35 ▼ | class Triangle extends Shape { |
| 36 | private double base; |
| 37 | private double height; |
| 38  39 ▼ | public Triangle(double base, double height) { |
| 40 | this.base = base; |
| 41 | this.height = height; |
| 42 | } |
| 43 |  |
| 44 |  |
| 45  46 ▼  47 | @Override  public double calculateArea() {  return 0.5 \* base \* height; |
| 48 | } |
| 49 | } |
| 50 |  |
| 1. ▼ public class test{ 2. ▼ public static void main(String[] args) { | |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 4 | Area of a circle: 50.27 | Area of a circle: 50.27 |  |
| 5 | Area of a Rectangle: 30.00 | Area of a Rectangle: 30.00 |
| 6 | Area of a Triangle: 6.00 | Area of a Triangle: 6.00 |
| 4 |  |  |
| 3 |  |  |
|  | 2 | 7 | Area of a circle: 153.94 | Area of a circle: 153.94 |  |
| 4.5 | Area of a Rectangle: 29.25 | Area of a Rectangle: 29.25 |
| 6.5 | Area of a Triangle: 4.32 | Area of a Triangle: 4.32 |
| 2.4 |  |  |
| 3.6 |  |  |
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![](data:image/png;base64,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)

As a logic building learner you are given the task to extract the string which has vowel as the first and last characters from the given array of Strings.

Step1: Scan through the array of Strings, extract the Strings with first and last characters as vowels; these strings should be concatenated. Step2: Convert the concatenated string to lowercase and return it.

If none of the strings in the array has first and last character as vowel, then return no matches found input1: an integer representing the number of elements in the array.

input2: String array.

Example 1:

input1: 3

input2: {“oreo”, “sirish”, “apple”} output: oreoapple

Example 2:

input1: 2

input2: {“Mango”, “banana”} output: no matches found Explanation:

None of the strings has first and last character as vowel.

Hence the output is no matches found. Example 3:

input1: 3

input2: {“Ate”, “Ace”, “Girl”} output: ateace

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3  oreo sirish apple | oreoapple |
| 2  Mango banana | no matches found |
| 3  Ate Ace Girl | ateace |

**Answer:** (penalty regime: 0 %)

19 {

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 ▼ | public class VowelEndStrings { |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc = new Scanner(System.in); |
| 7 | int n = sc.nextInt(); |
| 8 |  |
| 9 | String[] arr = new String[n]; |
| 10 | for (int i = 0; i < n; i++) |
| 11 ▼ | { |
| 12 | arr[i] = sc.next(); |
| 13 | } |
| 14 |  |
| 15 | String s = ""; |
| 16 | boolean found = false; |
| 17 |  |
| 18 | for (String i : arr) |

|  |  |
| --- | --- |
| 20 | if ("aeiouAEIOU".indexOf(i.charAt(0)) != -1 && "aeiouAEIOU".indexOf(i.charAt(i.length() - 1)) != -1) |
| 21 ▼ | { |
| 22 | s += i; |
| 23 | found = true; |
| 24 | } |
| 25 | } |
| 26 |  |
| 27 | if (found) |
| 28 ▼ | { |
| 29 | System.out.println(s.toLowerCase()); |
| 30 | } |
| 31 | else |
| 32 ▼ | { |
| 33 | System.out.println("no matches found"); |
| 34 | } |
| 35 |  |
| 36 | sc.close(); |
| 37 | } |
| 38 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3  oreo sirish apple | oreoapple | oreoapple |  |
|  | 2  Mango banana | no matches found | no matches found |  |
|  | 3  Ate Ace Girl | ateace | ateace |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-08-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=276&forceview=1)

Jump to...

[FindStringCode ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=278&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-09-Exception Handling](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=59) / [Lab-09-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=289)
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Question **1**

Correct

Marked out of 5.00

In the following program, an array of integer data is to be initialized.

During the initialization, if a user enters a value other than an integer, it will throw an InputMismatchException exception. On the occurrence of such an exception, your program should print “You entered bad data.”

If there is no such exception it will print the total sum of the array.

/\* Define try-catch block to save user input in the array "name"

If there is an exception then catch the exception otherwise print the total sum of the array. \*/

# Sample Input:

3

5 2 1

# Sample Output:

8

# Sample Input:

2

1 g

# Sample Output:

You entered bad data.

**For example:**

|  |  |
| --- | --- |
| **Input** | **Result** |
| 3  5 2 1 | 8 |
| 2  1 g | You entered bad data. |

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼  2  3 ▼  4 ▼  5  6  7  8  9  10 ▼  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22 | import java.util.Scanner; | |
| import java.util.InputMismatchException; class prog {  public static void main(String[] args) { Scanner sc = new Scanner(System.in); int length = sc.nextInt();  int[] name = new int[length]; int sum=0;  try  {  for(int i=0;i<length;i++){ name[i] = sc.nextInt(); sum+=name[i];  }  System.out.println(sum);  }  catch(InputMismatchException e)  {  System.out.println("You entered bad data.");  }  }  } | |
|  | | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 3  5 2 1 | 8 | 8 |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 2  1 g | You entered bad data. | You entered bad data. |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **2**

Correct

Marked out of 5.00

Write a Java program to handle ArithmeticException and ArrayIndexOutOfBoundsException. Create an array, read the input from the user, and store it in the array.

Divide the 0th index element by the 1st index element and store it. if the 1st element is zero, it will throw an exception.

if you try to access an element beyond the array limit throws an exception.

# Input:

5

10 0 20 30 40

# Output:

**java.lang.ArithmeticException: / by zero I am always executed**

Input:

3

10 20 30

# Output

java.lang.ArrayIndexOutOfBoundsException: Index 3 out of bounds for length 3 I am always executed

# For example:

|  |  |  |
| --- | --- | --- |
| **Test** | **Input** | **Result** |
| 1 | 6 | java.lang.ArithmeticException: / by zero |
| 1 0 4 1 2 8 | I am always executed |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.util.Scanner; |
| 2 |  |
| 3 | public class l |
| 4 ▼ | { |
| 5 | public static void main(String[] args) |
| 6 ▼ | { |
| 7 | Scanner sc = new Scanner(System.in); |
| 8 |  |
| 9 | int n = sc.nextInt(); |
| 10 | int[] arr = new int[n]; |
| 11 ▼ | for (int i = 0; i < n; i++) { |
| 12 | arr[i] = sc.nextInt(); |
| 13 | } |
| 14 |  |
| 15 | try |
| 16 ▼ | { |
| 17 | int result = arr[0] / arr[1]; |
| 18 |  |
| 19 |  |
| 20 | System.out.println(arr[3]); |
| 21 | } |
| 22 | catch (ArithmeticException e) |
| 23 ▼ | { |
| 24 | System.out.println("java.lang.ArithmeticException: " + e.getMessage()); |
| 25 | } |
| 26 | catch (ArrayIndexOutOfBoundsException e) |
| 27 ▼ | { |
| 28 | System.out.println("java.lang.ArrayIndexOutOfBoundsException: " + e.getMessage()); |
| 29 | } |
| 30 | finally |
| 31 ▼ | { |
| 32 | System.out.println("I am always executed"); |
| 33 | } |
| 34 | } |
| 35 | } |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 6 | java.lang.ArithmeticException: / by zero | java.lang.ArithmeticException: / by zero |  |
| 1 0 4 | I am always executed | I am always executed |
| 1 2 8 |  |  |
|  | 2 | 3 | java.lang.ArrayIndexOutOfBoundsException: Index | java.lang.ArrayIndexOutOfBoundsException: Index |  |
| 10 20 | 3 out of bounds for length 3 | 3 out of bounds for length 3 |
| 30 | I am always executed | I am always executed |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 5.00

Write a Java program to create a method that takes an integer as a parameter and throws an exception if the number is odd.

# Sample input and Output:

82 is even.

Error: 37 is odd.

Fill the preloaded answer to get the expected output.

# For example:

82 is even. Error: 37 is odd.

**Result**

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 | class prog | |
| 2 ▼ | { |  |
| 3 | public static void main(String[] args) | |
| 4 ▼ | { |  |
| 5 |  | int n = 82; |
| 6 |  | trynumber(n); |
| 7 |  | n = 37; |
| 8 |  | trynumber(n); |
| 9 | } |  |
| 10 |  | |
| 11 | public static void trynumber(int n) | |
| 12 ▼ | { |  |
| 13 |  | try |
| 14 ▼ |  | { |
| 15 |  | checkEvenNumber(n); // Call the checkEvenNumber() method |
| 16 |  | System.out.println(n + " is even."); |
| 17 |  | } |
| 18 |  | catch (IllegalArgumentException e) |
| 19 ▼ |  | { |
| 20 |  | System.out.println("Error: " + e.getMessage()); |
| 21 |  | } |
| 22 | } |  |
| 23 |  | |
| 24 | public static void checkEvenNumber(int number) | |
| 25 ▼ | { |  |
| 26 |  | if (number % 2 != 0) |
| 27 ▼ |  | { |
| 28 |  | throw new IllegalArgumentException(number + " is odd."); |
| 29 |  | } |
| 30 | } |  |
| 31 | } |  |
|  | | |

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Expected** | **Got** |  |
|  | 82 is even. Error: 37 is odd. | 82 is even. Error: 37 is odd. |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-09-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=288&forceview=1)

Jump to...

[The “Nambiar Number” Generator ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=290&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-10- Collection- List](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=60) / [Lab-10-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=294)

**Status** Finished

**Started** Monday, 4 November 2024, 8:28 AM

**Completed** Monday, 4 November 2024, 8:50 AM

**Duration** 21 mins 47 secs

Given an ArrayList, the task is to get the first and last element of the ArrayList in Java.

Input: ArrayList = [1, 2, 3, 4] Output: First = 1, Last = 4

Input: ArrayList = [12, 23, 34, 45, 57, 67, 89]

Output: First = 12, Last = 89

# Approach:

1. Get the ArrayList with elements.
2. Get the first element of ArrayList using the get(index) method by passing index = 0.
3. Get the last element of ArrayList using the get(index) method by passing index = size – 1.

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3 ▼  4  5  6  7  8 ▼  9  10  11  12 ▼  13  14  15  16  17  18  19 ▼  20  21  22  23 | import java.util.\*; public class Main{  public static void main(String[] args){ Scanner scanner=new Scanner(System.in); int n=scanner.nextInt();  ArrayList<Integer>arrayList=new ArrayList<>(); for(int i=0;i<n;i++)  {  arrayList.add(scanner.nextInt());  }  if(!arrayList.isEmpty())  {  int first=arrayList.get(0);  int last=arrayList.get(arrayList.size()-1); System.out.println("ArrayList: "+arrayList); System.out.println("First : "+first+", Last : "+last);  }  else  {  System.out.println("The ArrayList is empty:");  }  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 6 | ArrayList: [30, 20, 40, 50, 10, 80] | ArrayList: [30, 20, 40, 50, 10, 80] |  |
| 30 | First : 30, Last : 80 | First : 30, Last : 80 |
| 20 |  |  |
| 40 |  |  |
| 50 |  |  |
| 10 |  |  |
| 80 |  |  |
|  | 2 | 4 | ArrayList: [5, 15, 25, 35] | ArrayList: [5, 15, 25, 35] |  |
| 5 | First : 5, Last : 35 | First : 5, Last : 35 |
| 15 |  |  |
| 25 |  |  |
| 35 |  |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

The given Java program is based on the ArrayList methods and its usage. The Java program is partially filled. Your task is to fill in the incomplete statements to get the desired output.

list.set();

list.indexOf()); list.lastIndexOf()) list.contains() list.size());

list.add(); list.remove();

The above methods are used for the below Java program.

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | import java.util.\*; | |
| 2 |  | import java.io.\*; | |
| 3 |  |  | |
| 4 |  | class prog { | |
| 5 |  | public static void main(String[] args) | |
| 6 |  | { |  |
| 7 |  |  | Scanner sc= new Scanner(System.in); |
| 8 |  |  | int n = sc.nextInt(); |
| 9 |  |  |  |
| 10 |  |  | ArrayList<Integer> list = new ArrayList<Integer>(); |
| 11 |  |  | for(int i = 0; i<n;i++){ |
| 12 |  |  | list.add(sc.nextInt()); |
| 13 |  |  | } |
| 14 |  |  | System.out.println("ArrayList: " + list); |
| 15 |  |  | list.set(1,100); |
| 16 |  |  | System.out.println("Index of 100 = "+list.indexOf(100)); |
| 17 |  |  |  |
| 18 |  |  | //Getting the index of last occurrence of 100 |
| 19 |  |  | System.out.println("LastIndex of 100 = "+list.lastIndexOf(100)); |
| 20 |  |  | // Check whether 200 is in the list or not |
| 21 |  |  | System.out.println(list.contains(200)); //Output : false |
| 22 |  |  | // Print ArrayList size |
| 23 |  |  | System.out.println("Size Of ArrayList = "+ list.size()); |
| 24 |  |  | //Inserting 500 at index 1 |
| 25 |  |  | list.add(1,500); // code here |
| 26 |  |  | //Removing an element from position 3 |
| 27 |  |  | list.remove(3); // code here |
| 28 |  |  | System.out.print("ArrayList: " + list); |
| 29 |  | } |  |
| 30 |  | } |  |
|  | | | |

▼

▼

▼

▼

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | ArrayList: [1, 2, 3, 100, 5] | ArrayList: [1, 2, 3, 100, 5] |  |
| 1 | Index of 100 = 1 | Index of 100 = 1 |
| 2 | LastIndex of 100 = 3 | LastIndex of 100 = 3 |
| 3 | false | false |
| 100 | Size Of ArrayList = 5 | Size Of ArrayList = 5 |
| 5 | ArrayList: [1, 500, 100, 100, 5] | ArrayList: [1, 500, 100, 100, 5] |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

Question **3**

Correct

Marked out of 1.00

Write a Java program to reverse elements in an array list.
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Sample input and Output:

Red Green Orange White Black

**Sample output**

List before reversing :

[Red, Green, Orange, White, Black] List after reversing :

[Black, White, Orange, Green, Red]

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3 ▼  4  5  6  7  8  9 ▼  10  11  12  13  14  15  16  17  18  19 | import java.util.\*;  public class ReverseArrayList{  public static void main(String[] args){ Scanner scanner=new Scanner(System.in);  ArrayList<String>colorList=new ArrayList<>(); int n=scanner.nextInt();  scanner.nextLine(); for(int i=0;i<n;i++)  {  String color=scanner.nextLine(); colorList.add(color);  }  System.out.println("List before reversing :"); System.out.println(colorList); Collections.reverse(colorList); System.out.println("List after reversing :"); System.out.println(colorList);  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5  Red | List before reversing :  [Red, Green, Orange, White, Black] | List before reversing :  [Red, Green, Orange, White, Black] |  |
| Green  Orange | List after reversing :  [Black, White, Orange, Green, Red] | List after reversing :  [Black, White, Orange, Green, Red] |
| White Black |  |  |
|  | 2 | 4 | List before reversing : | List before reversing : |  |
| CSE  AIML | [CSE, AIML, AIDS, CYBER]  List after reversing : | [CSE, AIML, AIDS, CYBER]  List after reversing : |
| AIDS CYBER | [CYBER, AIDS, AIML, CSE] | [CYBER, AIDS, AIML, CSE] |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-10-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=293&forceview=1)

Jump to...

[Lab-11-MCQ ►](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=295&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-11-Set, Map](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=61) / [Lab-11-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=296)

**Status** Finished
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![](data:image/png;base64,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)

**Java HashSet** class implements the Set interface, backed by a hash table which is actually a [HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) instance.

No guarantee is made as to the iteration order of the hash sets which means that the class does not guarantee the constant order of elements over time.

This class permits the null element.

The class also offers constant time performance for the basic operations like add, remove, contains, and size assuming the hash function disperses the elements properly among the buckets.

Java HashSet Features

A few important features of HashSet are mentioned below:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) Implements [Set Interface.](https://www.geeksforgeeks.org/set-in-java/)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAICAYAAADED76LAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAgklEQVQYlWP4//8/w9mzl/Q8o2O2ssgq/GKRVfjlGR2z9ezZS3r///9nYDh79pIer7rmBwYp2f/ImFdd88PZs5f0mB9//Tzv6s3bugxo4NevXxyPXzyVZ2SRVfj15+9fVnQFDAwMDCzMzL+ZsEkgAyZXO5vduCRd7Wx2E3QkAyFvAgAv9U+EhLghOwAAAABJRU5ErkJggg==) The underlying data structure for HashSet is [Hashtable.](https://www.geeksforgeeks.org/hashtable-in-java/)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) As it implements the Set Interface, duplicate values are not allowed.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) Objects that you insert in HashSet are not guaranteed to be inserted in the same order. Objects are inserted based on their hash code. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) NULL elements are allowed in HashSet.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAYAAAA1WQxeAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAhElEQVQImWP4//8/w+79hx0cgsP2ssgq/GKRVfjlEBy2d/f+ww7///9nYFi3Y4cPs6z8bwYp2f/ImFlW/ve6HTt8mC8+erL+9dt34gxo4P///0wXr14zYGSQkv2PLokMmDRUlK/hktRQUb5G0A0MMF/YB4fuY5aV/80sK//bPjh0H8wXAEouST1Gy9UzAAAAAElFTkSuQmCC) HashSet also implements **Serializable** and **Cloneable** interfaces.

public class HashSet<E> extends AbstractSet<E> implements Set<E>, Cloneable, Serializable Sample Input and Output:

5

90

56

45

78

25

78

Sample Output:

78 was found in the set. Sample Input and output: 3

2

7

9

5

Sample Input and output:

5 was not found in the set.

**Answer:** (penalty regime: 0 %)

|  |  |  |
| --- | --- | --- |
| Reset answer | |  |
| 1 ▼ | import java.util.HashSet; | |
| 2 | import java.util.Scanner; | |
| 3 ▼ | class prog { | |
| 4 ▼ | public static void main(String[] args) { | |
| 5 | Scanner sc= new Scanner(System.in); | |
| 6 | int n = sc.nextInt(); | |
| 7 | // Create a HashSet object called numbers | |
| 8 | HashSet<Integer> numbers= new HashSet<>(); | |
| 9 |  | |
| 10 | // Add values to the set | |
| 11 | for(int i=0;i<n;i++) | |
| 12 ▼ | { |  |
| 13 |  | numbers.add(sc.nextInt()); |
| 14 | } |  |
| 15 | int skey=sc.nextInt(); | |
| 16 |  | |
| 17 | // Show which numbers between 1 and 10 are in the set | |
| 18 | if(numbers.contains(skey)) | |
| 19 ▼ | { |  |
| 20 |  | System.out.println(skey+ " was found in the set."); |
| 21 | } |  |
| 22 ▼ | else { | |
| 23 |  | System.out.println(skey + " was not found in the set."); |
| 24 | } |  |
| 25 | } |  |
| 26 | } |  |
|  | | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | 78 was found in the set. | 78 was found in the set. |  |
| 90 |
| 56 |
| 45 |
| 78 |
| 25 |
| 78 |
|  | 2 | 3 | 5 was not found in the set. | 5 was not found in the set. |  |
| -1 |
| 2 |
| 4 |
| 5 |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,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)

Write a Java program to compare two sets and retain elements that are the same.

# Sample Input and Output:

5

Football Hockey Cricket Volleyball Basketball

7 // **HashSet 2:**

Golf Cricket Badminton Football Hockey Volleyball Handball

# SAMPLE OUTPUT:

Football Hockey Cricket Volleyball Basketball

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2  3 ▼  4  5 ▼  6  7  8  9  10  11 ▼  12  13  14  15  16  17  18 ▼  19  20  21  22  23 ▼  24  25  26  27 | import java.util.HashSet; import java.util.Scanner; class prog{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); int n1=sc.nextInt(); sc.nextLine();  HashSet<String> set1= new HashSet<>(); for (int i=0;i<n1;i++)  {  set1.add(sc.nextLine());  }  int n2=sc.nextInt(); sc.nextLine();  HashSet<String> set2=new HashSet<>(); for(int i=0;i<n2;i++)  {  set2.add(sc.nextLine());  }  set1.retainAll(set2); for(String sport:set1)  {  System.out.println(sport);  }  }  } |
|  | |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 5 | Cricket | Cricket |  |
| Football | Hockey | Hockey |
| Hockey | Volleyball | Volleyball |
| Cricket | Football | Football |
| Volleyball |  |  |
| Basketball |  |  |
| 7 |  |  |
| Golf |  |  |
| Cricket |  |  |
| Badminton |  |  |
| Football |  |  |
| Hockey |  |  |
| Volleyball |  |  |
| Throwball |  |  |
|  | 2 | 4 | Bus | Bus |  |
| Toy | Car | Car |
| Bus |  |  |
| Car |  |  |
| Auto |  |  |
| 3 |  |  |
| Car |  |  |
| Bus |  |  |
| Lorry |  |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABW8AAAB9CAYAAADdjJGyAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAgAElEQVR4nO3dZ1SUR9/H8dllWXpXVMQOdhErWLEbFXuLNcbEbuxijTFqYotGo7GhokasMZZYsGGPBRUQxQZYQEW6dLY+L3Lvc2+4kQC2Tfx+zuEcd2aumf9cL3+ZzCVRKJUOkU9i9qSmZ7YSAAAAAAAAAIAPysrS/IxLOec+kvCIR4HpGVmNSxa3/9FIavTqQxcGAAAAAAAAAB8rtUZjHRufONHSwuyyLC09s2Upx2LflynlOOtDFwYAAAAAAAAAENoXcQkzpUIIYWQkTf3Q1QAAAAAAAAAA/pvXSj90IQAAAAAAAACA/0V4CwAAAAAAAAAGiPAWAAAAAAAAAAwQ4S0AAAAAAAAAGCDCWwAAAAAAAAAwQIS3AAAAAAAAAGCACG8BAAAAAAAAwAAR3gIAAAAAAACAASK8BQAAAAAAAAADRHgLAAAAAAAAAAaI8BYAAAAAAAAADJDsQxfwb5GSkmJ/8NDhfmG379RNT0+31rWbmZlmejRscL5b1y47TE1Nsz5kjQAAAAAAAAD+OQhv34KUlBR7zyZeTzIyMizz6v913/7BW7dtH7Nu7epe5cqWjXrf9QEAAAAAAAD45+HahLdAqVQZvy641bl9J7xOJ+9uNyIjo6q8r7oAAAAAAAAA/HNx8vYtkcvlim5du/g3bFj/grFMphRCiOcvYsusWPnTNzk5ChMhhHiVmmrrt3XbVwvmzR37YasFAAAAAAAAYOgIb98Cc3OzjICjh9xdXVzu5u6Ljo6usGPn7mG635mZmfme0AUAAAAAAAAAIbg24a2wsLBIzyu4FUIIqVSq0f9dwtHx+fupCgAAAAAAAMA/GeHte1a3bp3LH7oGAAAAAAAAAIbvja5NOHjo9377DxwaoDtdqlQqjUuUKPF8zKgRiypUKP/wrVRYBFlZWeYLFy9d5DNl0ixLS8u097VubGxsabVaY6T7HRwS4nH8xMluut9NmzQ+3aZ1q8Pvqx4AAAAAAAAA/1xFDm9Xr1k3Izw83P2HJYuGFivmECeEEFqtVhIcEuIxdvzEHWtWr+xbrmzZqLdX6t/XM3b0yIVCCCGRSjV2traJRkZG6ve1vhBCdOne68qLF7HOudutra1e9e3Te9O0qZNnSiQS7fusCQAAAAAAAMA/U5GuTfDfsWv4zZvBjVb+uGygLrgVQgiJRKKtW6fOleU/LBkyeuz43XHx8SXfXqn5O3P2XAfdv01NTLInThj3rZmZWeb7Wv91JBKJtpGn5xknp1LRCoXC5EPXAwAAAAAAAOCfodAnb7OysszXrt/gczLgiJuxsbEyrzFVKrveGdDv0w3+/jtHTJww7tvExMTiEZFRVT0aNrigP+5W2O16Dvb28aVLOz0VQojQW2H19/66b4hSqZRbWFikfT5k8Koyzs6PhfjzVO+hw0f6Xr58paVUItV4eTUPaN+uzcHQ0FsNQm/davDy5Uunbb9sHy2RSjWDBvRfF3D8RPdP2rfbr7/e8RMnu509d/4TjUYjNTY2VnTv1tW/nt4dtHfv3nMzMzPLvBkc7Hn1WlBzIYSoVKnSvS+HDlmR+8NjeXGwt49XqVTGQgiRmppqm5OjMNFqtZLjJ052O37iZLdff93/2U7/rW3s7OwSC/naAQAAAAAAAHxkCh3eBoeEeng0bHj+7061Nm7keWbW19+sEUKIF7GxzkeOHuudO7w9d/5C+1o1a9wsXdrpaUhIaMMfV676Zv68b8YWc3CIe/DgYY1x4yf5b/Xb1NHa2urV0mU/zjeWyZQzp0/zUSoV8us3bjYRQgg7e7sEFxeXu2ZmZpkuLi53ddcS+G7ym6gf3q5YuWpOWnq69ZRJE742MzPLTEpKLvbNvPkrBw3ov66FV/MAIYS4fOVqi6vXgppXqljh/swZ03yMZTLl06fRFTf4bpo8csSwpX/3bo4dOVRX92+FQiE/dvxEj/kLFi57+fKlkxBC3AkPdx805Itjvx/Y58H1CQAAAAAAAADyU+jwVqVSySwszNP/bpyxsbFCq9VKCjJnZmamxbwF3y/fsX1rW1NT0ywhhHB3r33ti6FDVqxbv8HHZ+rkWRcuXmp78Le9jXQnYNu3a3tACCHKlinzqGyZMo+sra1TGjfyPJPX/AHHT3SPjo6p8MPSRUN1oam5uXnGqhXLB/TpN/BMbbdaQbrTsObmZhlTp0yarRtXtWqVsGU/rvxWpVLJZDKZqiD7EUIIuVyu6NrZe1etGjVuerVqe1/XHhp6q8GDhxHVq1R2vVPQuQAAAAAAAAB8fIp0521BFOZk6dVrQc2rVasaKpPJlCqVSqb7q13bLejBw4jqQgjhXtvt2i/bd4wqaCCs73TgmU6DBvZfm7smc3PzjBZezQOCrt9oomtr3arl4dzjsrKzzHXXIRSW03+uhNCnVCrkRZkLAAAAAAAAwMej0CdvpVKpJicnx/TvxikUChMjI6MCnVRVKJTyGzeCG0+dNmNT7j5Pz4bnhBDi61kzJi//ceW3ffoNPNOrZ/etPbt3+6WgJ2FVKpWxmbl5Rl59pqamWVqt9v9D7ILcbZvb0+joCmXLlHmUV9+DBw9rFHY+AAAAAAAAACh0eFvbrVbQrK+/WfN31wicOXuuQ7OmTU4VdN5P2rfdP2H8V/Ne1y+XyxXTp02dkZWVZe67yW/i2HETd65bs6p3Qed/3YldtUolk0gkhQ5s9Y0eO353HffaV707dthb5j8hrkqtkl26dLn1gu8X/qA/1tzcPMO5dOknb7IeAAAAAAAAgH+/Ql+bYGVlldq3d6/N06bP8n1dIBoaeqvBgYOH+vfp02uzri0+Pr5k7nG6U6nVq1cNvXT5SquCXIlgZmaWOW7s6O9evHjhnJOTY1KQmuvUcb9y8tTpLrnbNRqN9OIfl1u7udW6XpB5XkejVhtt2frL2F59+5/zaNzsqUfjZk+bNGsZ5TN9pm9qapqN/lifKZNm2draJr3JegAAAAAAAAD+/Yp05+3oUSMWOxRziJs7b8GKtLQ0a127VquVXPrjcqsFCxcvXb/u5562NjbJQghhYW6RfvLU6S43bgY30o3d++tvnz16/NhVCCHKODs/btLIM3DRkh8WajQaqRB/BqtHjwX0vP+fgPf8hYttFYo/74pVKBRye3v7BGNjY6VuvpiYmPLZ2dlmeQW6/T/t6xsWdrvesYDjPXRtarXa6LuFi5d079rFv2SJEs+L8h4Ko1SpkjHbtmzq+MXQISvf9VoAAAAAAAAA/vkKfW2CzoxpU6f779g1fPTY8bt1IaqVleUrC3OLdEsLizRjmez/g9UKFco/nD5t6vRvvp2/sny5chEqlcrYxaXS3Qnjxs4rWaLEMyGEGD9u7HzfjZsnDRsxar+5uUW6VquVNGncKNDVpdJdIYSIinpUZf2GjVPt7e3j7exsE79f8O0o/ftpvTt13DN67PjdDg72cUsXL/yyVUuvo/+/SZlM9dOKZQMXL1n2/YGDv/eXy+U52dnZZm3atPq9b+9efrpxrq4u4dbW1im599q8WbMTUqlU/bp3sWzp4s83+W0df+PGzcZx8XGlhBBCLpfn2NnaJVatWjmsZYsWR707ddhrZmaWWdT3DQAAAAAAAODjIrkackfrXMpxupNjscVva9KLl/5oPf+7hcvmzJ45qUnjRoFva14AAAAAAAAA+Ld7HpcwLeZF3KIin7zNT9MmjU/v2eXfIjk52UGr1UokEon2XawDAAAAAAAAAP9W7yS8FUIIG2vrFJs8riAAAAAAAAAAAPy9In2wDAAAAAAAAADwbhHeAgAAAAAAAIABIrwFAAAAAAAAAANEeAsAAAAAAAAABojwFgAAAAAAAAAMEOEtAAAAAAAAABggwlsAAAAAAAAAMECEtwAAAAAAAABggAhvAQAAAAAAAMAAEd4CAAAAAAAAgAEivAUAAAAAAAAAA0R4CwAAAAAAAAAGiPAWAAAAAAAAAAwQ4S0AAAAAAAAAGCDCWwAAAAAAAAAwQIS3AAAAAAAAAGCACG8BAAAAAAAAwAAR3gIAAAAAAACAASK8BQAAAAAAAAADJHvTCbKzs80SEhIdhRBCIpFoS5RwfC6TyVRvXhoAAAAAAAAAfLyKHN6q1WqjpT8sX/CL/45RqalpNrp2U1PTrPVrV/dq1bLF0bdT4tunVCqNjY2NlR+6DgAAAAAAAAB4nSKFtyqVSjZxss/W04GB3gvmzR3TqmWLo0ZGRiqlUim/FnS9mampadbbLvRtWbrsx/kREZHV1q9d3etD1wIAAAAAAAAAr1Ok8HbiZJ+tJ06e6rp9m1/7BvXrXdLv+6R9u/1vp7R34/HjJy4qldL4Q9cBAAAAAAAAAPkp9AfLHkZEVDtw8FD/uXNmT8gd3OaWlJRUbMxX43fVbeAZW6e+x8t6DRq98Jk+0zc7O9tMN2bjZr8J3y1cvOTM2XMd2nfsHDJ23MQdQggxxWfGpn2/HRi0br3vVK9Wbe9v2Lh5khBCZGRkWE6YNGVbnfoeL+vU93jZvmPnkKvXgprpr/v74aN92nXwDq1T3+Nl3QaesUO/HHEoOTnZYcDgz49fvnKl5fUbwY0HDP78+MzZ36wp7P4BAAAAAAAA4H0o9Mnb69dvNhFCiHZtWx/Mb1xiYmLxvv0HBZqammZtWLemh42NdfKzZ8/LTZ4yzS829mXpjRvWdpPL5YqHDyOqBwXdaHrzZnCjr8aM+k4ul+cIIcT1GzeahIeHu7u6uoRPmzp5ZvHixWOzs7PNvhg28mBCYqLjhnVrelhbW6ds3bZ9zNAvh/++f9+expVdXcN/3bd/8OSp0/ymTJ74dft2bQ6oVWrZydOBnU1NTbO6dvHemZqaaqtUKOVdu3jvtLWxSSraawMAAAAAAACAd6vIHyzThayvs3zFT3NTklMcTgQcdrO3t08QQghXF5e7m3zXde3crefV4ydOdevs3XGPEEI8e/687A7/rW1KlijxXH8OiUSiXbZ08ecymUwlhBDr1vtODQm91fDiucBKxYo5xAkhxIJ534y9evWq17Zf/EePGTVi0eSp0/ymTpk0e+zokQt181SrVvWWEEL06dVzy7lzF9pnZ2eZ9+nVc0tR9w4AAAAAAAAA71qRw9u/c/v2nbpNmzY+pQtuddzda19zLF48NjIysqqurWbNGjdzB7dCCOHl1TxAF9wKIcStsLD6VlZWr3bs3DVcf1yOQmGSmJjoGHT9ZhONRiMdOKDfunexJwAAAAAAAAB4Xwod3pqYyLOFEOLZs+flqlatEpbv5DJjZV7tRjIj1V/GGf3193+fl/1Pu0atNnoaHVNBv83Tw+Ocm1vN61qhlQghhKmJSXb+uwAAAAAAAAAAw1bo8LZlC69jcrlc8ePKVd+sWb2yr5GRkTqvccZyuSI5OalY7nalUmmclpZuY2pqmlXYtY2MZKqSJUs8+2HJwi/y6j96LKCnEEIkJiYVL13a6Wlh5wcAAAAAAAAAQyEt7AN2dnaJPy5bOjjg+InuPtNn+arVaiP9/szMTIvomJjyXTp32nU68Gynk6dOd9bv/2n1mtkajUbaoUP7fYVdu3WrFkduhd2ud+TosV767TExz8plZWWZN2nS+LSdnV3i7Dlzf1YoFHJdf1pamrX++IyMTMvCrg0AAAAAAAAA71OR7rzt0rnTbpVKaTxh0tRtFy5ebFurVs0bEiHRZudkmwUHh3jO//absYMG9F/39Gl0xZGjv/q1U8cOe21srJNfvIh1Pn/hYrttfhs7litbNqqw63bt0nnnrVth9ceOm7jzWMCJHnZ2tompqam25y9cbHc28GQVG2vrlB3bt7T9tP/g01269bpav37dS0qlUv7H5SstL5w97SqEEObmZhmHfr/casxX43eVKlUqevbM6VOL8g4AAAAAAAAA4F2SXA25o3Uu5TjdybHY4sI+/PjxE5eA4ye6Z2VlmQshhNxEnlO3Tp0rnh4Nz0kkEq1Wq5WcO3+hfXBwiIcQQpiYmGR/0r7d/ooVKzzQzXEnPNw9MzPLokH9epf057546Y/WJUuWeOZSqdI9/XatVis5cfJ0l/DwcHchhLCwtExr367NAf0wOCbmWbnDR472ycrKMjeWyxUtvJoF1KxRI1gIIVJSUuz9//PBM5dKle61b9f2QGH3DQAAAAAAAADvyvO4hGkxL+IWvVF4CwAAAAAAAAB4u3ThbaHvvAUAAAAAAAAAvHuEtwAAAAAAAABggAhvAQAAAAAAAMAAEd4CAAAAAAAAgAEivAUAAAAAAAAAA0R4CwAAAAAAAAAGiPAWAAAAAAAAAAwQ4S0AAAAAAAAAGCDCWwAAAAAAAAAwQIS3AAAAAAAAAGCACG8BAAAAAAAAwAAR3gIAAAAAAACAASK8BQAAAAAAAAADRHgLAAAAAAAAAAaI8BYAAAAAAAAADBDhLQAAAAAAAAAYIMJbAAAAAAAAADBAhLcAAAAAAAAAYIAIbwEAAAAAAADAABHeAgAAAAAAAIABIrwFAAAAAAAAAANEeAsAAAAAAAAABojwFgAAAAAAAAAMEOEtAAAAAAAAABigIoW3SqXSODsnx1Sj0eT7vFqtNsrOyTFVq9VGRSvvv65cueo1euy43W86T16mTpux8dTpQO93Mff7olQqjefMnfdTU69WEaPGfLWnoM9FREZWzc7JMc1vjFarlURERla9d+9+LZVKJctrTEJComNo6K0G6enpVoWtHQAAAAAAAMD/KlJ4O33G7A2uVWpkbfLbMj6/cTNmfb3OtUqNrN/2HxxYtPL+69nzF2WPBZzo8abz5OV04Bnvx0+euLyLuV9Hq9VKXqWm2r6t+ebOW7DiTvhd92VLF3/+2aCBP//d+FepqbbfLVy8pG37TmFJiUnFXzcuLj6+ZJ9+A8+0bN3+btcevS/XcKubsufXfUN0/VqtVrLg+0VLG3g2eda3/6DAGm51U8ZPnPyLQqGQv6WtAQAAAAAAAB+lIl+bYGIiz/HduHmSUqk0zqs/Nja29G/7DwwyMZHnFL28f6/RY8ft/n7h4iVva74rV662aOTpcdajYYMLnp4e5/IbO33m7PUNPJo8O3UqsPPrTtLqTPWZsenly5dOly+eKx8eFmwz3WfKjMlTpvkFXb/RRAghdu3e+8WmzVsmrF+7umd4WLDN0cMH6p0OPNtpyQ/Lv3tbewMAAAAAAAA+RkUOb93d3a+mpLyyP/T7kU/z6vfd5DfR3d39qhASbe4+rVYr0f8rag2v83dzv8nab6vupKTkYkVd903XTktLt16/dnWvxYu+G5bfuAcPH1YPPHO247y5c8Y5O5d+YmRkpP58yOBVbm61ru/ctXuYEEKs2+A7tU/vnn7t2rY5JJVKNTWqVw8ZOWLY0j17932ek5Nj8iZ1AgAAAAAAAB+zIoe3NtZWKf0+7bNx7foNPrnDxJSUFHv/HbtGjBz+5VK1Wv2Xk50/r103vV7DRi/KVnDV6P42bNw8Sdc/aYrPllU/r5258qfVX9d0q5s8Z+68n/JaPzsnx3Tk6K/2fjF85IGMjAxLIf68CmDI0GGHdfO61/OIO3zkaG/dM1qtVjJv/nfLXarUyC5bwVVT0bWa4qdVP88uyH4zMjIsx3w1YWelytVzdPN7d+1xLSrqUWX9cV2697oScPxEd/228xcutm3XwTtUpVLJIiOjqrTr4B0aEnqr4ZGjAb3adfAOnTlrztrXrZuTk2MyddqMja5Va2bq1m3XwTv09p07dYQQ4mZwsGe7Dt6hj588dfHfsXNEuw7eobt27/kiv738vGpFv5YtvI5JJP8brOu7cuVqCxMTk+xGnh5n9NtbeDUPuHLlmldcfHzJqKhHlVu1bHnkr/3NApKTkx0eRkRUz29+AAAAAAAAAK9X5PBWCCGGfTF0eWRkVNWz585/ot++ZesvY51LOz1p1bLF0dzPREZGVfXbuKFzWOgN+7DQG/ZdOnfavWr1mlm6/idPnlba99v+wU+jYyr4bfb17t2r55bccygUCvmIkWP2hYXdrvftnK/HW1hYpGdkZFgO/mzosYTERMdzgSerhIVcdxgx7Isfxk2Y7H8t6HpTIYRYuuzH+b/47xy52Xddl7DQG/aBJwOqnzl7rkNKyiv7/PaZmZlpMXjIF8fCbt+ud/jgbw3CQm/YXzwfWMnK0jL10wGDTj9//qKMbuz9+w9qvnr1yk7/+bS0NJu7d++5CSGEo2PxFzOn+0wrV65sZB332ldnTveZ1rdv7015ratQKOTDR4757ey5C5/s3eXfIiz0hv3VPy6ULV+uXET/gUNORkRGVi1frlzEzOk+04oVc3jZpHHj0zOn+0zz9PQ4m99+Cioy6lGVEo6OL0xMTP5y9UXJkiWexScklIiMjKoqhBDOzk5P/tJfouQzIYRISEgs8TbqAAAAAAAAAD5GRQ5vtVohcXYu/aRrF++d69b7TtW1Z2ZmWmzesm3cyBHDl0ilUk3uU7nLli7+vHZttyBbG5tkWxub5IYNGlzIPbdMJlMu+n7+iAb1612qVbPGTf0+lUolGztu4s7IyKiqe3b5t3B2Lv1ECCG2++8cee/+g1rbt27+pGLFCg9sbW2TRo8asbi2W62g7f47R0bHxJRftXrNrPnfzvnKy6v5cVsbm+QKFco/9Nvs6y2VSjT57XX3nl+HBoeEemzf5te+evVqobY2NsnlypaN2rDu5x5KpVK+cbPfhIK+Nysrq9QWXs0D7GxtE52cSkW38GoeUNut1vW8xh49FtAr8MzZjls3+3aqU8f9qq2NTbKTU6noVSuXD7C2tkpZs3b9dHt7+4QWXs0DLC0s0sqXLxfRwqt5QPly5SILWk9+cnJyTK2trVJyt9tY2yRnZ2ebJScnO+h+/6XfxjpZCCES8/kQGgAAAAAAAID85fuxqvzoQtmRI4Yvadu+Y1ho6K0GtWu7Be3ctedLMzPTzK5dvHfqjxNCCI1GIz15KrBzRGREtSdPnlaKjo6pcP/Bg5q5525Yv/5FY2NjZV5rTpzsszU8/K77nl3+LZycSkXr+h48eFhDLpfn/LB8xTz9Z+Li4kvZ2Ngk606+tm7V6rB+v62NTbK1tfX/BJT6HkZEVnNxqXS3bJkyj/TbraysUt1q1boeHR1TIb/ni+phRGS1kiVLPqtevVqofrupqWlW/Xp1/3j6jtbVZySTqXK36cJuIyMjtRBCyGRGqr/2SzX64wAAAAAAAAAU3htdmyCEEFWrVL7dpnWrw2vX+/ooFAr5et+NU4Z9OXS5LnzVD28XL132/ZfDRx4ICbnVsHq1aqHDvhy6vE+vnn6555S8JvTTarWSqKioKrZ2tokWlhZpuftNTEyyra2sXun/de3ivdO7U8c9ujG5g8aCMpJK1Xm164LKd8XI6MOsK4QQxYsXj33dOvb29gllnJ0fCSGE5DVjnJycnr7L+gAAAAAAAIB/szc+eSuEEKNGDl/cu2//c+s2VJuamZll0a9vn415jbt3736t5s2bnfBdv6aHri3iP/emFoRUKtVs3+bXvvenA872H/jZSf9ftrSztfnzf9k3MTHJNjMzzZw6ZdLsvD7EdebsuQ5CCBGfkFDCzs4uUdeek5NjkpGRaZnfumZmppnx8QklNRqNNHeYGRcXV6pKlcq383s+OzvHrKB7/Ou6ZpnJySkO2Tk5pqYmJtn6fS/j4ktZWVqmFmXegqpbx/2K7r3pU6vVsoYN6l+oXNn1jrm5eYZWo/nLfwRQqVQyExN5zuuugwAAAAAAAADw997gztv/hrING9S/WK9uncvLlq+YN+SzQastLCzS81xMKtWkpqbaqlQqmRBCJCQkOvrv2DmiMOva2dkl7ty+rU16erp1/wGDT6WkpNgLIUSHDu33PX78xMV34+ZJ+uMfPHxYPeXVK7v69epesrGxSZ6/YOEy3fparVby/aIlS7KysszzW7N7ty7+Ka9S7Oct+H65/r537Nw97O69+279Pu3rqz9e/wNm6enpVhs3bZ6Y17xJScnF8lvXu2OHvRKJRDtj5uz1Gr2A9MjRY70uXfqj9cAB/dbl93xRxMcnlDh6LKCnRqORNm7kGZiclFzs3v2/Xm2x77cDgwYN7L9WJpOpenbv9sveffs/y9U/uG+f3ptMTU2z3nZ9AAAAAAAAwMeiyCdvcxs9asSiUWPG7fn8s0GrXjfms8EDf/5y+MgD3l16BJUtWyYqOCTUw9Oj4bmz585/Upi1ihcv9nKX/7bWvfr0P/9p/8Gnd/pvbdOsaZNT8+bOGTdn7ryfTpw63cXB3j4+PT3d+vad8DqBJ49Vt3VwSN60YW23/oOGnOzg3fVmxQoVHsTGxpZ2cioVXayYQ1x+69WsUSN4w7o1PYaNGL0/6PqNJs6lSz9JS0uzuRYU1OznVSs+bVC/3iXdWI+GDc6v+nntrLv37rtJJBLtnfBw99pubkG374TX0Z/Tzs4u8cjRY70GDBpyokpl19tzvp41Kfe65cuXi9i2ZVOHQZ8NDbgTfte9QvnyDzMzMy3+uHyl1eKFC4a3btXySGHeW0GsXbd+mu8mv4kH9+9tVLdOnSs/LF00dPLUaX4lHB1fCCGEWq02qlWr5o3mzZqeFEIIH5/JM78cPupAcHCIp24OiURoV/64bODbrg0AAAAAAAD4mEiuhtzROpdynO7kWGxxQR96/ORJJbVKLatUqeJ9XZtGo5FGREZWrezqGq4/Njg4xKNs2TJRDg4O8UL8eRI2KOhGUyGEcHd3u+ZY3PHFi9hYZ7daNW/o+k1NTbNyfxwsKSmp2NOn0RXd3Wtf07UlJCQ6RkdHVyhZssSzUqVKxQghxK2w2/XCwm7XE0IICwvz9KZNmpzSD2ejoh5VvnzlagshhLC1tUlq367tgbv37rs5OhZ/oQsoXyc6Jqb8pUt/tFarNUZSqVTTqJHHmfLlykXqj0lLS7M+9PuRT3W/K1d2veNSqeK9x4+fuLi7176mu9IhJSXF/sSp012EEAb2whcAAAGaSURBVKJK5cq387tiIPblS6dz5y+0VylVxhKJRFu/ft1Lud/z3bv33GxtbZJ076Eg0tPTrR4+jKhevXq1EBMTkxwhhIiLjy957VpQs44dPtmnuyIiKSmp2KnAM94qpco4r7XVarXRqdOBnRMSEh2dSzs9adas6cn3cScvAAAAAAAA8G/0PC5hWsyLuEVFCm8BAAAAAAAAAO+GLrwt8p23AAAAAAAAAIB3h/AWAAAAAAAAAAwQ4S0AAAAAAAAAGCDCWwAAAAAAAAAwQIS3AAAAAAAAAGCACG8BAAAAAAAAwAAR3gIAAAAAAACAASK8BQAAAAAAAAADRHgLAAAAAAAAAAaI8BYAAAAAAAAADBDhLQAAAAAAAAAYIMJbAAAAAAAAADBAhLcAAAAAAAAAYIAIbwEAAAAAAADAAEmFEEKt1th86EIAAAAAAAAAAP/Na2XWluaBsfGJk4XQSoykRq8+dGEAAAAAAAAA8LFSazTWsfGJk60tzQMlSqXKLuJJzN7U9IzWH7owAAAAAAAAAPjYWVman3EtV6bX/wG2IPP4Rth/1gAAAABJRU5ErkJggg==)

Java HashMap Methods

[containsKey()](https://www.w3schools.com/java/ref_hashmap_containskey.asp) Indicate if an entry with the specified key exists in the map [containsValue()](https://www.w3schools.com/java/ref_hashmap_containsvalue.asp) Indicate if an entry with the specified value exists in the map

[putIfAbsent()](https://www.w3schools.com/java/ref_hashmap_putifabsent.asp) Write an entry into the map but only if an entry with the same key does not already exist [remove()](https://www.w3schools.com/java/ref_hashmap_remove.asp) Remove an entry from the map

[replace() Write to an entry in the map only if it exists](https://www.w3schools.com/java/ref_hashmap_replace.asp) [size()](https://www.w3schools.com/java/ref_hashmap_size.asp) Return the number of entries in the map

Your task is to fill the incomplete code to get desired output

**Answer:** (penalty regime: 0 %)

|  |  |  |  |
| --- | --- | --- | --- |
| Reset | | answer |  |
| 1 |  | import java.util.HashMap; | |
| 2 |  | import java.util.Map.Entry; | |
| 3 |  | import java.util.Set; | |
| 4 |  | import java.util.Scanner; | |
| 5 |  | class prog | |
| 6 |  | { |  |
| 7 |  | public static void main(String[] args) | |
| 8 |  | { |  |
| 9 |  |  | //Creating HashMap with default initial capacity and load factor |
| 10 |  |  | HashMap<String, Integer> map = new HashMap<String, Integer>(); |
| 11 |  |  | String name; |
| 12 |  |  | int num; |
| 13 |  |  | Scanner sc= new Scanner(System.in); |
| 14 |  |  | int n=sc.nextInt(); |
| 15 |  |  | for(int i =0;i<n;i++) |
| 16 |  |  | { |
| 17 |  |  | name=sc.next(); |
| 18 |  |  | num= sc.nextInt(); |
| 19 |  |  | map.put(name,num); |
| 20 |  |  | } |
| 21 |  |  | //Printing key-value pairs |
| 22 |  |  | Set<Entry<String, Integer>> entrySet = map.entrySet(); |
| 23 |  |  |  |
| 24 |  |  | for (Entry<String, Integer> entry : entrySet) |
| 25 |  |  | { |
| 26 |  |  | System.out.println(entry.getKey()+" : "+entry.getValue()); |
| 27 |  |  | } |
| 28 |  |  | System.out.println(" "); |
| 29 |  |  | //Creating another HashMap |
| 30 |  |  | HashMap<String, Integer> anotherMap = new HashMap<String, Integer>(); |
| 31 |  |  | //Inserting key-value pairs to anotherMap using put() method |
| 32 |  |  | anotherMap.put("SIX", 6); |
| 33 |  |  | anotherMap.put("SEVEN", 7); |
| 34 |  |  | //Inserting key-value pairs of map to anotherMap using putAll() method |
| 35 |  |  | anotherMap.putAll(map); // code here |
| 36 |  |  | //Printing key-value pairs of anotherMap |
| 37 |  |  | entrySet = anotherMap.entrySet(); |
| 38 |  |  | for (Entry<String, Integer> entry : entrySet) |
| 39 |  |  | { |
| 40 |  |  | System.out.println(entry.getKey()+" : "+entry.getValue()); |
| 41 |  |  | } |
| 42 |  |  |  |
| 43 |  |  | //Adds key-value pair 'FIVE-5' only if it is not present in map |
| 44 |  |  |  |
| 45 |  |  | map.putIfAbsent("FIVE", 5); |
| 46 |  |  |  |
| 47 |  |  | //Retrieving a value associated with key 'TWO' |
| 48 |  |  |  |
| 49 |  |  | int value = map.get("TWO"); |
| 50 |  |  | System.out.println(value); |
| 51 |  |  |  |
| 52 |  |  | //Checking whether key 'ONE' exist in map |

▼

▼

▼

▼

▼

▼

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | **Test** | **Input** | **Expected** | **Got** |  |
|  | 1 | 3 | ONE : 1 | ONE : 1 |  |
| ONE | TWO : 2 | TWO : 2 |
| 1 | THREE : 3 | THREE : 3 |
| TWO |  |  |
| 2 | SIX : 6 | SIX : 6 |
| THREE | ONE : 1 | ONE : 1 |
| 3 | TWO : 2 | TWO : 2 |
|  | SEVEN : 7 | SEVEN : 7 |
|  | THREE : 3 | THREE : 3 |
|  | 2 | 2 |
|  | true | true |
|  | true | true |
|  | 4 | 4 |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-11-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=295&forceview=1)

Jump to...

[TreeSet example ►](http://www.rajalakshmicolleges.org/moodle/mod/resource/view.php?id=297&forceview=1)

[Dashboard](http://www.rajalakshmicolleges.org/moodle/my/) / [My courses](http://www.rajalakshmicolleges.org/moodle/my/courses.php) / [CS23333-OOPUJ-2023](http://www.rajalakshmicolleges.org/moodle/course/view.php?id=5) / [Lab-12-Introduction to I/O, I/O Operations, Object Serialization](http://www.rajalakshmicolleges.org/moodle/course/section.php?id=56) / [Lab-12-Logic Building](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=273)
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Write a function that takes an input String (sentence) and generates a new String (modified sentence) by reversing the words in the original String, maintaining the words position.

In addition, the function should be able to control the reversing of the case (upper or lowercase) based on a case\_option parameter, as follows:

If case\_option = 0, normal reversal of words i.e., if the original sentence is “Wipro TechNologies BangaLore”, the new reversed sentence should be “orpiW seigoloNhceT eroLagnaB”.

If case\_option = 1, reversal of words with retaining position’s case i.e., if the original sentence is “Wipro TechNologies BangaLore”, the new reversed sentence should be “Orpiw SeigOlonhcet ErolaGnab”.

Note that positions 1, 7, 11, 20 and 25 in the original string are uppercase W, T, N, B and L.

Similarly, positions 1, 7, 11, 20 and 25 in the new string are uppercase O, S, O, E and G. NOTE:

1. Only space character should be treated as the word separator i.e., “Hello World” should be treated as two separate words, “Hello” and “World”. However, “Hello,World”, “Hello;World”, “Hello-World” or “Hello/World” should be considered as a single word.
2. Non-alphabetic characters in the String should not be subjected to case changes. For example, if case option = 1 and the original sentence is “Wipro TechNologies, Bangalore” the new reversed sentence should be “Orpiw ,seiGolonhceT Erolagnab”. Note that comma has been treated as part of the word “Technologies,” and when comma had to take the position of uppercase T it remained as a comma and uppercase T took the position of comma. However, the words “Wipro and Bangalore” have changed to “Orpiw” and “Erolagnab”.
3. Kindly ensure that no extra (additional) space characters are embedded within the resultant reversed String. Examples:

|  |  |  |  |
| --- | --- | --- | --- |
| **S. No.** | **input1** | **input2** | **output** |
| 1 | Wipro Technologies Bangalore | 0 | orpiW seigolonhceT erolagnaB |
| 2 | Wipro Technologies, Bangalore | 0 | orpiW ,seigolonhceT erolagnaB |
| 3 | Wipro Technologies Bangalore | 1 | Orpiw Seigolonhcet Erolagnab |
| 4 | Wipro Technologies, Bangalore | 1 | Orpiw ,seigolonhceT Erolagnab |

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| Wipro Technologies Bangalore 0 | orpiW seigolonhceT erolagnaB |
| Wipro Technologies, Bangalore 0 | orpiW ,seigolonhceT erolagnaB |
| Wipro Technologies Bangalore 1 | Orpiw Seigolonhcet Erolagnab |
| Wipro Technologies, Bangalore 1 | Orpiw ,seigolonhceT Erolagnab |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3  4 ▼  5  6  7  8  9 ▼  10  11  12  13  14  15  16 ▼  17 | import java.util.\*;  public class SentenceReversal{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); String sentence=sc.nextLine(); int caseOption=sc.nextInt(); if(caseOption!=0 && caseOption!=1)  {  return;  }  String result=reverseWordWithCaseOption(sentence,caseOption); System.out.println(result);  }  public static String reverseWordWithCaseOption(String sentence,int caseOption)  { |

|  |  |
| --- | --- |
| 18 | String[] words=sentence.split(" "); |
| 19 | StringBuilder result=new StringBuilder(); |
| 20 | for(String word : words) |
| 21 ▼ | { |
| 22 | StringBuilder reversedWord=new StringBuilder(); |
| 23 | StringBuilder tempWord=new StringBuilder(word).reverse(); |
| 24 | if(caseOption==0) |
| 25 ▼ | { |
| 26 | reversedWord.append(tempWord); |
| 27 | } |
| 28 | else |
| 29 ▼ | { |
| 30 | for(int i=0;i<word.length();i++) |
| 31 ▼ | { |
| 32 | char originalChar=word.charAt(i); |
| 33 | char reversedChar=tempWord.charAt(i); |
| 34 | if(Character.isUpperCase(originalChar)) |
| 35 ▼ | { |
| 36 | reversedWord.append(Character.toUpperCase(reversedChar)); |
| 37 | } |
| 38 | else if(Character.isLowerCase(originalChar)) |
| 39 ▼ | { |
| 40 | reversedWord.append(Character.toLowerCase(reversedChar)); |
| 41 | } |
| 42 | else |
| 43 ▼ | { |
| 44 | reversedWord.append(reversedChar); |
| 45 | } |
| 46 | } |
| 47 | } |
| 48 | result.append(reversedWord).append(" "); |
| 49 | } |
| 50 | return result.toString().trim(); |
| 51 | } |
| 52 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | Wipro Technologies Bangalore 0 | orpiW seigolonhceT erolagnaB | orpiW seigolonhceT erolagnaB |  |
|  | Wipro Technologies, Bangalore 0 | orpiW ,seigolonhceT erolagnaB | orpiW ,seigolonhceT erolagnaB |  |
|  | Wipro Technologies Bangalore 1 | Orpiw Seigolonhcet Erolagnab | Orpiw Seigolonhcet Erolagnab |  |
|  | Wipro Technologies, Bangalore 1 | Orpiw ,seigolonhceT Erolagnab | Orpiw ,seigolonhceT Erolagnab |  |
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You are provided with a string which has a sequence of 1’s and 0’s.

This sequence is the encoded version of a English word. You are supposed write a program to decode the provided string and find the original word.

Each alphabet is represented by a sequence of 0s. This is as mentioned below:

Z : 0

Y : 00

X : 000

W : 0000

V : 00000

U : 000000

T : 0000000

and so on upto A having 26 0’s (00000000000000000000000000).

The sequence of 0’s in the encoded form are separated by a single 1 which helps to distinguish between 2 letters. Example 1:

input1: 010010001

The decoded string (original word) will be: ZYX Example 2:

input1: 00001000000000000000000100000000000100000000010000000000001

The decoded string (original word) will be: WIPRO

Note: The decoded string must always be in UPPER case.

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 010010001 | ZYX |
| 00001000000000000000000100000000000100000000010000000000001 | WIPRO |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼  2 ▼  3  4 ▼  5  6  7  8  9 ▼  10  11 ▼  12  13  14 ▼  15  16  17  18  19  20  21  22 | import java.util.\*;  public class BinaryDecoder{  public static void main(String[] args)  {  Scanner sc=new Scanner(System.in); String encoded=sc.nextLine();  String[] sequences= encoded.split("1"); StringBuilder decodedWord=new StringBuilder(); for(String seq:sequences){  if(!seq.isEmpty())  {  int letterPos=seq.length(); if(letterPos<=26)  {  char decodedChar=(char)('Z'-(letterPos-1)); decodedWord.append(decodedChar);  }  }  }  System.out.println(decodedWord.toString());  }  } |
|  | |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 010010001 | ZYX | ZYX |  |
|  | 00001000000000000000000100000000000100000000010000000000001 | WIPRO | WIPRO |  |
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Given two char arrays input1[] and input2[] containing only lower case alphabets, extracts the alphabets which are present in both arrays (common alphabets).

Get the ASCII values of all the extracted alphabets.

Calculate sum of those ASCII values. Lets call it sum1 and calculate single digit sum of sum1, i.e., keep adding the digits of sum1 until you arrive at a single digit.

Return that single digit as output. Note:

1. Array size ranges from 1 to 10.
2. All the array elements are lower case alphabets.
3. Atleast one common alphabet will be found in the arrays. Example 1:

input1: {‘a’, ‘b’, ‘c’}

input2: {‘b’, ’c’} output: 8 Explanation:

‘b’ and ‘c’ are present in both the arrays. ASCII value of ‘b’ is 98 and ‘c’ is 99.

98 + 99 = 197

1 + 9 + 7 = 17

1 + 7 = 8

# For example:

|  |  |
| --- | --- |
| **Input** | **Result** |
| 1. b c 2. c | 8 |

**Answer:** (penalty regime: 0 %)

|  |  |
| --- | --- |
| 1 ▼ | import java.io.\*; |
| 2 | import java.util.\*; |
| 3 ▼ | public class commonAlphabets{ |
| 4 | public static void main(String[] args) |
| 5 ▼ | { |
| 6 | Scanner sc=new Scanner(System.in); |
| 7 | String input1=sc.nextLine().replace(" ,",""); |
| 8 | char[] array1=input1.toCharArray(); |
| 9 | String input2=sc.nextLine().replace(" ",""); |
| 10 | char[] array2=input2.toCharArray(); |
| 11 | int result=calculateSingleDigitSum(array1,array2); |
| 12 | System.out.println(result); |
| 13 |  |
| 14 | } |
| 15 | private static int calculateSingleDigitSum(char[] input1,char[] input2) |
| 16 ▼ | { |
| 17 | HashSet<Character> set1=new HashSet<>(); |
| 18 | for(char c : input1) |
| 19 ▼ | { |
| 20 | set1.add(c); |
| 21 | } |
| 22 | int sum1=0; |
| 23 | for(char c: input2) |
| 24 ▼ | { |
| 25 | if(set1.contains(c)) |
| 26 ▼ | { |
| 27 | sum1+=(int) c; |
| 28 | } |
| 29 | } |
| 30 | return getDigitalRoot(sum1); |

|  |  |
| --- | --- |
| 31 | } |
| 32 | private static int getDigitalRoot(int sum) |
| 33 ▼ | { |
| 34 | if(sum==0) |
| 35 ▼ | { |
| 36 | return 0; |
| 37 | } |
| 38 | else |
| 39 ▼ | { |
| 40 | return 1+ ((sum-1)%9); |
| 41 | } |
| 42 | } |
| 43 | } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Input** | **Expected** | **Got** |  |
|  | 1. b c 2. c | 8 | 8 |  |

Passed all tests! ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAANCAYAAABLjFUnAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABs0lEQVQokaWSv2tTcRTFz7nfVzIKLopLq4KDIHntCzo7ODg4iBBxcSlB8AdU6I+ULopYXwwUKl3SQWh1EjrUxc0/QPJI7SRVN8UlYhEC0vbd49AGatWI7Vnv5cOHcy8l4SBJJpMErmXSX/IgsNJ4fB60pwwccPfv0X4gBFkcK16IzF4x0LRttGT7gQ2On7kUAhcYaAAgqfGj3R79L7NyuRzeH393OVj0gka6PCc0l6UrIwAQFUdPn4uiwg3An2fp29e9YGsn1q4FhickCQBy1TrtT2l3zqQafybtmFwC7WqWZkuSfDekNF/qyz9uXjfavJmZXBuiprNHrfu790zucwBAIwFvnK0mV/Ya5R82KmY2a2am7Ux9/fKttnePkjA0GT8kOGG04O4u90rrzepi/0B/dPjIoZuk1XdAHUlTWdqa/VMNlAReZGEoju8YrQ4A7t7Jc92Ogo6Kds9oBUnKPa+E9b7FZqO5+VdYN0k1HiPtAcmC5+4gsNPROqSRZq210OM++OXPTianZnLmtyTJglm3I1c+nD1eedYL9JtZN4MTxeFgYVpAx7e27rbqq8v/AgHAT+iX0q9UYdq8AAAAAElFTkSuQmCC)

[◄ Lab-12-MCQ](http://www.rajalakshmicolleges.org/moodle/mod/quiz/view.php?id=272&forceview=1)

Jump to...

[Identify possible words ►](http://www.rajalakshmicolleges.org/moodle/mod/url/view.php?id=274&forceview=1)