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Introducción

Para esta práctica hemos implementado dos versiones de un algoritmo de integración numérica basado en el método de Monte Carlo en el lenguaje de Python y utilizando la herramienta *JupyterNotebook* para la realización del código. La primera de ellas es una versión iterativa mientras que la segunda es una versión vectorial. Una vez implementados los códigos de las dos versiones hemos comparado resultados y tiempos de ejecución obtenidos en ambas versiones.

Versión Iterativa

La primera versión es una solución iterativa que realiza *num\_puntos* iteraciones para calcular el resultado.

Es un código sencillo realizado puramente con funciones iterativas como el *for loop*. Debido a esto, y a que no conocíamos muy bien la librería de *numpy*, también nos fue más fácil y rápido implementar este código que en la segunda versión.

Versión Vectorial

La segunda versión es una solución que utiliza operaciones entre vectores en vez de bucles.

Para esta versión es necesario importar la librería de *numpy* para poder acceder a las funciones vectoriales que ella dispone. Ya que en esta implementación hemos sustituido todos los bucles presentes en la versión anterior por funciones vectoriales de *numpy*.

Luego, a la hora de implementar ha sido la versión en la que hemos tardado más, ya que no teníamos mucha práctica con la utilización de funciones de la librería de *numpy*. A pesar de esto, y como se podrá observar en los resultados obtenidos, vale mucho la pena aprender a manejar bien esta librería ya que nos será de muy utilidad especialmente cuando se trate de manejar una gran cantidad de datos.

Dentro de los errores que cometimos se encuentra en que la función que utilizamos como parámetro tenía ciertos problemas. Especificamente al usar funciones de *math*, como, por ejemplo: *math.log*, *math.sin*, *math.tan*. Ya que al parecer son funciones que solo se pueden ejecutar en un único elemento y no en un *array*. Por lo que tuvimos que utilizar funciones de *numpy*, como por ejemplo numpy.log, *numpy.sin*. Pero una vez utilizadas las funciones anteriores el programa funciona correctamente.

Cabe destacar, que gracias a esta práctica, sobre todo a esta implementación, que hemos logrado aprender muchas funciones de la librería de *numpy* que no conocíamos. Entre las más útiles se encuentran, por ejemplo, *linspace*.

Resultados Obtenidos

Para comprobar que los resultados obtenidos en ambas implementaciones son correctos, hemos utilizado la función *spicy.integrate.quad* de Python.

Una vez ejecutados las tres funciones comparamos sus resultados. Los tres arrojaron resultados similares, algo que era esperar, ya que el método Monte Carlo se basa en las probabilidades, y para obtener resultados precisos habría que generar una cantidad significante de números aleatorios. Dicho esto, como los resultados fueron los correctos, pudimos comprobar que la implementación de ambas versiones también es correcta.

Dejando a un lado los resultados de las funciones, pasamos a los resultados obtenidos de los tiempos de ejecución de ambas implementaciones.

Los tiempos de ejecución obtenidos en la primera implementación son mucho mayores a los de la segunda implementación. Teniendo la primera un crecimiento lineal con respecto al número de elementos. Mientras que la segunda implementación tiene un crecimiento constante respecto al número de elementos. Esto se puede observar en la *figura1.*

Estos tiempos se deben a que la librería de numpy es mucho más eficiente y rápida al hacer los cálculos vectoriales que realizar simples iteraciones con bucles sobre los elementos.

Podemos concluir que la libería de numpy viene de gran ayuda especialmente cuando se trata de manejar una gran cantidad de datos, por lo que es preferible usar esta opción para que nuestros programas y algoritmos terminen en un menor tiempo.
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Figura 1

Conclusiones

La biblioteca de *Numpy* hace que trabajar con las estructuras de *arrays* sea más fácil y sencillo. Por lo que además de obtener un código más compacto y legible proporciona una mayor velocidad de ejecución que al utilizar los *arrays* propios de Python.

Por lo que consideramos aprender las funciones de esta librería, así como nosotros hicimos en esta práctica, y utilizarlos especialmente cuando se trate de manejar una gran cantidad de datos.

Código

import time

import numpy as np

import random as rn

import scipy.integrate

import matplotlib.pyplot as plt

def integra\_mc(fun, a, b, num\_puntos=10000):

#Generación de números aleatorios

#Posteriormente se obtienen los puntos de la coordenada Y

#Por último alculamos el máximo valor de Y

MAX = -1

for i in range(0, num\_puntos):

y = fun(rn.uniform(a,b))

if(y > MAX):

MAX = y

num\_debajo = 0

for i in range(0, num\_puntos):

x = rn.uniform(a, b)

y = rn.uniform(0, MAX)

if(y < fun(x)):

num\_debajo = num\_debajo+1

return (num\_debajo/num\_puntos)\*(b-a)\*MAX

def integra\_mc\_vec(fun, a, b, num\_puntos):

#Generación de números aleatorios equiespaciados

#Posteriormente se obtienen los puntos de la coordenada Y

x = np.linspace(a, b, num = num\_puntos)

puntosY = fun(x)

#Calculamos el máximo valor de Y

MAX = np.max(puntosY)

y = np.random.uniform(0, MAX, num\_puntos)

num\_debajo = np.sum(y < puntosY)

res = (num\_debajo/num\_puntos)\*(b-a)\*MAX

return res

def compara\_tiempos(fun):

sizes = np.linspace(100, 10000000, 20)

times\_iter = []

times\_vec = []

for size in sizes:

a = 1

b = 100

tic = time.process\_time()

res\_iter = integra\_mc(fun, a, b, int(size))

toc = time.process\_time()

times\_iter += [1000 \* (toc - tic)]

tic = time.process\_time()

res\_vec = integra\_mc\_vec(fun, a, b, int(size))

toc = time.process\_time()

times\_vec += [1000 \* (toc - tic)]

p1 = len(sizes)

p2 = len(times\_iter)

plt.figure()

plt.scatter(sizes, times\_iter, c='red', label='bucle')

plt.scatter(sizes, times\_vec, c='blue', label='vector')

plt.legend()

plt.savefig('compara\_tiempos\_dot.png')