**Лабораторная работа №5**

**«Реализация одного из поведенческих паттернов проектирования»**

**Цель работы:** научиться применять поведенческие паттерны проектирования.

**Продолжительность работы** - 4 часа.

**Содержание**

[Поведенческие паттерны](#_e93wjai14wd) [1](#_e93wjai14wd)

[Паттерн Стратегия (Strategy)](#_v9bltu26p37u) [2](#_v9bltu26p37u)

[Паттерн Состояние (State)](#_e0mzapes5ykb) [4](#_e0mzapes5ykb)

[Нюансы State и Strategy](#_qnaole6jrbi1) [11](#_qnaole6jrbi1)

# **Поведенческие паттерны**

Вспомним вопросы, на которые отвечают паттерны:

*Структурные - Какое будет устройство объекта?*

*Порождающие - Как создать объект?*

*Поведенческие - Как объект будет взаимодействовать с другими?*

Поведенческие паттерны определяют алгоритмы и способы реализации взаимодействия различных объектов и классов.

Их ключевая задача - определить связи, взаимодействия и зависимости объектов, увеличивая гибкость и масштабируемость их использования.

Список поведенческих паттернов (GoF):

* Цепочка обязанностей (Chain of responsibility)
* Команда (Command)
* Интерпретатор (Interpreter)
* Итератор (Iterator)
* Посредник (Mediator)
* Хранитель (Memento)
* Наблюдатель (Observer)
* Состояние (State)
* Стратегия (Strategy)
* Шаблонный метод (Template method)
* Посетитель (Visitor)

Данные паттерны не создают новые объекты, не задают их структуру, а лишь определяют взаимодействие.

# **Паттерн Стратегия (Strategy)**

**Назначение:**

Паттерн Стратегия - поведенческий паттерн проектирования, предназначенный для определения семейства алгоритмов и обеспечения взаимозаменяемости каждого из них прямо во время исполнения программы.

**Применимость:**

Применять паттерн Стратегия целесообразно, когда:

* Вы используете разные варианты алгоритма внутри одного объекта.
* У вас есть множество классов, отличающихся только некоторым поведением (алгоритмом). В таком случае можно задать один главный класс, а поведения вынести в отдельные классы и использовать их по мере необходимости.
* Вам нужно менять поведение во время выполнения программы.
* Вам нужно скрыть реализацию поведения от других классов, а также от класса, использующего данный алгоритм.

**Структура:**
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**Участники:**

Context - класс, содержащий в себе абстрактный экземпляр необходимой ему стратегии. При необходимости она может меняться на другую (так как они наследуются от одного интерфейса).

IStrategy - интерфейс, определяющий, как будут использоваться различные поведения.

ConcreteSrategy - конкретные классы, наследующиеся от Strategy, реализующие в себе необходимое поведение.

**Результаты применения:**

Достоинства:

* Изолирование поведения от остальных классов
* Уход от наследования к делегированию
* Изменения поведения во время выполнения
* Реализует принцип открытости-закрытости (система открыта для масштабирования за счет добавления новых классов и закрыта для изменения имеющегося алгоритма)

Недостатки:

* Усложняет структуру за счет дополнительных классов
* Клиент должен знать каждую стратегию, чтобы правильно ее применять

**Примеры из жизни:**

* Выбор кофе в кофемашине тоже схож с паттерном Стратегия. Клиент желает выпить кофе, поэтому обращается к кофемашине и в зависимости от своих пожеланий выбирает конкретный напиток. Кофемашина же в зависимости от выбора клиента готовит напиток, используя необходимую стратегию.
* Путешественник пытается добраться из пункта A в пункт B. Есть много вариантов, чтобы это сделать: пешком, на машине, на поезде, на самолете. Однако путник хочет найти баланс "время-стоимость", чтобы добраться как можно быстрее и потратив как можно меньше средств. Его выбор конкретной стратегии как раз и зависит от затрат и времени в пути.
* Вы пишите программу для выполнения какого-либо алгоритма сортировки или поиска. Однако, как вам должно быть известно каждый такой алгоритм обладает своей сложностью, которая влияет на скорость его выполнения. Также на скорость влияют входные данные (на каком-то массиве будет быстрее работать быстрая сортировка, на другом - шейкерная, на третьем с самого начала выполнится условие Айверсона и тогда сортировка пузырьком завершит свою работу раньше всех). Тогда в зависимости от массива вы вправе выбрать наилучшую стратегию для его сортировки.

# **Паттерн Состояние (State)**

**Назначение:**

Паттерн Состояние - поведенческий шаблон проектирования, использующийся для изменения поведения объекта в зависимости от его состояния.   
Поведение может измениться настолько, что может создаться впечатление, что изменился класс объекта.

Явной аналогией является конечный автомат.

**Применимость:**

Применять паттерн Стратегия целесообразно, когда:

* у объекта существует несколько состояний, от которых зависит его поведение
* у объекта используются многочисленные условные конструкции, выбор которых зависит от текущего состояния объекта

**Структура:**

**![](data:image/png;base64,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)**

**Участники:**

Context - класс, содержащий в себе абстрактный экземпляр состояния, которое будет меняться в ходе выполнения программы.

State - интерфейс, реализующий каждое из конкретных состояний. Через данный интерфейс Context взаимодействует с конкретным состоянием (ConcreteState). Интерфейс должен содержать средства для обратной связи с объектом (например, события).

ConcreteState - конкретные классы, наследующиеся от State. Реализуют в себе необходимое поведение и условия при которых Context может переходить из текущего в другое.

**Результаты применения:**

Достоинства:

* Позволяет избавиться от множества условий
* Упрощает код контекста

Недостатки:

* Усложняет код при малом количестве условий

**Примеры из жизни:**

* Коробка передач автомобиля является хорошим примером паттерная состояния. В зависимости от включенной передачи изменяется поведение машины (едет вперед, назад или стоит).
* Примером Состояния является [Машина Тьюринга](https://ru.wikipedia.org/wiki/%D0%9C%D0%B0%D1%88%D0%B8%D0%BD%D0%B0_%D0%A2%D1%8C%D1%8E%D1%80%D0%B8%D0%BD%D0%B3%D0%B0), так как обладает конечным множеством состояний, от которых меняется поведение самой машина (изменение состояния, перехода влево или вправо, запись символа на ленту)

**Пример кода для State:**

В настоящее время можно заметить рост популярности сервисов и экосистем, предоставляющий возможность пользователям смотреть фильмы, заказывать еду, совершать покупки на своей платформе.  
Представим, что у нас существует такой сервис. У каждого пользователя он может находиться в трех состояниях: Без подписки, С подпиской и Пробный период.

Причем:

* Купить или отменить подписку можно в любой момент.
* Пробный период может быть активирован всего 1 раз, после его истечения пользователь должен либо купить подписку, либо отменить.
* В сервисе существуют 3 продукта: Просмотр фильмов, Заказ еды, Скачивание музыки на устройство. В зависимости от текущего состояния эти продукты предоставляются (или нет) в разном виде.
* Пробный период заканчивается, когда пользователь использует 3 любых продукта.

**Абстрактный класс State:**

Содержит абстрактные методы приобретения, отмены подписки, оформления пробного периода и все виды использования продуктов.

internal abstract class State

{

public abstract void GetTrialPeriod(Service service);

public abstract void BuySubscription(Service service);

public abstract void Unsubscribe(Service service);

public abstract void WatchFilm();

public abstract void OrderFood();

public abstract void DownlandMusic();

}

**Классы наследники:**

В классах наследниках реализуются методы State.

**SubscriptionState**

internal class SubscriptionState : State

{

public override void BuySubscription(Service service)

{

Console.WriteLine("Подписка уже куплена\n");

}

public override void Unsubscribe(Service service)

{

Console.WriteLine("Подписка отменена!\n");

service.state = new WithoutSubscriptionState();

service.isNewUser = false;

}

public override void GetTrialPeriod(Service service) {}

public override void OrderFood()

{

Console.WriteLine("Курьер доставит заказ в течение 10-ти минут.\n");

}

public override void DownlandMusic()

{

Console.WriteLine("Музыка скачивается...");

Console.WriteLine("Завершено!\n");

}

public override void WatchFilm()

{

Console.WriteLine("Наслаждайтесь просмотром!\n");

}

}

**WithoutSubscriptionState**

internal class WithoutSubscriptionState : State

{

public override void BuySubscription(Service service)

{

service.state = new SubscriptionState();

}

public override void GetTrialPeriod(Service service)

{

if(service.isNewUser == true){

service.state = new TrialState();

}

else{

Console.WriteLine("Вы уже использовали пробный период\n");

}

}

public override void Unsubscribe(Service service)

{ }

public override void DownlandMusic()

{

Console.WriteLine("Вы не можете скачать музыку на свое устройство!\n");

}

public override void OrderFood()

{

Console.WriteLine("Курьер доставит заказ в течение часа.\n");

}

public override void Unsubscribe(Service service)

{ }

public override void WatchFilm()

{

Console.WriteLine("\*Реклама\*");

Console.WriteLine("Наслаждайтесь просмотром!");

Console.WriteLine("\*Реклама\*\n");

}

}

**TrialState**

Данный класс содержит счетчик, который определяет сколько раз пользовались продуктами сервиса. При превышении лимита продукты блокируются.

internal class TrialState : State

{

private int count = 0;

public override void BuySubscription(Service service)

{

Console.WriteLine("Подписка оформлена!");

service.state = new SubscriptionState();

}

public override void GetTrialPeriod(Service service)

{

Console.WriteLine("Пробный период уже действует!\n");

}

public override void Unsubscribe(Service service)

{

service.state = new WithoutSubscriptionState();

service.isNewUser = false;

}

public override void DownlandMusic()

{

if(count < 3){

Console.WriteLine("Музыка скачивается...");

Console.WriteLine("Завершено!");

Console.WriteLine("Скачанная музыка станет недоступна по завершению пробного периода.\n");

count += 1;

}

else{

Console.WriteLine("Пробный период завершен. Купите или отмените подписку.\n");

}

}

public override void OrderFood()

{

if (count < 3)

{

Console.WriteLine("Курьер доставит заказ в течение 15-ти минут.\n");

count += 1;

}

else

{

Console.WriteLine("Пробный период завершен. Купите или отмените подписку.\n");

}

}

public override void WatchFilm()

{

if (count < 3)

{

Console.WriteLine("Наслаждайтесь просмотром!\n");

count += 1;

}

else

{

Console.WriteLine("Пробный период завершен. Купите или отмените подписку.\n");

}

}

}

**Класс-контекст:**

Хранит в себе текущее состояние, а также вызывает необходимые методы состояния.

internal class Service

{

public State state { get; set; }

public bool isNewUser;

public Service()

{

state = new WithoutSubscriptionState();

isNewUser = true;

}

public Service(State \_state){

state = \_state;

isNewUser = true;

}

public void GetTrialPeriod(){

if(isNewUser){

state.GetTrialPeriod(this);

Console.WriteLine("Пробная версия активирована!\n");

}

else{

Console.WriteLine("Вы уже использовали пробную версию.\n");

}

}

public void BuySubscription(){

state.BuySubscription(this);

Console.WriteLine("Подписка куплена!\n");

}

public void Unsubscribe(){

state.Unsubscribe(this);

Console.WriteLine("Подписка отменена!\n");

}

public void WatchFilm(){

state.WatchFilm();

}

public void OrderFood(){

state.OrderFood();

}

public void DownlandMusic(){

state.DownlandMusic();

}

}

**Программа:**

public static void Main(){

Service service = new Service(); //Начнем пользоваться без подписки

service.DownlandMusic();

service.WatchFilm();

service.GetTrialPeriod(); //Оформим пробный период

service.OrderFood();

service.OrderFood();

service.WatchFilm();

service.WatchFilm(); //Пробный период закончился

service.Unsubscribe();

service.GetTrialPeriod();

service.BuySubscription();//Покупаем подписку

service.DownlandMusic();

service.WatchFilm();

}

**Результат выполнения:**

Вы не можете скачать музыку на свое устройство!

\*Реклама\*

Наслаждайтесь просмотром!

\*Реклама\*

Пробная версия активирована!

Курьер доставит заказ в течение 15-ти минут.

Курьер доставит заказ в течение 15-ти минут.

Наслаждайтесь просмотром!

Пробный период завершен. Купите или отмените подписку.

Подписка отменена!

Вы уже использовали пробную версию.

Подписка куплена!

Музыка скачивается...

Завершено!

Наслаждайтесь просмотром!

# **Нюансы State и Strategy**

* Как можно заметить, структура паттернов State и Strategy очень схожа. Однако они не стоит забывать о задачах каждого из паттернов: у Стратегии это определение однотипных взаимозаменяемых стратегий, у Состояния же - определения поведения в зависимости от состояния объекта.
* В Стратегии конкретные стратегии не знают о существовании друг друга. Они никак не взаимодействуют, Client лишь меняет их по необходимости.В Состоянии же конкретные состояния не только знают, что есть другие, но еще и сами могут менять состояние главного объекта.
* Оба паттерна используют композицию, чтобы менять поведение основного объекта, делегируя работу другим объектам.
* Состояние можно рассматривать, как надстройку над Стратегией

**Задание:**

Реализовать Машину Тьюринга и решить одну из задач с помощью паттерна Состояние.

Для удобства можно использовать на ленте трехзначный алфавит: 0, 1, x

Пример ленты: ..xx0001000101010xx..

Начинать и заканчивать работу необходимо на крайнем левом известном значении (отмечено подчеркиванием).

**Вариант 1:**

Реализовать сложение двух натуральных чисел, где последовательностью единиц обозначается само число, нулем - пробелом между двумя числами (11111 - 4, 111 - 2, 11 - 1, 0 - 1 (сделано специально так, чтобы можно было отличить ноль от пробела))

На вход: x111011x (2 + 1)

Выход: x1111xxx (3)

**Вариант 2:**

**Лабораторная работа №6**

**«Реализация одного из поведенческих паттернов проектирования»**

**Цель работы:** научиться применять поведенческие паттерны проектирования.

**Продолжительность работы** - 4 часа.

**Содержание**

**П**[**оведенческие паттерны**](#_3kfa8gosfbi0)[**13**](#_3kfa8gosfbi0)

[**Паттерн Команда (Command)**](#_4e6en3ukvn4q)[**14**](#_4e6en3ukvn4q)

[**Паттерн Посетитель (Visitor)**](#_yiowkbvmx2cd)[**15**](#_yiowkbvmx2cd)

[**Нюансы Visitor и Command**](#_amfwk1vi6wb5)[**21**](#_amfwk1vi6wb5)

# **Поведенческие паттерны**

На предыдущей лабораторной работе вы уже познакомились с поведенческими паттернами проектирования. Как вы бы могли заметить, некоторые из них довольно похожи по структуре. Однако отличаются задачи, которые решают эти паттерны.

В этой лабораторной работе вы продолжите знакомство с паттернами поведения, но для начала вспомним их задачи.

Поведенческие паттерны определяют алгоритмы и способы реализации взаимодействия различных объектов и классов.

Их ключевая задача - определить связи, взаимодействия и зависимости объектов, увеличивая гибкость и масштабируемость их использования.

Список поведенческих паттернов (GoF):

* Цепочка обязанностей (Chain of responsibility)
* Команда (Command)
* Интерпретатор (Interpreter)
* Итератор (Iterator)
* Посредник (Mediator)
* Хранитель (Memento)
* Наблюдатель (Observer)
* Состояние (State)
* Стратегия (Strategy)
* Шаблонный метод (Template method)
* Посетитель (Visitor)

# **Паттерн Команда (Command)**

**Назначение:**

Паттерн Команда - поведенческий паттерн, позволяющий представлять запрос в виде объекта, что позволяет использовать его, как аргумент метода. С помощью этого запросы (команды) можно конфигурировать, ставить в очередь, протоколировать, а также поддерживать откат операций.

**Применимость:**

Применять паттерн Стратегия целесообразно, когда:

* существует необходимость в параметризации объектов (на разные команды - разное поведение)
* необходимо формировать очередь запросов, а также обеспечить отмену операций
* необходимо логировать изменения
* система должна быть основана на транзакциях

**Структура:**
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**Участники:**

Command - интерфейс для выполнения операций.

ConcreteCommand - конкретная реализация команды. Реализует метод +Execute(), который вызывает соответствующие операции объекта класса Receiver.

Client - создает одну или несколько конкретных команд и устанавливает получателя - Receiver.

Invoker - вызывает команду для выполнения запроса.

Receiver - получатель, определяющий последовательность действий, которые должны выполниться в результате запроса.

**Результаты применения:**

Достоинства:

* Позволяет создавать очередь операций с возможной отменой и повтором
* С помощью команды можно комбинировать несколько операций, создавая все более сложные

Недостатки:

* усложняет код из-за множества дополнительных классов

**Примеры из жизни:**

* Пульт дистанционного управления телевизора представляет собой набор команд (переключить канал, прибавить громкость и тд). К тому же в некоторых телевизорах сохраняется очередь из команд с возможностью отмены.
* Калькулятор, хранящий в себе команды Add, Sub, Div, Mul, а также выполняющий операции Undo и Redo является примером "Команды"

# **Паттерн Посетитель (Visitor)**

**Назначение:**

Посетитель - поведенческий паттерн, позволяющий определить новые операции для объектов классов без их изменения.

**Применимость:**

Применять паттерн Посетитель целесообразно, когда:

* необходимо сделать одну и ту же операцию над разнородными объектами.
* необходимо определить одинаковый метод для нескольких классов, не меняя их структуру.
* множество объектов изменяются редко, но новые операции нужно добавлять часто.

**Структура:**
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**Участники:**

Visitor - интерфейс посетителя, который определяет методы для каждого объекта Element, причем для языков, поддерживающих перегрузку названия этих методов могут быть одинаковыми, но аргументы должны отличаться.

ConcreteVisitor - посетители, реализующие интерфейсы, определенные в Visitor.

Element - элемент определяет метод +Accept(Visitor visitor), который позволяет принимать посетителя.

ConcreteElement - конкретные элементы, реализующие метод +Accept(Visitor visitor). Задача метода - вызвать необходимый метод посещения, который соответствует данному элементу.

ObjectStructure - набор объектов типа Element. Иногда этот объект может быть заменен клиентом (Client, хранящий в себе коллекцию или любой другой сложный объект)

**Результаты применения:**

Достоинства:

* Упрощает добавление новых операций, которые применяются к сложным структурам
* Позволяет объединять в одном классе сходные операции.

Недостатки:

* Если иерархия элементов будет меняться, то использование паттерна будет под вопросом
* Разрушение инкапсуляции

**Примеры из жизни:**

* У преподавателя есть методички по нескольким предметам (например, математический анализ, дифференциальные уравнения и тд), а так же несколько групп студентов у которых он преподает. Соответственно перед занятием преподаватель должен выбрать необходимую страницу в методичке в зависимости от предмета и пройденного материала с конкретной группой.
* Работник колл-центра предлагает клиентам перейти на специальный тариф мобильного оператора. Причем это предложение зависит от того, сколько они тратят минут звонков, гигабайт трафика интернета, количество СМС и, конечно, средств на оплату по тарифу.

**Пример кода для Visitor:**

Допустим существует 2 приложения для хранения данных: Excel и SQLite. Заполняются таблицы в них по-разному: в первом случае нужно вписывать в поля, во втором - с помощью запросов INSERT.

Так же существует 2 вида пользователей с разными полями: студент (имя, предмет, оценка) и преподаватель (имя, кафедра, средний балл по дисциплине).

Необходимо создать сервис, который может заполнять данные пользователей в любом приложении для хранения данных.

**Интерфейс IPerson (Element):**

Содержит метод для выполнения какого-либо алгоритма в зависимости от принимаемого посетителя.

public interface IPerson

{

public void Accept(IVisitor visitor);

}

**Наследуемые от IPerson классы Student и Teacher (ConcreteElement):**

public class Student : IPerson

{

public string Name { get; set; }

public string Subject { get; set; }

public int Mark { get; set; }

public Student(){

Name = "Ivan";

Subject = "Math";

Mark = 5;

}

public Student(string name, string subject, int mark){

Name = name;

Subject = subject;

Mark = mark;

}

public void Accept(IVisitor visitor)

{

visitor.VisitStudent(this);

}

}

public class Teacher : IPerson

{

public string Name { get; set; }

public string Departament { get; set; }

public double AvgMark { get; set; }

public Teacher(){

Name = "Ivan";

Departament = "Dep of High Math";

AvgMark = 3.45;

}

public Teacher(string name, string dep, int avgMark)

{

Name = name;

Departament = dep;

AvgMark = avgMark;

}

public void Accept(IVisitor visitor)

{

visitor.VisitTeacher(this);

}

}

**Интерфейс IVisitor:**

Содержит информацию о там "кого он будет посещать"

public interface IVisitor

{

public void VisitStudent(Student student);

public void VisitTeacher(Teacher teacher);

}

**Наследуемые от IVisitor классы SqlVisitor и ExcelVisitor (ConcreteVisitor):**

public class SqlVisitor : IVisitor

{

public void VisitStudent(Student student)

{

string newValue = $@"INSERT INTO Students (Name, Subject, Mark) VALUES ('{student.Name}','{student.Subject}',{student.Mark})";

Console.WriteLine(newValue);

Console.WriteLine("----------------------------------------");

}

public void VisitTeacher(Teacher teacher)

{

string newValue = $@"INSERT INTO Teachers (Name, Departament, AvgMark) VALUES ('{teacher.Name}','{teacher.Departament}',{teacher.AvgMark})";

Console.WriteLine(newValue);

Console.WriteLine("----------------------------------------");

}

}

public class ExcelVisitor : IVisitor

{

public void VisitStudent(Student student)

{

string table = "| Name | Subject | Mark |";

string newValue = student.Name + "\t\t" + student.Subject + "\t\t" + student.Mark.ToString();

Console.WriteLine(table);

Console.WriteLine(newValue);

Console.WriteLine("----------------------------------------");

}

public void VisitTeacher(Teacher teacher)

{

string table = "| Name | Departament | Average Mark |";

string newValue = teacher.Name + "\t\t" + teacher.Departament + "\t\t" + teacher.AvgMark.ToString();

Console.WriteLine(table);

Console.WriteLine(newValue);

Console.WriteLine("----------------------------------------");

}

}

**Класс Database для хранения списка пользователей (ObjectStructure)**

public class Database

{

public List<IPerson> people = new List<IPerson>();

public void Add(IPerson person){

people.Add(person);

}

public void Remove(IPerson person){

people.Remove(person);

}

public void Accept(IVisitor visitor){

foreach(IPerson person in people){

person.Accept(visitor);

}

}

}

**Программа:**

static void Main()

{

Database database = new Database();

Student student1 = new Student{ Name = "Olga", Subject = "Physics", Mark = 4};

Student student2 = new Student { Name = "Oleg", Subject = "P.E.", Mark = 5};

Teacher teacher = new Teacher{ Name = "Petrov", Departament = "History dep", AvgMark = 4.72};

database.Add(student1);

database.Add(student2);

database.Add(teacher);

database.Accept(new ExcelVisitor());

database.Accept(new SqlVisitor());

}

**Результат выполнения:**

| Name | Subject | Mark |

Olga Physics 4

----------------------------------------

| Name | Subject | Mark |

Oleg P.E. 5

----------------------------------------

| Name | Departament | Average Mark |

Petrov History dep 4,72

----------------------------------------

INSERT INTO Students (Name, Subject, Mark) VALUES ('Olga','Physics',4)

----------------------------------------

INSERT INTO Students (Name, Subject, Mark) VALUES ('Oleg','P.E.',5)

----------------------------------------

INSERT INTO Teachers (Name, Departament, AvgMark) VALUES ('Petrov','History dep',4,72)

----------------------------------------

# **Нюансы Visitor и Command**

* Компоновщик может выступать ObjectStructure в Посетителе, таким образом можно совершать какие-либо действия над всем деревом при помощи Посетителя.
* Посетитель в каком-то смысле является расширением Команды, так как позволяет совершать действия с несколькими видами получателей.
* Команда и Стратегия похожи по структуре, но отличаются применимостью: Команда превращает любые запросы в объекты, которые можно хранить, дополнять, удалять и т.д. Стратегия же предоставляет возможность заменять одни действия другими.