Специфiкацiя мови програмування Crundras

# Вступ

Представлена тут мова програмування Crundras призначена слугувати піддослідним кроликом для курсу, що має на меті вивчення основ трансляції. Crundras — езотерична мова загального призначення.

## Завдання

Розробити Сі-подiбну мову програмування з оператором (інструкцією) циклу:

for <ід>=<вираз> to <вираз> by <вираз> while (<відношення>)  
<список операторів> rof;

та умовною інструкцією:

if (<відношення>) {<сп. операторів>}

## Обробка

Програма, написана мовою Crundras, подається на вхід транслятора (компілятора або інтерпретатора) для трансформації до цільової форми. Результат трансляції виконується у система часу виконання (run-time system), для чого приймає вхідні дані та надає результат виконання програми. Трансляція передбачає фази лексичного, синтаксичного та семантичного аналізу, а також фазу генерації коду. Фази лексичного та синтаксичного аналізу здійснюються окремими проходами.

## Нотацiя

Для опису мови Crundras використовується розширена форма Бекуса – Наура. Ланцюжки, що починаються з великої літери вважаються нетермiналами (нетермiнальними символами). Термінали — ланцюжки, що починаються з маленької літери, або знаходяться між одинарними, або подвійними лапками. Для

|  |  |
| --- | --- |
| Метасимвол | Значення |
| = | визначається як |
| | | альтернатива |
| [ x ] | 0 або 1 екземпляр x |
| { x } | 0 або бiльше екземплярiв x |
| ( x | y ) | групування: будь -який з x або y |
| Zxy | нетермiнал |
| zxy | термiнал |
| ’1’ | термiнал |
| ”1” | термiнал |

Табл. 1: Прийнята нотація РБНФ

графічного представлення граматики використовуються синтаксичні діаграми Вiрта.

## Алфавіт

Програма може містити текст з використанням таких символів (character) — літер, цифр, спеціальних знаків та ознаки кінця файлу:

Letter = 'a' | 'b' | 'c' | 'd' | 'e' | 'f' | 'g' | 'h' | 'i' | 'j' | 'k' | 'l' | 'm' | 'n' | 'o' | 'p' | 'q' | 'r' | 's' | 't' | 'u' | 'v' | 'w' | 'x' | 'y' | 'z'.

Digit = '0' | '1' | '2' | '3' | '4' | '5' | '6' | '7' | '8' | '9'.

SpecSsign = '.' | ',' | ':' | ';' | '(' | ')' | '=' | '+' | '-' | '\*' | '/' | '<' | '>'

| WhiteSpace | EndOfLine.

WhiteSpace = ' ' | '\t'.

EndOfLine = '\n' | '\r' | '\r\n' | '\n\r'.

EndOfFile = '\u0000'.

# Лексика

Лексичний аналіз виконується окремим проходом, отже не залежить від синтаксичного розбору та семантичного аналізу. Лексичний аналізатор розбиває вихідний текст на лексеми. У програмі мовою Crundras можуть використовуватись лексичні елементи, що класифікуються як спеціальні символи, ідентифікатори, беззнакові цілі константи, беззнакові дійсні константи, логічні константи та ключові слова.

## Спецiальнi символи ???

Синтаксис

1. SpecSymbols = ArithOp | RelOp | BracketsOp | AssignOp | Punct

ArithOp = AddOp | MultOp

AddOp = ’+’ | ’-’

MultOp = ’\*’ | ’/’

RelOp = ’==’ | ’<= ’ | ’<’ | ’>’ | ’>=’ | ’!=’

BracketsOp = ’(’ | ’)’

AssignOp = ’=’

Punct = ’.’ | ’,’ | ’:’ | ’;’

Опис

1. До спеціальних символів належать арифметичні оператори, оператори відношень, оператор присвоювання та знаки пунктуації.

Обмеження

1. Набір токенiв див. табл. ??.

### Ідентифікатори

Синтаксис

1. Ident = Letter {Letter | Digit}.

Опис

1. Першим символом ідентифікатора може бути тільки літера, наступні символи, якщо вони є, можуть бути цифрами або літерами. Довжина ідентифікатора не обмежена.

Обмеження

1. Жоден ідентифікатор не може збігатись із ключовим (вбудованим, зарезервованим) словом.

Семантика

1. Елемент, який у фазі лексичного аналізу може бути визначений як ідентифікатор, або як ключове слово, вважається ключовим словом.
2. Елемент, який у фазі лексичного аналізу може бути визначений як ідентифікатор, або як логічна константа, вважається логічною константою.

Візуальне представлення

![](data:image/jpeg;base64,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)

1. Синтаксична діаграма

Приклади

1. a, x1, time24, as4me17

## Літерали

Синтаксис

Literal = IntegerLiteral | FloatingLiteral.

IntegerLiteral = Digit {Digit}.

FloatingLiteral = IntegerLiteral '.' [IntegerLiteral] | '.'[IntegerLiteral].

Обмеження

1. Кожен літерал повинен мати тип, а величина літералу повинна знаходитись у діапазоні репрезентативних значень для її типу.

Семантика

1. Кожен літерал має тип, визначений її формою та значенням.

Вiзуальне представлення

TODO

1. Синтаксична дiаграма Константи.

Приклади

1. 12, 234, 1.54, 34.567, 23. , .42

## Ключовi слова

Синтаксис

1. KeyWords = if | for | to | by | while | rof | int | float.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Код | Лексема | Токен | Приклад | Неформальний опис |
| 1 |  | id | a, x1, z12f | iдентифiкатор |
| 2 |  | int\_literal | 123, 0, 521 | цiле без знаку |
| 3 |  | float\_literal | .012, 34.76, 876. | дiйсне без знаку |
| 4 | int | keyword | integer | термiнал int |
| 5 | float | keyword | float | термiналfloat |
| 6 | $ | input\_op | $ | термiнал $ |
| 7 | @ | output\_op | @ | термiнал @ |
| 8 | if | keyword | if | термiнал if |
| 9 | for | keyword | for | термiнал for |
| 10 | to | keyword | to | термiнал to |
| 11 | by | keyword | by | термiнал by |
| 12 | while | keyword | while | термiнал while |
| 13 | rof | keyword | rof | термiнал rof |
| 14 | = | assign\_op | = | термiнал = |
| 15 | + | add\_op | + | термiнал + |
| 16 | - | add\_op | - | термiнал - |
| 17 | \* | mult\_op | \* | термiнал \* |
| 18 | / | mult\_op | / | термiнал / |
| 19 | % | mult\_op | % | термiнал % |
| 20 | < | rel\_op | < | термiнал < |
| 21 | > | rel\_op | > | термiнал > |
| 22 | <= | rel\_op | <= | термiнал <= |
| 23 | == | rel\_op | == | термiнал = |
| 24 | >= | rel\_op | >= | термiнал >= |
| 25 | != | rel\_op | != | термiнал != |
| 26 | ( | brackets\_op | ( | термiнал ( |
| 27 | ) | brackets\_op | ) | термiнал ) |
| 28 | { | brackets\_op | { | термiнал { |
| 29 | } | brackets\_op | } | термiнал } |
| 30 | . | punct | . | термiнал . |
| 31 | , | punct | , | термiнал , |
| 32 | ; | punct | ; | термiнал ; |
| 33 |  | white\_space | ,\t |  |
| 34 |  | eol | \n, \r\n |  |
| 35 |  | eof | \u0000 |  |

Табл. 2: Таблиця лексем мови MP2

## Токени

З потоку символiв вхiдної програми на етапi лексичного аналiзу виокремлюються послiдовностi символiв з певним сукупним значенням, — *токени*. Список токенiв мови Crundras див. у табл. ??.

# Типи

Мова Crundras обробляє значення двох типів: int та float.

1. Цілий тип int може бути представлений оголошеною змінною типу int, або константою IntegerLiteral. Діапазон значень залежить від реалізації.
2. Дійсний тип float може бути представлений оголошеною змінною типу float, або константою FloatingLiteral.

# Синтаксис

## Declaration

Оголошення (декларацiї) специфiкує iнтерпретацiю та атрибути набору iдентифiкаторiв.

Синтаксис

1. DeclarationStatement = TypeSpecifier Identifier';'.

Приклад

int a; float d34;

## Вирази

Синтаксис

Опис

1. Вираз - це послiдовнiсть операторiв i операндiв, що визначає порядок обчислення значення.
2. Значення, обчислене за арифметичним виразом, має тип real або integer.
3. Всi бiнарнi оператори у виразах є лiвоасоцiативними.
4. Найвищий прiоритет в унарного мiнуса та унарного плюса, далi, у порядкузменшення прiоритету слiдують MultOp, AddOp та RelOp.
5. Послiдовнiсть двох або бiльше операторiв з однаковим прiоритетом асоцiативна.

Обмеження

1. Використання змінної, з не визначеним на момент обчислення виразу значенням, викликає помилку.

Семантика

1. Кожна константа має тип, визначений її формою та значенням.

Вiзуальне представлення

1. Синтаксична дiаграма.

Приклади

1. Factor:

x, 12, (a + 234)

1. Term:

m\*z, 32/(b + 786)

1. ArithmExpr:

-b, f1 + g, c - 24

## Оператори

Опис залежностi типу результату вiд типу операндiв

### Арифметичнi оператори

Бiнарнi

Унарнi

4.2.2 Оператори вiдношення

# Програма

Програма не може мiстити неоголошену змiнну.

Рис. 1: Програма

# Iнструкцiї

Iнструкцiї (Statements) визначають алгоритмiчнi дiї, якi мають бути виконанi. За винятком зазначених далi випадкiв, iнструкцiї виконуються послiдовно.

## Оператор (iнструкцiя) присвоювання

Синтаксис

1. AssigmentExpression = Identifier '=' Expression.

Обмеження

1. Тип змiнної з iдентифiкатором Identifier має вiдповiдати типу виразу праворуч оператора =.
2. ...

Семантика

1. ...
2. ...

Приклад

1. ...

## Iнструкцiя введення

Синтаксис

1. ...

Обмеження

1. ...
2. ...

Семантика

1. ...
2. ...

Приклад

1. ...

## Iнструкцiя виведення

Синтаксис

1. ...

Обмеження

1. ...
2. ...Семантика
3. ...
4. ...

Приклад

1. ...

## Оператор вибору

Синтаксмс

### SelectionStatement = "if" '('RelationalExpression')' Statement.

## Оператор циклу

Синтаксис

1. IterationStatement = "for" AssigmentExpression "to" Expression "by"

Expression "while" '(' Expression ')' Statement "rof" ';'.

Обмеження

1. Керуючий вираз повинен бути скалярним.

Семантика

1. Тіло циклу повторно виконується доки результат контролюючого виразу не дорівнює 0.
2. Інструкція:  
   for <assignment> to <expression-1> by <expression-2> while(<expression-3>) <statement>

rof;

виконується у такій послідовності: <assignment> виконується до будь-яких інструкцій тілу цикла. Змінна що була ініціалізована

Приклад

1. ...

# Повна граматика мови Crundras

Program = program ProgName

var DeclarList begin StatementList ’end.’

ProgName = Ident

Ident = Letter {Letter | Digit }

DeclarList = Declaration {’;’ Declaration }

Declaration = IdenttList ’:’ Type

IdenttList = Ident {’,’ Ident}

Type = integer | real | boolean

StatementList = Statement {’;’ Statement }

Statement = Assign | Inp | Out | ForStatement

Assign = Ident ’:=’ Expression

Expression = ArithmExpression | BoolExpr

BoolExpr = ArithmExpression RelOp ArithmExpression

ArithmExpression = Term

| ArithmExpression ’+’ Term

| ArithmExpression ’-’ Term

Term = Factor | Term ’\*’ Factor | Term ’/’ Factor

Factor = Ident | Const | ’(’ ArithmExpression ’)’

Inp = read ’(’ IdenttList ’)’

Out = write ’(’ IdenttList ’)’

ForStatement = for IndExpr do DoBlock

IndExpr = Ident ’:=’ ArithmExpression to ArithmExpression

DoBlock = Statement | ’begin’ StatementList ’end’

Const = IntNumb | RealNumb | BoolConst

IntNumb = [Sign] UnsignedInt

RealNumb = [Sign] UnsignedReal Sign = ’+’ | ’-’

UnsignedInt = Digit {Digit}

UnsignedReal = ’.’ UnsignedInt

| UnsignedInt ’.’

| UnsignedInt ’.’ UnsignedInt

Letter = ’a’ | ’b’ | ’c’ | ’d’ | ’e’ | ’f’ | ’g’ | ’h’ | ’i’ | ’j’

| ’k’ | ’l’ | ’m’ | ’n’ | ’o’ | ’p’ | ’q’ | ’r’ | ’s’ | ’t’ | ’u’ | ’v’ | ’w’ | ’x’ | ’y’ | ’z’

Digit = ’0’ | ’1’ | ’2’ | ’3’ | ’4’ | ’5’ | ’6’ | ’7’ | ’8’ | ’9’

BoolConst = true | false

RelOp = ’=’ | ’<= ’ | ’<’ | ’>’ | ’>=’ | ’<>’