Глава 1

Язык КуМир

1. Структура программы
2. Программа

Общие сведения

Основная структурная единица языка КуМир — алгоритм. Программа на языке КуМир в простейшем случае состоит из нескольких алгоритмов, следующих один за другим. Пе­ред первым алгоритмом может располагаться вступление — любая неветвящаяся после­довательность команд. Например, это могут быть строки с комментариями, описаниями общих величин программы, командами присваивания им начальных значений.

Алгоритмы в программе должны располагаться вплотную друг к другу, между ними могут быть только пустые строки и строки с комментариями.

*Схема программы без вступления и исполнителей:*

алг первый алгоритм

|

кон

алг второй алгоритм

|

кон

алг последний алгоритм

|

кон

Выполнение такой программы состоит в выполнении первого алгоритма (он называется основным алгоритмом программы). Остальные алгоритмы будут выполняться при вызове из первого алгоритма или из других ранее вызванных алгоритмов.

*Схема программы со вступлением:*

вступление

алг первый алгоритм

|

кон

алг второй алгоритм

|

кон

алг последний алгоритм

|

кон

Выполнение такой программы состоит в выполнении вступления, а затем первого алгоритма.

Примеры

| Пример 1.

| Это вступление

цел длина, ширина

длина := 10

ширина := 15

| Это - основной алгоритм.

| У него может не быть имени

алг нач

* вывод "Площадь равна ”, площадь

кон

| Это - вспомогательный алгоритм. При выполнении он вызывается из основного.

| У вспомогательного алгоритма обязательно должно быть имя и могут быть параметры.

алг цел площадь

нач

* знач := длина\*ширина

кон

| Пример 2.

| Это вступление

вещ длина, ширина, масса

длина := 10

ширина := 15

алг нач

* вещ S
* S := площадь
* вещ плотность, масса
* плотность := 6.8 | г/см\*\*2
* найти массу пластинки(плотность, S, масса)
* вывод ”Масса пластинки равна ”, масса

кон

| Это - вспомогательный алгоритм.

| При выполнении он вызывается из основного алгоритма.

| У вспомогательного алгоритма

| обязательно должно быть имя.

алг вещ площадь

нач

* знач := длина\*ширина

кон

| Это еще один вспомогательный алгоритм.

| При выполнении он вызывается из

| другого вспомогательного алгоритма.

| У вспомогательного алгоритма обязательно должно быть имя.

| У вспомогательного алгоритма могут быть параметры

алг найти массу пластинки(арг вещ p, S, рез вещ m)

нач

* m := p\*S

кон

1. Описание алгоритма

Общий вид описания

Алгоритм на языке КуМир записывается так:

алг тип\_алгоритма имя\_алгоритма (описание\_параметров)

• дано условие\_применимости\_алгоритма

• надо цель\_выполнения\_алгоритма

нач

• последовательность команд

кон

Описание алгоритма состоит из:

* заголовка (часть до служебного слова нач)
* тела алгоритма (часть между словами нач и кон)

Алгоритмы-процедуры и алгоритмы-функции

Алгоритмы делятся на алгоритмы-процедуры и алгоритмы-функции. Алгоритм-функция после выполнения возвращает значение-результат. Правила описания алгоритмов-процедур и алгоритмов-функций имеют два отличия.

Во-первых, для алгоритмов-функций на месте тип\_алгоритма должен быть указан один из простых типов алгоритмического языка (вещ, цел и т.д.), определяющий тип значений, которые принимает данная функция. Для алгоритмов-процедур тип\_алгоритма должен быть опущен.

Во-вторых, в теле алгоритма-функции необходимо использовать служебную величину знач, в которую записывается вычисленное значение функции. В теле алгоритма- процедуры величину знач использовать нельзя.

Алгоритмы-функции и алгоритмы-процедуры отличаются также по способу вызова. См. [1.2.5](#bookmark62) и [1.3.4.](#bookmark86)

Пример алгоритма-процедуры:

алг гипотенуза (вещ a, b, рез вещ c)

дано a>=0 и b>=0 | длины катетов треугольника надо

| c = длина гипотенузы этого треугольника

нач

• c := sqrt( a\*\*2 + b\*\*2 )

кон

Пример алгоритма-функции:

алг вещ площадь (вещ a, b, c)

дано a>=0 и b>=0 и c>=0 | длины сторон треугольника надо

| значение функции равно площади этого треугольника

нач

• вещ p | полупериметр

• p := (a+b+c)/2

• знач := sqrt(p\*(p-a)\*(p-b)\*(p-c))

кон

Значение, которое должно стать результатом алгоритма-функции, надо присвоить особой величине с именем знач. Ее описанием служит заголовок алгоритма, но в остальном величина знач используется так же, как и любая другая промежуточная величина. Вызов алгоритма-функции производится путем указания его имени в выражении. Встретив это имя при вычислении выражения, КуМир выполняет алгоритм-функцию и затем подставляет в выражение вместо имени алгоритма значение величины знач.

1. Параметры алгоритма

Если алгоритм не имеет параметров (аргументов и результатов), то в строке алг записывается только имя алгоритма.

Если у алгоритма есть параметры, то их описание заключается в круглые скобки после имени алгоритма в строке алг. Описание содержит информацию о типах параметров.

**ВНИМАНИЕ: Аргументы всегда являются односторонними, то есть при передаче аргументов создаться копия. Вернуть значение из алгоритма можно только через переменную знач или изменение глобальной переменной**.

1. Команды и строки

В простейшем случае каждая простая команда и каждое ключевое слово в составных командах пишется на отдельной строке. Однако, чтобы сделать программу более компактной, можно «склеивать» несколько строк в одну. Это можно сделать в следующих случаях.

Использование точки с запятой

Точка с запятой приравнивается к переносу строки.

Пример:

Программа 1 и Программа 2 имеют одинаковый смысл.

| Программа 1 — сжатое написание

алг нач

• цел а; вещ в

• а := 5; в := 0.1

кон

| Программа 2 — полное написание

алг нач

• цел а

• вещ в

• а := 5

• в := 0.1

кон

Неявные переносы строк

Для многих ключевых слов можно догадаться, что перед ними или после них должен быть перевод строки.

«Неявные» переносы строк вставляются в следующих случаях:

* перед словами все, кц, кц\_при
* после слов нач, выбор, раз
* перед и после слов то, иначе, при
* перед словом при и после двоеточия в при-строке

Пример:

алг

нач цел знак, вещ модуль

• вещ щ

• ввод щ

• модуль :=0; знак := 0

• если щ > 0 то

• • модуль :=щ; знак := 1

• все

• если щ < 0 то модуль :=щ; знак := 1 все кон

1. Комментарии

• цел а, б | объявляем величины

• ввод а, б | вводим значения с клавиатуры

• вывод а+б | посчитаем сумму чисел кон

В этом алгоритме после знака | в некоторых строках записаны комментарии. Такие комментарии разрешается помещать в конце любой строки, отделяя их знаком |. Если комментарий занимает несколько строк, то знак | перед комментарием надо ставить в каждой строке. Комментарии могут записываться в любой удобной для человека форме. При выполнении алгоритма компьютер полностью пропускает комментарии — алгоритм выполняется так же, как если бы комментариев вообще не было.

Таким образом, комментарии предназначены исключительно для человека — они облегчают понимание алгоритма.

1. Имена, величины и выражения
2. Имена

Общие сведения

Имя бывает у величин, таблиц, алгоритмов и исполнителей. Имя — это последовательность слов, разделенных пробелами. Первое слово имени не должно начинаться с цифры. Ни одно из слов не должно быть ключевым словом.

Примеры имен: m, погода на завтра, Ноябрь 7, Седьмое ноября, дом\_57б.

Примеры неправильных имен:

* 7е ноября (первое слово начинается с цифры)
* альфа-бета (”-” — недопустимый символ)
* альфа или омега (или — ключевое слово)

Примечание. Ключевое слово не можно вставлять внутрь многословных логических имен (см. [1.2.1)](#bookmark40).

Слова

Слово — это последовательность разрешенных (словарных) символов. Словарными сим­волами являются:

* буквы (кириллические и латинские, прописные и строчные)
* цифры
* два специальных знака: @ \_

Примеры слов: бета123, 3кг, мама, Linux, КоСтЯ, kumir@infomir\_ru.

Примеры не слов: альфа-123, ма%ма, С++.

Ключевые слова

Ключевые слова языка КУМИР — это: алг нач кон дано надо арг рез аргрез знач цел вещ лог сим лит таб целтаб вещтаб логтаб симтаб литтаб и или не да нет утв выход ввод вывод нс если то иначе все выбор при нц кц кц\_при раз пока для от до шаг.

Многословные не-имена

В отрицаниях логических величин, таблиц и алгоритмов функций ключевое слово не нельзя вставлять между словами многословного имени.

Пример:

|  |  |
| --- | --- |
| лог л, завтра будет четверг | |
| л := не завтра будет четверг | | Правильно |
| л := завтра не будет четверг | | Неправильно |
| л := завтра будет не четверг | | Неправильно |
| л := завтра будет четверг не | | Неправильно |
| л := не завтра не будет четверг | | Неправильно |

1. Типы величин

Величины, с которыми работает КуМир-программа, подразделяются на несколько типов. Величина каждого из типов может принимать свой набор значений. В языке КуМир преду­смотрены следующие типы величин:

* цел — принимает целые значения от -МЦЕЛ до МЦЕЛ, где МЦЕЛ = 2147483647 = 231 - 1
* вещ — принимает вещественные значения между -МВЕЩ до МВЕЩ, где МВЕЩ - это число немного меньшее, чем 2 1024; МВЕЩ = 1.7976931348623157e308
* лог — принимает значения да или нет (внутреннее представление - да=1, нет=0)
* сим — значением может быть любой литеральный символ (практически любой сим­вол, см. [1.2.1)](#bookmark34)
* лит — значением может быть строка литеральных символов

Типы цел и вещ называются числовыми ; типы сим и лит — текстовыми.

Значения величин МЦЕЛ и МВЕЩ определяются способом представления чисел в современных компьютерах и примерно одинаковая в большинстве современных языков программирования.

Язык КуМир содержит встроенные функции преобразования числовых типов в тек­стовые и наоборот (см. [1.5.1)](#bookmark107). **При необходимости значения автоматически переводятся в другие, то есть целые тип может стать строкой, вещественным и даже логическим типом.**

1. Величины

Общие сведения

Каждая величина имеет имя, тип, вид и значение.

Имя величины служит для обозначения величины в алгоритме (см. [1.2.1)](#bookmark30).

Тип величины показывает, какие значения может принимать величина, и какие операции можно с ней выполнять (см. [1.2.2)](#bookmark41).

Вид величины показывает ее информационную роль в алгоритме. Например, аргументы содержат исходную информацию, необходимую для работы алгоритма, а промежуточ­ные величины предназначены для хранения текущей информации, которую обрабатывает алгоритм.

Во время выполнения алгоритма в каждый конкретный момент величина имеет какое-то значение либо не определена.

Простые величины и таблицы. Описания величин.

В языке КУМИР используются простые и табличные величины (таблицы).

Характеристики простых величин описаны в [1.2.4](#bookmark54). Для таблиц, кроме того, определена размерность (бывают таблицы размерностей 1, 2 и 3). Для каждого измерения определены границы изменения индекса таблицы по этому измерению — два целых числа.

Описания величин

Каждая величина должна иметь описание. Это может быть сделано:

* с помощью оператора описания
* при задании формальных параметров алгоритма (см. [1.1.3)](#bookmark16)

В описании задаются перечисленные выше статические характеристики переменной.

Кроме того, в алгоритмах-функциях используется простая переменная знач, ее тип определяется типом функции, (см. [1.1.2)](#bookmark11). Явного описания переменная знач не имеет. Ее область действия — тело соответствующего алгоритма-функции.

Команда описания простой величины состоит из ключевого слова нужного типа (цел, вещ, сим, лит, лог), за которым следует список имен величин.

Пример.

цел j, k, n

вещ длина, ширина

лит мой текст

Для описания таблиц после описания типа нужно указать ключевое слово таб (слитно или раздельно с ключевым словом типа). Размерность таблицы и границы изменения индексов указываются после имени каждой величины.

Примеры.

цел таб k[-5:5], вещтаб tab[1:4, 1:12]

Здесь k — линейная таблица, состоящая из 11 элементов целого типа. Индексы элемен­тов принимают значения от -5 до 5. Таблица tab — прямоугольная. В ней 48 элементов — 4 строки и 12 столбцов.

Область действия описаний

В зависимости от способа описания и места описания в программе, где описана величина, определена ее область действия описания — та часть текста программы, где допустимо использование этой величины.

Если величина описана во вступлении к программе, ее можно использовать в любом алгоритме этой программы .

Если величина описана в заголовке алгоритма, то ее можно использовать в теле этого алгоритма, а также в заголовке — после этого описания.

Пример:

алг цел сумма элементов таблицы (цел длина, целтаб таблица[1:длина])

Если переменная описана в теле алгоритма, то ее можно использовать только в теле этого алгоритма после места описания. Такие величины называются промежуточными.

Пример:

алг

нач

* п := 1 | Так нельзя!
* цел п
* п := 1 | Так можно

кон

1. Выражения

Общие сведения

Выражение в языке КуМир описывает новое значение, полученное из уже известных зна­чений с помощью предусмотренных в языке КуМир операций.

Примеры:

* (a+b)\*(a-b)
* да или нет
* (sin(альфа))\*\*2+(cos(альфа))\*\*2

В КуМир-программе выражения могут появляться в:

* правой части оператора присваивания
* в индексе таблицы
* в аргументе (типа арг) вызова функции
* в качестве подвыражения другого выражения
* в команде вывод

Операции в языке КуМир

Операции в языке КуМир — это:

* базовые операции (арифметические, логические, текстовые)
* вырезка из строки

• операции, задаваемые алгоритмами-функциями

Для каждой операции известны:

* количество значений-аргументов
* их типы
* тип результата

Базовые операции

В зависимости от типов аргументов и результата, базовые операции делятся на следующие классы:

* арифметические операции (аргументы и результат — числового типа)
* сравнение арифметическое (аргументы — числового типа, результат — лог)
* сравнение текстовое (аргументы — текстового типа, результат — лог)
* логические операции (аргументы — лог, результат — лог)
* текстовые операции (аргументы и результат — текстового типа)

Каждой базовой операции соответствует свой символ. В некоторых случаях приходится применять составной символ, состоящий из двух обычных символов:

* \*\* — возведение в степень;
* <= — меньше или равно;
* >= — больше или равно;
* <> — не равно.

Полный список базовых операций и их описания приведены в [A.8.](#bookmark511)

Тип выражения. Согласованность типов

Типом выражения называется тип результата операции, которая выполняется последней при вычислении этого выражения.

Типы всех подвыражений должны быть согласованы с типами аргументов выполняе­мых операций.

Пример.

Рассмотрим выражение

гамма(х) - дельта(2у+1, z),

где гамма и дельта — описанные в программе алгоритмы-функции. Это должны быть функции числового типа. Если обе они имеют тип цел, то и все выражение имеет тип цел. В противном случае выражение имеет тип вещ.

Вырезка из строки

Операция вырезки из строки имеет 3 аргумента: лит строка, цел старт, цел финиш и результат: лит вырезка. В отличие от базовых операций, аргументы вырезки из строки имеют разные типы. Поэтому способ записи вырезки из строки отличается от способа, принятого для базовых операций.

Пример:

лит строка, вырезка

строка = ”строка”

вырезка := строка[3:5]

утв вырезка = ”рок”

Функции

В выражениях языка КУМИР можно использовать:

* встроенные алгоритмы-функции КУМИРа, например: sin(x), длин(”ХВОСТ”)
* алгоритмы-функции встроенных исполнителей, например: температура
* алгоритмы-функции программы пользователя

. У каждой функции есть имя, для нее фиксировано количество параметров, параметры перенумерованы. Для каждого параметра функции и ее результата фиксированы их типы; тип результата называется типом функции.

Вызов функции с именем имя\_функции и аргументами, заданными выражениями *Х...Хп* записывается так: имя\_функции(Х1,... , Хп).

1. Простые команды

В этом разделе описаны 5 видов простых команд (из 6 допустимых в языке КуМир):

* команды присваивания
* команды контроля
* команды ввода-вывода
* команда выход
* команда вызова алгоритма-процедуры

Еще один вид простых команд — команды описания величин — представлен в [1.2.4](#bookmark57).

1. Присваивание

Команда присваивания предназначена для изменения значения простых переменных и элементов таблиц и имеет общий вид <ВЕЛИЧИНА> := <ВЫРАЖЕНИЕ>, где

* ВЕЛИЧИНА — это имя простой величины или описание элемента таблицы
* ВЫРАЖЕНИЕ — это выражение, составленное из величин, констант, вызовов алго­ритмов-функций и знаков операций

Тип выражения должен быть согласован с типом величины.

Примеры:

n := 0; m := n; m := m+1

m := 2\*gлин(t)+div(n,2)

c := (x+y)/2

площадь:=a\*b\*sin(C)/2

d:=b\*\*2-4\*a\*c

x[1]:=(-b+sqrt(d))/(2\*a)

a[i]:=2\*a[i-2]+a[i-1]

b[i,j]:=-b[j,i]

Все переменные должны быть описаны, а их типы — согласованы с типами операций и их аргументов.

1. Контроль выполнения

В языке КуМир существует три команды контроля выполнения: утв, дано, надо.

Формат вызова:

утв <ЛОГ ВЫРАЖЕНИЕ>

дано <ЛОГ ВЫРАЖЕНИЕ>

надо <ЛОГ ВЫРАЖЕНИЕ>

Все три команды выполняются так. Проверяется условие. Если условие не соблюдается (равно нет), то КуМир прекращает выполнение алгоритма и сообщает, что возник отказ. Если же условие соблюдается, то выполнение алгоритма нормально продолжается так, как если бы команды контроля не было вовсе.

Команда дано проверяет условие в начале выполнения алгоритма, команда надо — в конце выполнения алгоритма, а командой утв можно проверить условие в процессе выполнения алгоритма.

Пример 1:

алг абс (рез вещ х)

дано х<=0

надо х>=0

нач

• х := -х

кон

Пример 2:

алг вещ кв ( вещ х)

нач •

вещ к

• к := х\*х

• утв к>=0

• знач := к

кон

1. ~~Ввод-вывод~~

~~Вывод~~

~~Формат вызова:~~

~~вывод выражение-1, ..., выражение-N~~

~~Каждое выражение может быть либо арифметическим, логическим или текстовым вы­ражением, либо командой перехода на новую строку (ключевое слово нс). Значения вы­ражений выводятся последовательно в строку области ввода-вывода и разделяются про­белом. Когда строка полностью заполнена, автоматически происходит переход к началу новой строки.~~

~~Когда окно ввод-вывода полностью заполнено, последующие команды вывода будут сдвигать содержимое окна вверх, вытесняя верхние строки окна.~~

~~Пример:~~

~~алг~~

~~нач~~

~~• нц 5 раз~~

~~• • вывод ”Hello!”, нс~~

~~• кц~~

~~кон~~

1. Вызов алгоритма

Вызов алгоритма-процедуры является отдельной командой алгоритмического языка и имеет вид:

* имя\_алгоритма-процедуры или
* имя\_алгоритма-процедуры (список\_параметров\_вызова)

Пример 1 :

алг нач

* подпр

кон

алг подпр

нач

* вывод ”Мы в подпрограмме”, нс

кон

Пример 2 :

нач

* сумма(2.4, 7.6)

кон

алг сумма(вещ а, вещ б)

нач

* вывод ”Сумма = ”, а+б, нс

кон

1. выход

Команда выход используется для выхода из цикла или для окончания работы текущего алгоритма. Если команда выход выполняется внутри цикла, то выполнение продолжается с первой команды после тела этого цикла. Если команда выход используется во вложен­ных циклах, то завершается самый внутренний цикл. Если команда выход выполняется вне циклов, то она приводит к завершению выполнения текущего алгоритма.

Пример:

алг

нач

* нц

• • нц

• • • вывод ”-2-”, нс

• • • выход

• • кц

• • вывод ”-1-”, нс

• • выход

• кц

• вывод ”-0-”, нс

• выход

• вывод ”-F-”, нс

кон

При выполнении этой программы будет напечатано:

-2­

-1­

-0-

-F-

1. Составные команды
2. Команды ветвления

если-то-иначе-все

Общий вид команды:

если условие

* то серия1
* иначе серия2

все

Серия2 вместе со служебным словом иначе может отсутствовать. В этом случае ко­манда имеет вид:

если условие

то серия1

все

При выполнении команды если КуМир сначала проверяет условие, записанное между если и то. При соблюдении этого условия выполняется серия1, в противном случае — серия2 (если она есть), после чего КуМир переходит к выполнению команд, записанных после слова все.

Если условие не соблюдается, а серия2 вместе с иначе отсутствует, то КуМир сразу переходит к выполнению команд, записанных после слова все.

Пример 1:

если a<b

* то b:=b-a; p:=p+q
* иначе a:=a-b; q:=q+p

все

Пример 2:

если x>m

* то
* • m:=x
* • n:=n+1

все

выбор-при-иначе-все

Общий вид команды:

выбор

* при условие 1 : серия 1
* при условие 2 : серия 2
* при условие n : серия n
* иначе серия n+1

все

Ключевое слово иначе вместе с соответствующей серией команд может отсутствовать:

выбор

* при условие\_1 : серия\_1
* при условие\_2 : серия\_2
* при условие\_п : серия\_п

все

КуМир сначала проверяет условие 1. Если оно соблюдается, то КуМир выполняет команды из серии 1, после чего переходит к выполнению команд, записанных после слова все. В противном случае КуМир делает то же самое с условием 2 и командами из серии 2 и т.д.

Команды, записанные после слова иначе, выполняются в том случае, когда не соблю­дено ни одно из условий.

В команде выбор всегда выполняется не более одной серии команд, даже если несколь­ко условий окажутся истинными. Выполнение команды выбор заканчивается после того, как найдено первое (по порядку следования) условие со значением да (и выполнена соот­ветствующая серия команд).

Пример 1:

выбор

* при а>1: i:=i+1
* при а<0: j:=j-1
* иначе t:=i; i:=j; j:=t

все

Пример 2:

выбор

* при a[i]>1000 : b[i]:=3; c[i]:=3.141
* при a[i]>100 :
* • b[i]:=2; c[i]:=3.14
* при a[i]>10 :
* • b[i]:=1
* • c[i]:=3.14

все

В примере 2 при a[i]=1812 будут выполнены присваивания: b[i]:=3; c[i]:=3.141.

1. Команды цикла

Цикл «для»

Общий вид цикла для:

нц для i от i1 до i2

* тело\_цикла

кц

Здесь *i —* величина типа цел (она называется параметром цикла), а *i1* и *i2 —* целые выражения, т. е. выражения типа цел. При выполнении цикла для тело цикла выпол­няется последовательно для *i = i1, i = i1* + 1, ... , *i = i2.* Если *i1 = i2,* то тело цикла выполнится один раз для *i = i1.* Если же *i1 > i2,* то тело цикла не выполнится ни разу.

Общий вид цикла для с шагом:

нц для i от i1 до i2 шаг i3

* тело\_цикла

кц

Если шаг *i3* (который также должен быть целым выражением) равен положительному числу *d,* то тело цикла будет выполняться последовательно для *i = i1, i = i1* + *d, i = i1* + *2d,* ... до тех пор, пока значение i удовлетворяет условию *i* < *i2.*

Если же шаг *i3* отрицателен и равен — *d,* то тело цикла будет выполняется последова­тельно для *i = i1, i = i1 — d, i = i1 — 2d,* ... до тех пор, пока значение *i* удовлетворяет условию *i* > *И.*

Пример:

нц для i от 1 до 100 шаг 2

* a[i+1]=a[i]

кц

В теле любого из циклов может быть использована команда выход (см. [1.3.5)](#bookmark88). При выполнении этой команды содержащий ее цикл будет завершен.

Цикл «пока»

Общий вид цикла пока:

нц пока условие

* тело\_цикла

кц

При выполнении цикла пока КУМИР циклически повторяет следующие действия:

* Проверяет записанное после служебного слова пока условие.
* Если условие не соблюдается, то выполнение цикла завершается и КуМир начинает выполнять команды, записанные после кц.

Если же условие соблюдается, то КуМир выполняет тело цикла, снова проверяет условие и т.д.

Пример:

нц пока а<10

* а := а + 1

кц

В теле цикла может быть использована команда выход (см. [1.3.5)](#bookmark88). При выполнении этой команды содержащий ее цикл будет завершен.

Цикл «до тех пор»

Общий вид цикла до тех пор:

нц

* тело\_цикла

кц\_при условие

При выполнении цикла до тех пор КуМир циклически повторяет следующие действия:

* Выполняет тело цикла.
* Проверяет записанное после служебного слова кц\_при условие.
* Если условие соблюдается, то выполнение цикла завершается и КуМир начинает выполнять команды, записанные после кц\_при. Если же условие не соблюдается, то КуМир выполняет тело цикла, снова проверяет условие и т.д.

Пример:

нц

* x := 2\*x

кц\_при x>100

В теле любого из циклов может быть использована команда выход (см. [1.3.5)](#bookmark88). При выполнении этой команды содержащий ее цикл будет завершен.

Цикл «N раз»

Общий вид цикла N раз:

нц N раз

* тело\_цикла

кц

Здесь N — целое выражение, задающее число повторений. При выполнении алгоритма последовательность команд циклически повторяется указанное число раз.

Пример:

нц 4 раз

* ввод x, y, z
* вывод нс, ”Координаты:”, x, y, z

кц

В теле цикла может быть использована команда выход (см. [1.3.5)](#bookmark88). При выполнении этой команды содержащий ее цикл будет завершен.

Цикл «нц-кц»

Общий вид цикла:

нц

* тело\_цикла

кц

Пример:

нц

* а := а + 1
* если а>100 то выход все

кц

КуМир не проверяет, встречается ли в теле цикла команда выход. Если такой команды нет, то цикл нц-кц будет выполняться до бесконечности.

1. Встроенные алгоритмы
2. Текстовое представление чисел

цел\_в\_лит

Синтаксис: алг лит цел\_в\_лит(цел x)

Возвращает строковое представление x.

Пример:

алг

нач

* лит б
* цел а
* а := 5
* б := цел\_в\_лит (а)
* вывод б

кон

вещ\_в\_лит

Синтаксис: алг лит вещ\_в\_лит(вещ x )

Возвращает строковое представление x.

Пример:

алг нач

* вещ а
* лит б
* а := 5.9999
* б := вещ\_в\_лит(а)
* вывод б кон

лит\_в\_вещ

Синтаксис: алг вещ лит\_в\_вещ(лит СТРОКА, рез лог УСПЕХ )

Переводит строку СТРОКА в вещественное представление. Если СТРОКА содержит только вещественное число, то в УСПЕХ записывается Да и алгоритм возвращает веще­ственное значение, иначе в УСПЕХ записывается Нет и алгоритм возвращает значение 0.

Пример:

алг нач

* лит а
* вещ б
* лог усп
* а := ”5.9999”
* б := лит\_в\_вещ(а, усп)
* вывод б, ” ”, усп кон

лит\_в\_цел

Синтаксис: алг цел лит\_в\_цел(лит СТРОКА, рез лог УСПЕХ )

Переводит строку СТРОКА в целочисленное представление. Если СТРОКА содержит только целое число, то в УСПЕХ записывается Да и алгоритм возвращает целосисленное значение, иначе в УСПЕХ записывается Нет и алгоритм возвращает значение 0.

Пример:

алг нач

* лит а
* цел б
* лог усп
* а := ”5”
* б := лит\_в\_цел(а, усп)
* вывод б, ” ”, усп кон

1. Математика

sqrt

*Синтаксис:* алг вещ sqrt(вещ *x*)

*у/х* — квадратный корень из x *(х >* 0).

*Пример:*

вещ х алг нач

* ввод х

• х := sqrt (х)

* вывод ”корень квадратный из числа х равен ”, х

кон

abs

*Синтаксис:* алг вещ abs(вещ x)

Абсолютная величина вещественного числа *x* (|*x*|).

*Пример:* вещ а, б алг нач

* ввод а,б
* а := а+б
* а := abs(a)
* вывод”Модуль суммы чисел равен ”, а

кон

iabs

*Синтаксис:* алг цел iabs(цел x)

Абсолютная величина целого числа *x* (|*x*|)

*Пример:*

цел а, б алг нач

* ввод а,б
* а := iabs(a)
* б := iabs (б)
* вывод а+б кон

sign

*Синтаксис:* алг цел sign(вещ x)

Знак числа *x* (-1, 0 или 1):

* -1, если *х* < 0
* 0, если *х* = 0
* 1, если *х* > 0

*Пример:* цел а, б алг нач

* ввод а
* б := sign(a)
* если б=-1
* • то вывод а, ”<=0”
* • иначе
* • • если б=0
* • • • то вывод а, ”=0”
* • • • иначе вывод а, ”>=0”
* • • все

• все кон

sin

*Синтаксис:* алг вещ sin(вещ x) Синус *x*

*Пример:* вещ х алг нач • ввод х

* х := sin (х)
* вывод ”синус угла х равен ”, х кон

вещ x, y алг нач

* вывод ”угол x=”

• ввод x

• y := 2\*sin(x)\*cos(x)

* вывод ”sin2x = ”, y кон

cos

*Синтаксис:* алг вещ cos(вещ *x*) Косинус *x*

*Пример:* вещ х алг нач

* ввод х
* х := cos (х)
* вывод ”косинус угла х равен ”, х кон

вещ x, y алг нач

* вывод ”угол x=”
* ввод x
* y := 2\*sin(x)\*cos(x)
* вывод ”sin2x = ”, y кон

tg

*Синтаксис:* алг вещ tg(вещ x) Тангенс *x*

*Пример:* вещ х алг нач

* ввод х
* х := tg (х)
* вывод ”тангенс угла х равен ”, х кон

ctg

*Синтаксис:* алг вещ ^(вещ x) Котангенс *x*

*Пример:* вещ х алг нач

* ввод х
* х := ctg (х)

• вывод ”котангенс угла х равен ”, х кон

arcsin

*Синтаксис:* алг вещ arcsin(вещ x) Арксинус *x*

*Пример:* вещ х алг нач • ввод х

* х := arcsin (х)
* вывод ”арксинус числа х равен ”, х кон

arccos

*Синтаксис:* алг вещ arccos(вещ x) Арккосинус *x*

*Пример:* вещ х алг нач

* ввод х
* х := arccos (х)
* вывод ”арккосинус числа х равен ”, х кон

arctg

*Синтаксис:* алг вещ аг^д(вещ x)

Арктангенс *x*

*Пример:* вещ х алг нач

* ввод х
* х := arctg (х)
* вывод ”арктангенс числа х равен ”, х кон

arcctg

*Синтаксис:* алг вещ агс^д(вещ x) Арккотангенс *x*

*Пример:* вещ х алг нач

* ввод х
* х := arcctg (х)
* вывод ”арккотангенс числа х равен ”, х кон

ln

*Синтаксис:* алг вещ ^(вещ *x*)

Натуральный логарифм *x*

*Пример:*

вещ а,б,с

алг

нач

* ввод а, б
* с := а+б
* с := ln (с)
* вывод ”Натуральный логарифм от суммы чисел ”,а,” и ”,б,” равен ”,с кон

lg

*Синтаксис:* алг вещ ^(вещ x)

Десятичный логарифм *x*

*Пример:*

вещ а,б,с

алг

нач

* ввод а, б
* с := а+б
* с := lg(c)
* вывод ”десятичный логарифм от суммы чисел ”,а,” и ”,б,” равен ”,с кон

exp

*Синтаксис:* алг вещ exp(вещ x)

е в степени числа *x* (е ~ 2.718281828459045 ...)

*Пример:*

вещ x

цел а

алг

нач

* ввод а
* x := exp(a)
* вывод ”число е в степени ”, а, ” равно ”, x

кон

min

*Синтаксис:* алг вещ min(вещ x, вещ *у*)

Минимум из чисел *x* и *y*

*Пример:*

вещ а,б,с1, с2

алг

нач

* ввод а, б
* с1 := тах(а,б)
* с2 := т'т(а,б)
* вывод с1, нс
* вывод с2, нс

кон

max

*Синтаксис:* алг вещ тах(вещ х, вещ *у*) Максимум из чисел *x* и *y*

*Пример:*

вещ а,б,с1, с2

алг

нач

* ввод а, б
* с1 := тах(а,б)
* с2 := тт(а,б)
* вывод с1, нс
* вывод с2, нс

кон

mod

*Синтаксис:* алг цел mod(цел х, цел *у*)

Остаток от деления *x* на *y* (*x*,*y* - целые, *y* > 0))

*Пример:*

цел а, б, x, y

алг

нач

* ввод а, б
* x := дю(а,б)
* y := тод(а,б)
* вывод ”а/б=”, x, ” с остатком ”, y кон

div

*Синтаксис:* алг цел div(цел х, цел *у*)

Частное от деления *x* на *у* (*x*, *у* - целые, *у* > 0)

*Пример:*

цел а, б, x, y

алг

нач

* ввод а, б
* x := дю(а,б)
* y := тод(а,б)
* вывод ”а/б=”, x, ” с остатком ”, y кон

int

*Синтаксис:* алг цел тЦвещ х)

Целая часть *x*: максимальное целое число, не превосходящее *x*

*Пример:*

вещ а,б алг нач

* ввод а
* б := int(a)
* вывод ”Целая часть ”, а, ” равна ”, б кон

rnd

*Синтаксис:* алг вещ тд(вещ *х*)

Случайное число от 0 до *x*: при последовательных вызовах этой функции получается последовательность случайных чисел, равномерно распределенных на [0,*х*].

*Пример:*

алг Построение последовательности случайных вещественных чисел нач

* вещ таб а [1:10]
* цел л
* вещ б
* ввод б
* нц для л от 1 до 10
* • а[л] := rnd(6)
* кц
* нц для л от 1 до 10
* • вывод а[л], ” ”
* кц кон

МВЕЩ

*Синтаксис:* алг вещ МВЕЩ

Самое большое вещественное число, которое можно использовать в языке КуМир. МВЕШ 1.797693 х 10308 (это немного меньше, чем 21024). Величина этого числа опреде­ляется способом представления чисел в современных компьютерах и примерно одинаковая в большинстве современных языков программирования.

*Пример:*

алг Самое большое вещественное число в КуМире

нач

• вещ щ

• щ := МВЕЩ

• вывод 'Самое большое вещественное число в КуМире — это число ', щ кон

МЦЕЛ

*Синтаксис:* алг цел МЦЕЛ

Самое большое целое число, которое можно использовать в языке КуМир. МЦЕЛ = 231 -1. Величина этого числа определяется способом представления чисел в современных компьютерах и примерно одинаковая в большинстве современных языков программиро­вания.

*Пример:*

алг Самое большое целое число в КуМире

нач

* цел ц
* ц := МЦЕЛ
* вывод 'Самое большое целое число в КуМире — это число ', ц кон

1. Обработка строк

длин

*Синтаксис:* алг цел длин(лит *S*)

Возвращает количество символов в строке *S*.

*Пример:*

алг

нач

* лит а
* цел ц
* вывод ”введите строку”
* ввод а
* ц := длин(а)
* вывод ц

кон

код

*Синтаксис:* алг цел код(сим *c*)

Возвращает номер символа *c* в таблице КОИ-8г. (стандарт RFC 1489).

*Пример:*

алг

нач

* сим а
* цел ц
* вывод ”введите символ”
* ввод а
* ц := код(а)
* вывод ц

кон

символ

*Синтаксис:* алг сим символ(цел *N* )

Возвращает символ, соответствующий номеру *N* в таблице КОИ-8г (стандарт RFC 1489).

*Пример:*

алг

нач

* цел а
* сим б
* ввод а
* б := символ(а)
* вывод б

кон

юникод

*Синтаксис:* алг цел юникод(сим *c*)

Возвращает номер символа *c* в таблице Юникода.

символ2

*Синтаксис:* алг сим символ2(цел *N* )

Возвращает символ, соответствующий номеру *N* в таблице Юникода.

*Пример:*

алг

нач

* цел а
* сим б
* ввод а
* б := символ2(а)
* вывод б

кон

1. Система

пауза

Синтаксис: алг пауза

Приостанавливает выполнение программы. Переводит Кумир в режим паузы.

Пример:

алг

нач

* вещ а, б, с
* а := 1
* б := 2
* пауза
* с := а+б
* вывод с

кон

стоп

*Синтаксис:* алг стоп

Останавливает выполнение программы.

*Пример:*

алг

нач

* вещ а, б, с
* а := 1
* вывод ”Остановка перед вычислением значения С”
* стоп
* с := а+б
* вывод с кон

время

*Синтаксис:* алг цел время

Возвращает текущее время (местное) в сотых долях секунды, прошедшее с начала суток.

*Пример:*

алг

нач

* цел мс
* мс := время

цел с, ч, м

* с := div(MC, 100)
* м := div(c, 60)
* ч := div (м, 60)
* с := с - м\*60
* м := м - ч\*60
* вывод ”Текущее время: ”, ч, ” часов, ”, м, ” минут ”, с, ” секунд” кон

клав

*Синтаксис:* алг цел клав

Ожидает нажатия на клавишу и возвращает её код.

*Пример:*

алг

нач

* цел а
* вывод ”Нажмите клавишу...”, нс
* а := клав
* вывод ”Код нажатой клавиши равен ”, а, нс

кон

Коды клавиш, имеющих символьное представление, совпадают с Юникодами соответ­ствующих клавиш. Коды клавиш, не имеющих символьное представление, приведены в таблице:

|  |  |  |  |
| --- | --- | --- | --- |
| Клавиша | Код | Клавиша | Код |
| Tab | 16777217 | Alt | 16777251 |
| Backspace | 16777219 | Caps Lock | 16777252 |
| Enter | 16777220 | Num Lock | 16777253 |
| Enter на цифровом блоке клавиатуры | 16777221 | Scroll Lock | 16777254 |
| Insert | 16777222 | F1 | 16777264 |
| Delete | 16777223 | F2 | 16777265 |
| Pause | 16777224 | F3 | 16777266 |
| Print Screen | 16777225 | F4 | 16777267 |
| Home | 16777232 | F5 | 16777268 |
| End | 16777233 | F6 | 16777269 |
| Стрелка влево | 16777234 | F7 | 16777270 |
| Стрелка вверх | 16777235 | F8 | 16777271 |
| Стрелка вправо | 16777236 | F9 | 16777272 |
| Стрелка вниз | 16777237 | F10 | 16777273 |
| Page Up | 16777238 | F11 | 16777274 |
| Page Down | 16777239 | F12 | 16777275 |
| Shift | 16777248 | F13 | 16777276 |
| Ctrl (на Macintosh - Command) | 16777249 | F14 | 16777277 |
| Meta — логотип Windows (на Macintosh - Control) | 16777250 | F15 | 16777278 |

1. Исполнитель Робот
2. Общие сведения

Система команд исполнителя «Робот» включает:

* 5 команд, вызывающих действия Робота (влево, вправо, вверх, вниз, закрасить)
* 10 команд проверки условий:
* 8 команд вида [слева/справа/снизу/сверху] [стена/свободно]
* 2 команды вида клетка [закрашена/чистая]
* 2 команды измерения (температура, радиация)

Командам влево, вправо, вверх, вниз, закрасить соответствуют алгоритмы-проце­дуры языка КуМир. Остальным командам соответствуют алгоритмы-функции, тип этих функций указан ниже.

1. Команды-действия

|  |  |
| --- | --- |
| Команда | Описание |
| влево  вправо вверх вниз закрасить | Перемещает робота на одну клетку влево. Если слева стена, выдает отказ.  Перемещает робота на одну клетку вправо. Если справа стена, выдает отказ.  Перемещает робота на одну клетку вверх. Если сверху стена, выдает отказ.  Перемещает робота на одну клетку вниз. Если снизу стена, вы­дает отказ.  Делает клетку, в которой находится робот, закрашенной. |

*Пример:* алг нач

* вправо
* вниз

• влево • вверх • закрасить кон

1. Команды-проверки

|  |  |
| --- | --- |
| Команда | Описание |
| лог слева свободно лог справа свободно | Возвращает да, если робот может перейти влево, иначе — нет. Возвращает да, если робот может перейти вправо, иначе — нет. |
| лог сверху свободно лог снизу свободно лог слева стена | Возвращает да, если робот может перейти вверх, иначе — нет. Возвращает да, если робот может перейти вниз, иначе — нет. Возвращает да, если слева от робота находится стена, иначе — нет. |
| лог справа стена | Возвращает да, если справа от робота находится стена, иначе  — нет. |
| лог сверху стена | Возвращает да, если сверху от робота находится стена, иначе  — нет. |
| лог снизу стена | Возвращает да, если снизу от робота находится стена, иначе  — нет. |
| лог клетка закрашена | Возвращает да, если клетка закрашена, и нет, если клетка не закрашена. |
| лог клетка чистая | Возвращает нет, если клетка закрашена, и да, если клетка не закрашена. |

1. Команды-измерения

|  |  |
| --- | --- |
| Команда | Описание |
| вещ радиация вещ температура | Возвращает значение радиации в клетке, где находится робот. Возвращает значение температуры в клетке, где находится робот. |

1. Исполнитель Чертежник
2. Общие сведения

Система команд исполнителя «Чертежник» включает 6 команд:

* опустить перо
* поднять перо
* сместиться на вектор (вещ dX, dY)
* сместиться в точку (вещ x, y)
* установить цвет (лит цвет)

• надпись (вещ ширина, лит текст)

1. Описания команд

|  |  |
| --- | --- |
| Команда | Описание |
| опустить перо | Переводит чертежника в режим перемещения с рисованием. |
| поднять перо | Переводит чертежника в режим перемещения без рисования. |
| сместиться на вектор  (вещ dX, dY) | Перемещает перо на *dX* вправо и *dY* вверх. |
| сместиться в точку (вещ x, y) | Перемещает перо в точку с координатами (x, y). |
| установить цвет (лит цвет) | Устанавливает цвет пера. Допустимые цвета: ”черный”, ”белый”, ”крас- ный”, ”оранжевый”, ”желтый”, ”зеленый”, ”голубой”, ”синий”, ”фиолетовый”. |
| надпись (вещ ширина, лит текст) | Выводит на чертеж текст, начиная от текущей позиции пера. В кон­це выполнения команды перо находится на правой нижней границе текста (включая отступ после последнего символа).  Ширина знакоместа измеряется в условных единицах чертежника. Это ширина буквы вместе с отступом после нее. |

*Примечание 1.* Поднять (опустить) перо — сокращение от полной формы «сделать так, чтобы перо оказалось поднятым (опущенным)». Если перо, например, поднято, то после выполнения команды поднять перо, оно просто останется поднятым.

*Примечание 2.* Если в момент вызова функции установить цвет значение ее аргумента не совпадает ни с одним из перечисленных 9 допустимых цветов, то выдается отказ и выполнение программы прерывается.

*Пример:*

алг

нач

* установить цвет(”красный”)
* опустить перо
* сместиться на вектор(1,1)
* надпись(0.5, ”Рис. 1”)

кон

Исполнитель Робот

1. Введение
2. Обстановки Робота

Исполнитель Робот существует в некоторой *обстановке* — прямоугольном поле, разбитом на клетки, между которыми могут стоять стены. Обстановка, в которой находится Робот, называется *текущей* обстановкой Робота. Кроме того, определена еще одна обстановка Робота — *стартовая* обстановка. Стартовая обстановка используется при управлении Ро­ботом из программы, подробнее см. ниже [2.1.3](#bookmark221).

Робот может передвигаться по полю, закрашивать клетки, измерять температуру и радиацию. Робот не может проходить сквозь стены, но может проверять, есть ли рядом с ним стена. Робот не может выйти за пределы прямоугольника (по периметру стоит «забор»). Подробно система команд Робота описана ниже.

Удобно представлять себе, что Робот существует всегда. В частности, когда начинается сеанс работы системы Кумир, Робот уже существует и для него определены и текущая, и стартовая обстановка (они совпадают).

Обстановки Робота могут храниться в файлах специального формата (расширение .fil).

1. Окно наблюдения за Роботом

В Кумире есть специальное устройство — *Окно наблюдения за Роботом* (иногда для крат­кости будем говорить *Окно Робо та* ) . В этом окне всегда видна текущая обстановка Робота, включая положение самого Робота. Подробнее об окне Робота см. [2.2](#bookmark228).

1. Управление Роботом из программы

Кумир-программа, управляющая Роботом, должна начинаться со строки использовать Робот (подробнее — см. описание языка Кумир). При выполнении этой строки Кумир помещает Робота в некоторую заранее определенную обстановку. Эта обстановка и назы­вается *стартовой* обстановкой Робота.

Таким образом, в каждый момент сеанса работы системы Кумир определены две обста­новки Робота — *текущая* и *стартовая*. Текущая обстановка в любой момент показывается в окне наблюдения за Роботом.

1. Как установить стартовую обстановку

В системе Кумир есть средства, с помощью которых Школьник может задать нужную ему стартовую обстановку. Это можно сделать двумя способами. Один способ — загрузить стартовую обстановку из указанного Школьником файла. Другой способ — редактировать существующую стартовую обстановку с помощью специального редактора стартовых об­становок.

Редактор стартовых обстановок является частью системы Кумир. Редактирование об­становки происходит в отдельном окне (окно редактирования стартовой обстановки), струк­тура этого окна аналогична структуре окна наблюдения Робота. Редактируемая обстанов­ка может быть сохранена в файл или непосредственно использоваться в качестве старто­вой обстановки. Подробнее редактирование стартовых обстановок описано в [2.4](#bookmark264).

1. Ручное управление Роботом

В систему Кумир входит пульт ручного управления Роботом (см. [2.5)](#bookmark282). Этот пульт поз­воляет вручную управлять Роботом — выдавать команды, входящие в систему команд Робота. Использовать пульт можно в любое время, кроме тех временных промежутков, ко­гда происходит непрерывное выполнение Кумир-программы. В частности, Роботом можно управлять с пульта в те моменты, когда выполнение Кумир программы приостановлено (система Кумир находится в состоянии «Пауза»).

1. Окно наблюдения за Роботом
2. Видимое и скрытое состояние окна

Окно наблюдения за Роботом создается в момент начала сеанса работы системы Кумир и доступно до окончания сеанса. Во время сеанса работы окно может находиться в одном из двух состояний — видимо или скрыто (с отображением на панели задач или без).

В верхнем правом углу окна Робота (в правом конце заголовка) есть две стандартные кнопки: \_ (скрыть с отображением в панели задач) и X (скрыть без отображения в панели задач).

В момент запуска Кумира окно наблюдения за Роботом скрыто. Чтобы сделать ок­но видимым, Школьник должен нажать кнопку «Показать окно Робота» на панели ин­струментов. Кроме того, окно Робота автоматически становится видимым при запуске на выполнение программы, содержащей строку использовать Робот (см. [2.3)](#bookmark241). Окно Робо­та становится видимым на том же месте, где оно находилось, когда его последний раз сделали скрытым.

При окончании сеанса Работы система запоминает положение окна наблюдения за Ро­ботом на экране. При следующем запуске окно появится на том же самом месте.

1. Свойства окна наблюдения за Роботом

На окне наблюдения за Роботом нет ни меню, ни кнопок. Таким образом, в окне Робота есть только полоса заголовка и рабочее поле.

В левой части заголовка есть надпись «Робот», за которой следует имя файла, в ко­тором хранится стартовая обстановка. Если такого файла нет, то вместо имени файла выводится слово «временная». Правила, определяющие привязку стартовой обстановки к определенному файлу, описаны ниже.

Размер окна наблюдения полностью определяется размерами стартовой обстановки. Пользователь не может менять размер окна с помощью стандартных средств, например, манипулируя мышью.

1. Что входит в описание обстановки Робота

Обстановка Робота представляет собой прямоугольное поле, окруженное забором и раз­битое на клетки. Говоря более точно, обстановка описывается следующими величинами:

1. размеры обстановки — количество строк (1-10) и количество столбцов (1-16)
2. для каждой клетки:

* наличие стен вокруг клетки
* признак закрашенности
* величина радиации (измеряется в условных единицах, может принимать любое вещественное значение от 0 до 100)
* температура (измеряется в градусах Цельсия, может принимать любое веще­ственное значение от -273 до +233)

*Примечание.* Нижняя возможная температура — это (приблизительно) абсолютный ноль (0 градусов по шкале Кельвина). Верхняя температура — это температура, при ко­торой горят книги (451 градус по Фаренгейту).

Система команд Робота позволяет ему определить значения всех этих характеристик клетки (см. ниже).

Кроме того, в клетке могут быть пометки, видимые наблюдателю, но не доступные «органам чувств» Робота:

* символы в левом верхнем и левом нижнем углах
* точка в правом нижнем углу

Частью описания обстановки является и положение Робота. Как и для чтения пометок, у Робота нет средств, чтобы определить свои координаты.

1. Изображение текущей обстановки в окне наблюдения

Изображение текущей обстановка всегда полностью помещается в рабочем поле окна на­блюдения за Роботом (см. [2.1.1)](#bookmark217).

Фон рабочего поля — зеленый. Закрашенные клетки — серые. Между клетками — тонкие черные линии. Стены (в том числе — «забор» по периметру прямоугольника об­становки) изображаются толстыми желтыми линиями.

В клетке рабочего поля окна наблюдения Робот изображается ромбиком. Температу­ра и радиация не показываются, они могут быть только измерены Роботом. Символы в клетках, наоборот, видны человеку, но Робот не умеет их считывать.

1. Когда и как меняется текущая обстановка Робота

Текущая обстановка изменяется при выполнении команд Робота, подаваемых из програм­мы или с пульта (см. [2.5)](#bookmark282). Изменения текущей обстановки тут же отображаются в окне наблюдения за Роботом, если оно в этот момент видимо.

Выполнение команд Робота влияет на текущую обстановку следующим образом. Ко­манды перемещения и закрашивания отображаются в текущей обстановке естественно.

Если команда перемещения выдает отказ, то текущая обстановка не изменяется, а на экране (если он виден) соответствующий угол Робота закрашивается красным. Красный цвет снимается:

* при выполнении следующей команды Роботу с пульта
* при выполнении команды использовать Робот
* при принудительном помещении Робота в стартовую обстановку (см. ниже)

Команды проверок и измерения радиации и температуры на текущую обстановку не влияют.

Кроме того, в двух случаях происходит принудительное помещение Робота в стартовую обстановку (текущая обстановка становится равной стартовой). Это происходит:

* при запуске Кумир-программы, которая использует Робот (окно наблюдения при этом становится видимым, даже если оно было скрыто)
* при изменении имени файла стартовой обстановки Робота (в этой ситуации невиди­мое окно остается невидимым)

1. Стартовая обстановка, ее изменение и связь с теку­щей обстановкой
2. Вводные сведения

Стартовая обстановка — это обстановка, в которую Робот будет помещен при запуске Кумир-программы, т. е. при выполнении команды использовать Робот (см. [2.1.3)](#bookmark221).

Со стартовой обстановкой связана специальная настройка Кумира — текстовая строка, в которой записано имя некоторого файла, содержащего описание обстановки Робота. Как правило, в качестве стартовой настройки используется обстановка, хранящаяся в этом файле. Исключения описаны в [2.3.2](#bookmark246).

Увидеть имя файла стартовой обстановки (для краткости — *ФСО*) можно с помощью вкладки «Каталоги и файлы» окна настройки. Как можно менять имя ФСО описано в [2.3.3](#bookmark249).

1. Как определяется стартовая обстановка

Как правило, стартовая обстановка — это обстановка, хранящаяся в ФСО.

Из этого правила есть два исключения. Одно из них связано с тем, что файл с ука­занным именем может не содержать корректного описания обстановки или вообще не существовать. Этот случай рассмотрен ниже в [2.3.3](#bookmark249).

Другое исключение связано с возможностью упрощенного внесения временных измене­ний в стартовую обстановку. А именно, если в данный момент в Кумир-системе происходит редактирование файла обстановки, то текущее промежуточное значение этой редактиру­емой обстановки считается временной стартовой обстановкой. Говоря неформально, дей­ствия пользователя по подготовке обстановки имеют приоритет над содержимым строки с именем ФСО.

Во время редактирования в заголовке окна наблюдения за Роботом вместо имени фай­ла написано «временная». Имя файла восстанавливается в окне Робота в момент оконча­ния редактирования. Редактирование обстановок подробно описано в [2.4](#bookmark264).

1. Изменение имени файла стартовой обстановки

Общие сведения

Школьник может изменить имя файла стартовой обстановки (ФСО) двумя способами:

* с помощью команды «Сменить стартовую обстановку» меню Робота
* с помощью редактора стартовых обстановок

Состояние окна наблюдения (видимо/скрыто) при этих действиях не меняется.

При изменении строки с именем ФСО, стартовая обстановка становится текущей (Ро­бот помещается в новую стартовую обстановку), что отражается в окне наблюдения за Роботом.

Команда «Сменить стартовую обстановку»

Изменение строки с именем ФСО происходит с помощью стандартного диалога выбо­ра файла. При этом в качестве каталога по умолчанию предлагается каталог текущего файла стартовой обстановки. Если выбранный файл существует и содержит корректную обстановку, то эта обстановка считается стартовой. Она же объявляется *текущей*, т. е. Робот помещается в эту обстановку. Это отображается в окне наблюдения Робота. Имя файла стартовой обстановки (без директории) показывается в левой части заголовка окна наблюдения за Роботом.

Если с чтением обстановки из выбранного файла возникают какие-либо проблемы, то стартовой (и одновременно текущей) объявляется стандартная обстановка, хранящаяся в Кумире. В левой части заголовка окна наблюдения за Роботом появляется предупре­ждающая надпись — «нет файла». Никакой файл с обстановкой при этом не создается, а предыдущее значение имени файла стартовой обстановки не изменяется.

Изменение стартовой обстановки с помощью редактора стартовых обстановок Робота

Редактор стартовых обстановок Робота — составная часть системы Кумир, его работа подробно описана в [2.4](#bookmark264). Он позволяет добавлять и удалять стены, менять размеры обста­новки и т. п.

В меню этого редактора есть команда «Сохранить как стартовую». По этой команде вызывается стандартный диалог сохранения. По умолчанию предлагается текущее имя файла стартовой обстановки. При корректном выполнении операции сохранения новое имя файла стартовой обстановки запоминается, а сохраненная обстановка объявляется стартовой. При этом новая стартовая обстановка одновременно становится текущей, т. е. показывается в окне наблюдения за Роботом.

*Примечание.* В заголовке окна наблюдения (до окончания редактирования стартовой обстановки) остается слово «временная», а не имя файла.

1. Начальная установка имени файла стартовой обстановки

Запуск системы Кумир

Система Кумир при окончании сеанса работы запоминает в своих настройках значение имени файла со стартовой обстановкой. При новом запуске система Кумир проверяет, су­ществует ли файл с запомненным именем. Если файл существует и содержит корректную обстановку, то эта обстановка считается стартовой. Она же объявляется *текущей*, т. е. Робот помещается в эту обстановку. Это отображается в окне наблюдения Робота. Имя файла стартовой обстановки (без директории) показывается в левой части заголовка окна наблюдения за Роботом.

Если с чтением обстановки из выбранного файла возникают какие-либо проблемы, то стартовой (и одновременно текущей) объявляется стандартная обстановка, хранящаяся в Кумире. В левой части заголовка окна наблюдения за Роботом появляется предупре­ждающая надпись — «нет файла». Никакой файл с обстановкой при этом не создается, а предыдущее значение имени файла стартовой обстановки не изменяется.

Установка имени файла стартовой обстановки при инсталляции системы Ку­мир

При инсталляции системы Кумир в качестве имени ФСО записывается полное имя файла со стандартной обстановкой, который входит в поставку Кумира (10x16.fil). Стандарт­ной обстановкой является пустая обстановка максимально допустимого размера 10\*16 с Роботом в левом верхнем углу. Слово «пустая» означает, что

* в обстановке нет стен (кроме проходящего по периметру забора)
* в клетках нет точек и символов
* во всех клетках радиация 0 и температура 0

1. Редактирование стартовой обстановки
2. Общие сведения

Редактор стартовых обстановок можно использовать:

* для подготовки новых обстановок
* при отладке Кумир-программ для оперативного внесения небольших изменений в стартовую обстановку

Запуск редактирования производится с помощью команды «Редактировать стартовую обстановку» меню «Инструменты». По этой команде появляется специальное окно — *окно редактирования стартовой обстановки* (для краткости — *окно редактирования*). Выход из состояния редактирования стартовой обстановки производится с помощью соответству­ющей кнопки на окне редактирования или по команде «Выход» меню «Обстановка» на этом окне.

Свойства окна редактирования аналогичны свойствам окна наблюдения за Роботом. Основных отличий - два:

* фон рабочего поля — синий
* в окне редактирования над рабочим полем есть стандартная полоса, содержащая главное меню окна и инструментальные кнопки

После включения режима редактирования строка «Редактировать стартовую обста­новку» становится неактивной, т. е. редактировать одновременно две обстановки нельзя.

1. Главное меню окна редактирования

Общие сведения

В полосе меню окна редактирования стартовой обстановки имеется выпадающее меню «Обстановка» и команда «Помощь».

По команде «Помощь» появляется окно с текстом:

Редактирование обстановки

Поставить/убрать стену — щелкнуть по границе между клетками. Закрасить/сделать чистой клетку — щелкнуть по клетке.

Поставить/убрать точку — щелкнуть по клетке при нажатой клавише Ctrl. Установить температуру, радиацию, метки — щелкнуть по клетке правой кнопкой. Переместить Робота — тащить мышью.

Изменить размеры обстановки — команда «Новая обстановка» меню «Обстановка».

Меню «Обстановка» содержит следующие команды:

* Новая обстановка
* Открыть
* Недавние обстановки
* Сохранить
* Сохранить как. . .
* Сохранить как стартовую
* Печать в файл
* Выход

Команды Меню «Обстановка»

Перечислим кратко особенности выполнения каждой команды.

Новая обстановка Открывается стандартная форма. Ввести число, превосходящее мак­симальный размер нельзя. Допустимые размеры: по высоте (строки) — от 1 до 10, по ширине (столбцы) - от 1 до 16.

Открыть Открывает для редактирования файл с обстановкой, для чего вызывается стандартная форма. О выборе директории по умолчанию — см. ниже [2.4.4](#bookmark279).

Недавние обстановки Работает стандартно. В качестве недавних обстановок запоми­наются все обстановки, к которым применялись операции сохранения и записи (см. [2.4.4)](#bookmark279).

Сохранить Работает стандартно. Если обстановка была создана командой «Новая об­становка», то спрашивает имя в стандартной форме. О выборе директории по умолчанию — см. [2.4.4](#bookmark279).

Сохранить как. . . Работает так же, как «Сохранить», но с обязательным запросом имени файла сохранения. Эта команда не влияет на имя файла стартовой обстановки.

Сохранить как стартовую То же, что и «Сохранить как. . . », но с изменением имени файла стартовой обстановки.

Печать в файл Создание PDF-файла с изображением окна (см. [2.6.2)](#bookmark299).

Выход Синоним — X на заголовке окна. Завершает редактирование; если последняя обстановка не сохранена — переспрашивает.

1. Непосредственное редактирование обстановки

Основное редактирование обстановок Робота ведется в непосредственном режиме. Преду­смотрены следующие операции непосредственного редактирования:

* поставить/убрать стену — щелкнуть по границе между клетками
* закрасить/сделать чистой клетку — щелкнуть по клетке
* поставить/убрать точку — щелкнуть по клетке при нажатой клавише Ctrl
* переместить Робота — тащить мышью
* установить температуру, радиацию, метки — щелкнуть по клетке правой кнопкой

В последнем случае появляется форма, с помощью которой можно установить нужные значения.

1. Операции с файлами обстановок

В заключение этого раздела перечислим все операции с файлами обстановок (расшире­ние .fil), предусмотренные в системе Кумир. Соответствующие им команды входят в меню «Робот» главного окна (команды «Сменить стартовую обстановку», «Сохранить обстанов­ку в файл») и в меню «Обстановка» окна редактирования стартовой обстановки (команды «Открыть», «Сохранить», «Сохранить как. . . », «Сохранить как стартовую»).

Система Кумир запоминает файлы, к которым применялись указанные операции. Спи­сок последних таких файлов доступен с помощью команды «Недавние файлы» меню «Обстановка». Во всех перечисленных ниже операциях с файлами обстановок в качестве директории по умолчанию предлагается директория, использовавшаяся в последней по времени выполнения операции с файлами обстановок.

Приложение A

Справочник

A.1 Команды Робота

|  |  |
| --- | --- |
| вверх | вниз |
| вправо | влево |
| закрасить | |

вещ температура вещ радиация

|  |  |
| --- | --- |
| лог сверху стена | лог сверху свободно |
| лог снизу стена | лог снизу свободно |
| лог справа стена | лог справа свободно |
| лог слева стена | лог слева свободно |
| лог клетка закрашена | лог клетка чистая |

A.4 Общий вид алгоритма

алг имя (*аргументы и результаты* )

* дано *условия применимости алгоритма*
* надо *цель выполнения алгоритма*

нач

* *тело алгоритма*

кон

A.5 Команды алгоритмического языка

нц *число повторений* раз

* *тело цикла (последовательность команд)*

кц

нц пока *условие*

* *тело цикла (последовательность команд)*

кц

нц для *i* от *И* до *i2*

* *тело цикла (последовательность команд)*

кц

|  |  |
| --- | --- |
| если условие | если условие |
| • то серия 1 | • то серия 1 |
| • иначе серия 2 | все |
| все |  |
| выбор условие | выбор условие |
| • при условие 1 : серия 1 | • при условие 1 : серия 1 |
| • при условие 2 : серия 2 | • при условие 2 : серия 2 |
| … | … |
| • при условие n: серия n | • при условие n: серия n |
| • иначе серия n+1 | все |
| все |  |

|  |  |
| --- | --- |
|  | утв *условие* |
|  | ввод *имена величин* |
|  | вывод *тексты, имена величин, выражения,* нс |
|  | выход |
| вызов: | *имя алгоритма (аргументы и имена результатов)* |
| присваивание: | *имя величины := выражение* |

A.6 Типы величин

|  |  |
| --- | --- |
|  | *Таблицы:* |
| целые цел вещественные вещ логические лог символьные сим литерные лит | целые цел таб вещественные вещ таб логические лог таб символьные сим таб литерные лит таб |
| Пример описания: цел i, j, лит t, вещ таб а[1:50] | |

A.7 Виды величин

* аргументы (арг) — описываются в заголовке алгоритма
* результаты (рез) — описываются в заголовке алгоритма
* значения функций (знач) — описываются указанием типа перед именем алгоритма- функции
* локальные — описываются в теле алгоритма, между нач и кон
* общие — описываются после строки исп исполнителя, до первой строки алг

A.8 Арифметические операции и стандартные функции для работы с числами

|  |  |
| --- | --- |
| Название операции | Форма записи |
| сложение | x + y |
| вычитание | x - y |
| умножение | x\*y |
| деление | x / y |
| возведение в степень | x\*\*y |

|  |  |
| --- | --- |
| Название функции | Форма записи |
| корень квадратный | sqrt(x) |
| абсолютная величина | abs(x) и iabs(x) |
| знак числа (-1,0 или 1) | sign(x) |
| синус | sin(x) |
| косинус | cos(x) |
| тангенс | tg(x) |
| котангенс | ctg(x) |
| арксинус | arcsin(x) |
| арккосинус | arccos(x) |
| арктангенс | arctg(x) |
| арккотангенс | arcctg(x) |
| натуральный логарифм | ln(x) |
| десятичный логарифм | lg(x) |
| степень числа е (е ~ 2.718181) | exp(x) |
| минимум из чисел x и y | min(x,y) |
| максимум из чисел x и y | max(x,y) |
| остаток от деления x на y (x, y — целые) | mod(x,y) |
| частное от деления x на y (x, y — целые) | div(x,y) |
| целая часть числа x | int(x) |
| случайное число в диапазоне от 0 до x | rnd(x) |

A.10 Операции сравнения чисел

|  |  |
| --- | --- |
| Название операции | Форма записи |
| равно | x = y |
| не равно | x <> y |
| меньше | x<y |
| больше | x>y |
| меньше или равно | x<=y |
| больше или равно | x>=y |

A.11 Логические операции

|  |  |  |
| --- | --- | --- |
| Название операции | Форма записи | Пример |
| конъюнкция | и | а и б |
| дизъюнкция | или | а или б |
| отрицание | не | не а, завтра не будет дождь |

A.12 Операции для работы со строками

|  |  |
| --- | --- |
| Название операции | Пример |
| слияние | а+б |
| вырезка | а[3:5] |
| взятие символа | а[3] |
| равно | а = б |
| не равно | а <> б |

A.13 Другие встроенные алгоритмы

|  |  |
| --- | --- |
| Функция | Форма вызова |
| Строковое представление целого числа | цел в лит(х) |
| Строковое представление вещественного числа | вещ в лит(х) |
| Перевод строки в целое число | лит в цел(стр, успех) |
| Перевод строки в ве+щественное число | лит в вещ(стр, успех) |
| Длина строки | длин(стр) |
| Код символа в таблице КОИ-8 | код(с) |
| Символ таблицы КОИ-8 | символ(х) |
| Код символа в таблице Юникод | юникод(с) |
| Символ таблицы Юникод | символ2(х) |
| Код нажатой клавиши | клав |
| Текущее время в миллисекундах | время |
| Приостановка выполнения программы | пауза |
| Остановка выполнения программы | стоп |