**1. Каким образом можно создать поток?**   
В Java поток можно создать, используя класс **Thread** или интерфейс **Runnable**.

![](data:image/png;base64,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) ![](data:image/png;base64,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)

**2. В каких состояниях может пребывать поток?**   
В Java поток может находиться в различных состояниях. Существуют 6 основных состояний потока:

1. NEW (новый): когда поток только что создан, но еще не был запущен.
2. RUNNABLE (выполняемый): когда поток готов к выполнению и ожидает выделения ресурсов процессора.
3. BLOCKED (заблокированный): когда поток ожидает освобождения блокировки, чтобы продолжить выполнение.
4. WAITING (ожидающий): когда поток ожидает, чтобы получить уведомление от другого потока или монитора.
5. TIMED\_WAITING (ожидание с тайм-аутом): когда поток ожидает определенное время, чтобы получить уведомление от другого потока или монитора.
6. TERMINATED (завершенный): когда выполнение потока завершено.

Кроме того, в Java есть еще несколько состояний потока, связанных с синхронизацией и мониторингом, таких как **WAITING** и **TIMED\_WAITING** в состоянии ожидания, вызванном методами **Object.wait()**, **Thread.sleep()** или **LockSupport.park()**. Также есть состояние **BLOCKED** при ожидании монитора.

**3. Можно ли поток запустить дважды?**   
Нет, нельзя запустить поток дважды в Java. Как только поток был запущен с помощью метода **start()**, он переходит в состояние **RUNNABLE** и начинает свою работу. Если попытаться запустить поток еще раз, то будет выброшено исключение **IllegalThreadStateException**.

Если вы хотите повторно использовать код, который выполняется в потоке, лучшим способом будет создать новый экземпляр класса **Thread** и запустить его. Если необходимо перезапустить выполнение потока с тем же экземпляром, то его нужно остановить с помощью метода **interrupt()** и создать новый поток на основе того же экземпляра.
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**4. Поясните для чего используются run и start методы.**   
В Java метод **run()** используется для определения задачи, которую должен выполнять поток при его запуске. Этот метод содержит код, который будет выполнен в отдельном потоке.

Метод **start()** используется для запуска потока. Когда вызывается метод **start()**, создается новый поток, и выполнение кода переносится в этот поток. Затем вызывается метод **run()** для выполнения задачи в отдельном потоке. Метод **start()** должен вызываться только один раз для каждого экземпляра класса **Thread**.

Важно понимать, что если вызвать метод **run()** напрямую, то выполнение кода будет происходить в текущем потоке, а не в отдельном. Это может привести к нежелательным результатам и не даст преимуществ, которые обеспечивает использование многопоточности.

Использование методов **run()** и **start()** зависит от того, что требуется выполнить. Если вы хотите запустить код в отдельном потоке, то нужно вызвать метод **start()**. Если же требуется выполнить код в текущем потоке, то можно вызвать метод **run()** напрямую. Однако, в большинстве случаев для обеспечения безопасности и эффективности работы приложения, лучше всего использовать метод **start()**.

**5. Чем отличаются методы interrupt, interrupted, isInterrupted?**

Методы **interrupt()**, **interrupted()** и **isInterrupted()** в Java относятся к управлению прерыванием потоков.

Метод **interrupt()** вызывается на экземпляре класса **Thread** для установки флага прерывания потока. Если поток находится в состоянии ожидания (например, метод **wait()**), то его выполнение будет прервано, и будет выброшено исключение **InterruptedException**. Если поток находится в состоянии работы, то флаг прерывания будет установлен, и поток может продолжать выполнение, если его код предусматривает проверку флага прерывания.

Метод **interrupted()** вызывается на статическом контексте класса **Thread** и возвращает **true**, если флаг прерывания был установлен в момент вызова и сбрасывает этот флаг.

Метод **isInterrupted()** вызывается на экземпляре класса **Thread** и возвращает **true**, если флаг прерывания был установлен в момент вызова и не сбрасывает этот флаг.

Следует отметить, что методы **interrupted()** и **isInterrupted()** не сбрасывают флаг прерывания потока. Они просто возвращают текущее состояние флага прерывания.

Использование этих методов позволяет контролировать выполнение потока и корректно обрабатывать исключения, связанные с прерываниями. Однако, при использовании метода **interrupt()** следует учитывать особенности работы многопоточности в Java, так как его использование может привести к нежелательным результатам, если не учесть синхронизацию и координацию выполнения потоков.

**6. Что такое монитор объекта? Как работают методы wait и notify/notifyAll?**Монитор объекта в Java - это механизм синхронизации доступа к объекту в многопоточной среде. Каждый объект в Java имеет свой монитор, который может быть захвачен одним потоком и защищен от доступа других потоков до тех пор, пока монитор не будет освобожден.

Метод **wait()** вызывается на объекте внутри синхронизированного блока кода и переводит вызывающий поток в состояние ожидания до тех пор, пока другой поток не вызовет метод **notify()** или **notifyAll()** на том же самом объекте. При вызове метода **wait()** текущий поток отпускает монитор объекта, что позволяет другому потоку захватить его и продолжить выполнение. Когда другой поток вызывает метод **notify()** или **notifyAll()** на том же самом объекте, один из ожидающих потоков (если они есть) будет разбужен и получит возможность продолжить выполнение. При этом вызвавший метод **notify()** или **notifyAll()** поток не отпускает монитор объекта, и текущий поток продолжает выполнение после вызова метода **wait()**.

Метод **notify()** вызывается на объекте внутри синхронизированного блока кода и разбуживает один из ожидающих потоков, если таковые есть. Метод **notifyAll()** разбуживает все ожидающие потоки на том же самом объекте. Оба метода не гарантируют, какой именно поток будет разбужен и получит возможность продолжить выполнение, и порядок выполнения потоков может быть не определен.

Использование методов **wait()** и **notify()** (или **notifyAll()**) позволяет реализовать взаимодействие между потоками и синхронизировать их выполнение. Однако, при использовании этих методов следует учитывать особенности работы многопоточности в Java и правильно организовывать синхронизацию и координацию выполнения потоков.

**7. Чем отличается работа метода wait с параметром и без параметра?**

В Java метод **wait()** используется для перевода вызывающего потока в состояние ожидания до тех пор, пока другой поток не вызовет метод **notify()** или **notifyAll()** на том же объекте монитора. Метод **wait()** может быть вызван как без параметров, так и с параметром.

Когда метод **wait()** вызывается без параметра, то он ждет до тех пор, пока другой поток не вызовет метод **notify()** или **notifyAll()** на том же объекте монитора. При этом, после пробуждения, поток продолжает выполнение с той же точки, где он был приостановлен.

Когда метод **wait()** вызывается с параметром, то он ждет до тех пор, пока другой поток не вызовет метод **notify()** или **notifyAll()** на том же объекте монитора, либо пока не истечет время ожидания, заданное в параметре метода. При этом, если поток был пробужден вызовом **notify()** или **notifyAll()**, то он продолжает выполнение с той же точки, где он был приостановлен. Если же поток был пробужден из-за истечения времени ожидания, то он продолжает выполнение с места вызова метода **wait()** и должен проверить условие, по которому он ожидал, иначе он может снова перейти в состояние ожидания.

Использование метода **wait()** с параметром позволяет ограничить время ожидания и предотвратить блокировку приложения в случае, если другой поток не вызывает метод **notify()** или **notifyAll()**. Однако, при использовании этого метода необходимо следить за корректностью условия, по которому поток ожидает, и учитывать особенности работы многопоточности в Java.

**8. Как работает метод Thread.yield()? Чем отличаются методы Thread.sleep() и Thread.yield()?**

Метод **Thread.yield()** в Java предназначен для передачи процессорного времени другим потокам, находящимся в том же состоянии исполнения, что и вызывающий поток. Он дает возможность другим потокам выполнить свою работу, улучшая таким образом производительность многопоточной программы.

Когда вызывающий поток вызывает метод **Thread.yield()**, он сигнализирует планировщику потоков, что он готов передать процессорное время другому потоку. Планировщик потоков может использовать эту информацию для выбора другого потока для выполнения. Однако, гарантии того, что другой поток будет непосредственно выбран для выполнения, нет. Поэтому использование метода **Thread.yield()** может не привести к ощутимому улучшению производительности в некоторых случаях.

Метод **Thread.sleep()** в Java приостанавливает выполнение вызывающего потока на указанное количество миллисекунд. Это полезно, например, для ожидания завершения операций ввода-вывода или для ожидания завершения других потоков, выполняющих некоторые операции. Когда время ожидания истекает, поток снова становится готовым к выполнению и может продолжить свою работу.

Таким образом, методы **Thread.yield()** и **Thread.sleep()** имеют разные цели. **Thread.yield()** используется для передачи процессорного времени другим потокам в том же состоянии исполнения, а **Thread.sleep()** используется для приостановки выполнения потока на определенное время. Оба метода могут использоваться для управления временем выполнения потоков в многопоточной программе, однако их использование должно быть оправдано с точки зрения целей приложения и учета особенностей работы многопоточности в Java.

**9. Как работает метод Thread.join()?**

Метод **join()** в Java позволяет потоку ожидать завершения другого потока, на который он вызван. Если поток вызывает метод **join()** на другом потоке, то он блокируется до тех пор, пока другой поток не завершится.

Когда вызывается метод **join()** на потоке, поток, который вызвал метод, блокируется до тех пор, пока поток, на который он вызывает метод, не завершится. Если поток, на который вызывается метод **join()**, уже завершился, то метод **join()** завершается немедленно.

Метод **join()** может быть полезен в тех случаях, когда один поток зависит от результатов работы другого потока, и надо убедиться, что другой поток завершился до продолжения работы текущего потока.

Например, предположим, что у нас есть поток **thread1**, который должен выполнить некоторую работу после завершения работы потока **thread2**. В этом случае мы можем вызвать метод **join()** на потоке **thread2** из потока **thread1**, чтобы гарантировать, что поток **thread1** не начнет работу до завершения работы потока **thread2**.

Важно отметить, что использование метода **join()** может привести к блокировке потока, если другой поток не завершится. Поэтому использование метода **join()** следует тщательно рассмотреть с точки зрения потенциальных проблем с блокировкой и производительности многопоточной программы.

**10.Что такое dead lock?**

Deadlock - это ситуация, которая происходит в многопоточном приложении, когда два или более потока блокируются в ожидании друг друга и не могут продолжать свою работу. Это происходит, когда два потока ждут ресурсов, которые заняты другими потоками, и не освобождают эти ресурсы, пока не получат доступ к своим собственным ресурсам.

Пример дедлока может выглядеть так: Поток А блокирует ресурс 1 и ждет освобождения ресурса 2, который занят потоком Б. В то же время поток Б блокирует ресурс 2 и ждет освобождения ресурса 1, который занят потоком А. В результате ни один из потоков не может продолжить свою работу и приложение останавливается.

**11.Что значит приоритет потока?**

Приоритет потока в Java - это числовое значение, которое указывает, насколько важен поток для операционной системы в сравнении с другими потоками. Потоки с более высоким приоритетом получают больше времени на выполнение в сравнении с потоками с более низким приоритетом.

Когда поток запускается в Java, он наследует приоритет своего родительского потока. При необходимости приоритет потока может быть изменен с помощью метода setPriority().

Важно отметить, что установка приоритетов потоков может привести к проблемам с производительностью и справедливостью. Некоторые операционные системы могут игнорировать приоритеты потоков, а в некоторых случаях потоки с более высоким приоритетом могут забирать все ресурсы и не давать возможности другим потокам выполниться, что может привести к более низкой производительности системы в целом. Поэтому использование приоритетов потоков следует тщательно рассматривать в контексте конкретной ситуации и требований к приложению.

**12.Что такое потоки - демоны в Java?**

В Java потоки-демоны (daemon threads) - это потоки, которые работают в фоновом режиме и обслуживают другие потоки, которые являются основными. Они не мешают завершению программы, когда все основные потоки завершаются, и они автоматически завершаются, когда все остальные потоки завершаются.

Основное отличие потоков-демонов от обычных потоков состоит в том, что они не предотвращают завершение программы, если они единственные оставшиеся активные потоки. Они также используются для фоновых задач, таких как очистка мусора или автоматическое сохранение данных, чтобы не блокировать выполнение основной программы.

Чтобы создать поток-демон, необходимо вызвать метод **setDaemon(true)** перед запуском потока. Потоки-демоны могут быть созданы как наследованием от класса Thread, так и реализацией интерфейса Runnable. Они могут быть использованы для любых фоновых задач, которые не требуют постоянного выполнения, но должны быть готовы к выполнению при необходимости.

Важно понимать, что поток-демон может быть завершен в любой момент без предупреждения, поэтому его использование должно быть оправдано и тщательно продумано.

**13.Что значит усыпить поток?**

Усыпление потока в Java означает временное приостановление выполнения потока на заданный промежуток времени. Это может быть полезным, когда необходимо ограничить скорость выполнения потока или управлять ресурсами системы.

Для усыпления потока в Java используется метод **Thread.sleep(long millis)**, где **millis** - это время в миллисекундах, на которое поток будет приостановлен. Когда метод **Thread.sleep()** вызывается, поток переходит в состояние "TIME\_WAITING" и ожидает указанное время.

Пример использования метода **Thread.sleep()**:
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**14.Что такое ThreadGroup и зачем он нужен?**

**ThreadGroup** в Java представляет собой группу потоков, которая используется для организации и управления потоками. Она может быть использована для упрощения управления и контроля группы потоков, например, для приостановки или возобновления выполнения всех потоков в группе или для установки приоритета для всех потоков в группе.

Когда поток создается, он автоматически помещается в группу потоков, к которой принадлежит поток-родитель. Если при создании потока не указывается группа, то поток помещается в группу потоков, к которой принадлежит его родительский поток.

**ThreadGroup** также может содержать другие подгруппы **ThreadGroup**, что позволяет организовывать иерархическую структуру групп потоков. В этом случае группа потоков может управлять всеми потоками и подгруппами, которые ей принадлежат.

Некоторые из методов **ThreadGroup**, которые могут быть использованы для управления группами потоков:

* **void interrupt()** - прерывает все потоки в группе;
* **void setDaemon(boolean daemon)** - устанавливает потокам в группе флаг "демон", который определяет, является ли поток демоном или нет;
* **void setMaxPriority(int priority)** - устанавливает максимальный приоритет для потоков в группе;
* **void stop()** - останавливает все потоки в группе.
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**15.В каких состояниях может быть поток в Java? Как вообще работает поток?**

Поток в Java может находиться в различных состояниях, в зависимости от того, что он выполняет в данный момент и какие действия с ним происходят. Рассмотрим основные состояния потока:

1. NEW - новый поток, который еще не был запущен с помощью метода start().
2. RUNNABLE - поток запущен и выполняется в данный момент, либо поток готов к выполнению, но ожидает выделения процессорного времени.
3. BLOCKED - поток остановлен, т.к. он ожидает доступа к ресурсу, который заблокирован другим потоком.
4. WAITING - поток остановлен, т.к. он ожидает определенного события, которое может произойти в будущем, например, метод wait() был вызван на объекте.
5. TIMED\_WAITING - поток остановлен на определенное время, т.к. он ожидает определенного события, например, метод sleep() был вызван.
6. TERMINATED - поток завершил выполнение.

Как работает поток в Java:

Поток в Java представляет собой отдельный поток выполнения, который работает параллельно с другими потоками в рамках одной JVM (Java Virtual Machine). Поток выполняет некоторые инструкции последовательно, пока не встретит блокирующую операцию, которая может привести к остановке потока. В этом случае, другие потоки могут продолжать выполнение, пока блокированный поток не получит доступ к ресурсу, который заблокировал его.

Java обеспечивает многопоточность путем создания нескольких потоков выполнения в рамках одной программы. Потоки могут выполняться одновременно, что позволяет повысить производительность программы при правильном использовании. Однако, использование многопоточности может привести к некоторым проблемам, таким как состояние гонки (race condition) или взаимная блокировка (deadlock), поэтому важно правильно проектировать и реализовывать многопоточные программы.

**16.Можем ли мы остановить поток? В каких случаях?**

Да, мы можем остановить поток в Java.

Однако, следует отметить, что остановка потока является операцией рискованной и может привести к непредсказуемым последствиям. Кроме того, механизм остановки потока является устаревшим и рекомендуется избегать его использования.

В Java существуют два метода для остановки потока:

* метод stop() класса Thread, который останавливает поток немедленно, прерывая выполнение его задачи. Этот метод является устаревшим и не рекомендуется к использованию, так как он может привести к непредсказуемым последствиям, таким как нарушение целостности данных или состояния программы.
* метод interrupt() класса Thread, который устанавливает флаг прерывания для потока. Этот флаг может быть проверен другими частями программы для определения необходимости остановки выполнения задачи. Однако, сам метод не останавливает поток, а лишь помечает его для прерывания.

Вместо остановки потока, рекомендуется использовать более безопасные механизмы управления потоками, такие как синхронизация и взаимодействие между потоками. Например, можно использовать механизмы блокировки и условную переменную из пакета java.util.concurrent для синхронизации выполнения задач в многопоточной среде. Также можно использовать методы wait(), notify() и notifyAll() из класса Object для взаимодействия между потоками.

**17.Что такое синхронизация?**

Синхронизация в Java - это механизм, который обеспечивает доступ к общим ресурсам из нескольких потоков выполнения взаимоисключающим образом. Она предназначена для предотвращения ситуаций гонки данных, которые могут возникнуть, когда два или более потоков пытаются одновременно изменять общие данные.

Для обеспечения синхронизации в Java используется монитор, который связан с каждым объектом Java. Монитор защищает критические секции кода, т.е. участки кода, которые могут быть выполнены только одним потоком в определенный момент времени.

Синхронизация может быть достигнута с помощью ключевых слов synchronized и volatile, а также с помощью методов wait() и notify() или notifyAll(), которые используются для управления потоками выполнения, которые ожидают доступа к общим ресурсам.

Кроме того, в Java существуют классы, которые предоставляют потокобезопасный доступ к коллекциям, такие как ConcurrentHashMap, CopyOnWriteArrayList и другие. Эти классы позволяют использовать коллекции из нескольких потоков без необходимости использования синхронизации вручную.

**18.Что такое «атомарные типы» в Java?**

Атомарные типы в Java - это типы данных, которые гарантированно обеспечивают атомарность операций чтения и записи без необходимости использования блокировок или синхронизации. Такие типы позволяют избежать проблем гонки данных, которые могут возникнуть при работе с общими ресурсами из нескольких потоков выполнения.

В Java атомарные типы могут быть созданы с помощью класса java.util.concurrent.atomic.Atomic. Некоторые из доступных атомарных типов включают в себя:

* AtomicBoolean: обеспечивает атомарность операций чтения и записи для логических значений true/false.
* AtomicInteger: обеспечивает атомарность операций чтения и записи для целочисленных значений типа int.
* AtomicLong: обеспечивает атомарность операций чтения и записи для целочисленных значений типа long.
* AtomicReference: обеспечивает атомарность операций чтения и записи для ссылочных типов данных.

Эти типы данных особенно полезны в случаях, когда необходимо обеспечить атомарность операций без блокировки доступа к общим ресурсам, что может привести к ухудшению производительности и возможным блокировкам при использовании мониторов и блокировок синхронизации.

**19.В чем разница между блокирующими и неблокирующими очередями?**

Блокирующие и неблокирующие очереди - это два типа структур данных, которые могут использоваться для организации взаимодействия между потоками выполнения в Java.

Блокирующие очереди, такие как java.util.concurrent.ArrayBlockingQueue и java.util.concurrent.LinkedBlockingQueue, предоставляют механизм блокировки потока выполнения при попытке получить или добавить элементы в очередь, если эта очередь полна или пуста соответственно. Таким образом, блокирующие очереди гарантируют, что операции чтения и записи будут происходить синхронно, а потоки, которые пытаются доступиться к очереди, будут заблокированы до тех пор, пока не будет возможности выполнить операцию чтения или записи.

Неблокирующие очереди, такие как java.util.concurrent.ConcurrentLinkedQueue и java.util.concurrent.ConcurrentHashMap, не используют механизм блокировки при доступе к элементам очереди. Вместо этого, они обеспечивают атомарность операций чтения и записи с помощью атомарных операций, таких как compare-and-set и swap. Таким образом, неблокирующие очереди позволяют не блокировать потоки, что улучшает производительность при большом количестве потоков, но может привести к необходимости повторения операции чтения или записи, если другой поток успел изменить состояние очереди до завершения операции.

Таким образом, блокирующие и неблокирующие очереди предоставляют различные способы организации взаимодействия между потоками выполнения в Java, и выбор одного или другого типа зависит от требований к производительности и сложности реализации.

**20.Различия между CyclicBarrier и CountDownLatch?**

CyclicBarrier и CountDownLatch - это два класса в Java, которые используются для синхронизации потоков выполнения и координации их работы. Однако, есть некоторые различия в их функциональности.

CountDownLatch используется для ожидания выполнения определенного числа операций или событий. Он инициализируется с заданным количеством событий и уменьшается счетчик, когда каждое событие завершается. Один или несколько потоков могут заблокироваться на await() до тех пор, пока счетчик не достигнет нуля, после чего они будут разблокированы и могут продолжить свою работу. CountDownLatch является одноразовым барьером и не может быть переиспользован.

CyclicBarrier также используется для ожидания выполнения определенного числа операций или событий, но в отличие от CountDownLatch он предоставляет более гибкий механизм синхронизации. Он инициализируется с заданным количеством потоков, которые будут ожидать на барьере. Когда все потоки достигнут барьера, выполняется указанный Runnable, после чего барьер сбрасывается и может быть переиспользован. CyclicBarrier позволяет задать дополнительное действие, которое будет выполнено после достижения барьера, и может использоваться для решения более сложных задач синхронизации, чем CountDownLatch.

Таким образом, основное различие между CyclicBarrier и CountDownLatch заключается в их функциональности. CountDownLatch предоставляет одноразовый барьер для ожидания выполнения определенного числа операций, тогда как CyclicBarrier предоставляет более гибкий механизм синхронизации и может использоваться для решения более сложных задач.

**21.Как работает Semaphor?**

Semaphore в Java - это механизм синхронизации, который позволяет управлять доступом к определенным ресурсам или критическим секциям кода в многопоточной среде. Semaphore позволяет контролировать количество потоков, которые могут получить доступ к ресурсу одновременно.

Семафор инициализируется числом доступных разрешений. Когда поток хочет получить доступ к ресурсу, он должен вызвать метод acquire() семафора. Если есть доступное разрешение, семафор выдает его потоку и уменьшает количество доступных разрешений на 1. Если доступных разрешений нет, поток блокируется и ждет, пока один из других потоков не вызовет метод release() для освобождения ресурса.

Когда поток завершает работу с ресурсом, он должен вызвать метод release() семафора, чтобы освободить разрешение и увеличить количество доступных разрешений на 1. Это позволяет другим потокам получить доступ к ресурсу.

Semaphore может использоваться для ограничения доступа к ресурсам, таким как базы данных, сетевые соединения или другие внешние ресурсы, которые не могут обрабатывать несколько запросов одновременно. Semaphore также может использоваться для реализации синхронизации потоков в сложных многопоточных приложениях.

**22.Что такое Executor?**

Executor в Java - это интерфейс, который представляет собой механизм для управления выполнением асинхронных задач в многопоточной среде. Он предоставляет абстракцию для выполнения задач в отдельных потоках, позволяя избежать проблем, связанных с непосредственным созданием и управлением потоками.

Executor определяет единственный метод execute(), который принимает объект Runnable или Callable и запускает его выполнение в отдельном потоке. Executor может создавать новые потоки при необходимости или использовать уже существующие потоки из пула потоков. При использовании пула потоков можно управлять количеством потоков в пуле и определять стратегии управления очередью задач.

Executor также предоставляет более высокоуровневые интерфейсы, такие как ExecutorService и ScheduledExecutorService, которые расширяют базовый интерфейс Executor. ExecutorService предоставляет методы для управления пулом потоков, выполнения группы задач и получения результатов выполнения задач. ScheduledExecutorService расширяет ExecutorService и добавляет возможность запуска задач по расписанию.

Использование Executor позволяет повысить производительность, упростить управление потоками и уменьшить вероятность возникновения ошибок в многопоточном коде.

**23.Что такое ExecutorService?**

ExecutorService в Java - это расширение интерфейса Executor, которое предоставляет более высокоуровневый механизм управления выполнением задач в многопоточной среде. ExecutorService позволяет управлять пулом потоков, запускать задачи асинхронно, получать результаты выполнения задач и контролировать их состояние.

ExecutorService имеет несколько методов для выполнения задач в фоновом режиме. Метод submit() принимает задачу в виде объекта Callable или Runnable и возвращает объект Future, который позволяет получить результат выполнения задачи или отменить ее выполнение. Методы invokeAny() и invokeAll() позволяют выполнить группу задач и получить результаты выполнения этих задач.

ExecutorService также имеет методы для управления пулом потоков. Методы shutdown() и shutdownNow() позволяют завершить выполнение задач и остановить пул потоков. Методы isTerminated() и isShutdown() позволяют проверить состояние пула потоков. Методы execute() и submit() также позволяют добавить задачи в очередь на выполнение.

Использование ExecutorService позволяет управлять выполнением задач в многопоточной среде и получать результаты выполнения этих задач. ExecutorService также обеспечивает контроль над пулом потоков и позволяет управлять его состоянием.