![](data:image/jpeg;base64,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)

**ALUNO: Dimas Curti De Almeida Junior**

**Lista 0 – (revisão árvore binária) – Complexidade de Algoritmos**

**Professora: Elvira Padua Lovatte**

**Cursos: Ciência da Computação e Engenharia de Computação** Data de entrega: 13/03

Assunto: Análise da estrutura árvore binária

1. Qual a altura máxima e mínima de uma árvore com 100 nós?

Log (100) = 6, altura mínima: 6

n-1, altura máxima: 99

1. Qual é o menor número de níveis que uma árvore binária com 67 nós podemos apresentar?

Log (67) = 6, nível: 6

1. Considerando o nível que contem a raiz de uma árvore binária como sendo o nível 0, determine o número mínimo e máximo de nós no nível 5.

n = 5, h = 5, 2^h 🡺 2^5 = 32 que será o máximo de nós no nível 5.

mínimo de nós no nível 5 será 1.

1. Uma árvore binária completa com n nós folhas contém quantos nós?

Nos: n\*2-1

1. Dada uma ABB inicialmente vazia, insira (E DESENHE) os seguintes elementos (nessa ordem): M, F, S, D, J, P, U, A, E, H, Q, T, W, K.
2. Dada uma ABB inicialmente vazia, insira (E DESENHE) os seguintes elementos (nessa ordem): A, B, C, D, E, F, G, H, I, J, K, L, M, N, O, P, Q, R, S, T, U, V, W, X, Y, Z. O que se pode observar?

Podemos observar que ela se torna uma lista encadeada.

1. Escreva uma função recursiva que conte o número de nós de uma árvore binária. Entrada: estrutura árvore em que cada nó é um item com 3 campos Saída: quantidade de vértices.

public int TotCentral() {

int n = 0;

return TotCentral(this.raiz, n);

}

private int TotCentral(No arv, int n) {

if (arv != null) {

n = TotCentral(arv.getEsq(), n);

n++;

n = TotCentral(arv.getDir(), n);

}

return n;

}

1. Considerando uma árvore de busca com n nós, qual é a relação entre o número de comparações (entre a chave procurada e chaves em nós) e a altura da árvore?

Escreva um algoritmo que determine se uma árvore binária é completa ou não.

Entrada: estrutura árvore em que cada nó é um item com 3 campos

Saída: Sim ou Não

public boolean[] ComPre() {

boolean[] b = new boolean[1];

b[0] = true;

int[] n = new int[1];

n[0] = 0;

int[] f = new int[1];

f[0] = 0;

return ComPre(this.raiz, n, b, f);

}

private boolean[] ComPre(No arv, int[] n, boolean[] b, int[] f) {

if (arv != null) {

if (arv.getEsq() == null && arv.getDir() == null) {

if (f[0] == 0) {

f[0] = n[0];

} else {

if (f[0] == n[0] && b[0] == true) {

b[0] = true;

} else {

b[0] = false;

}

}

}

n[0] = n[0] + 1;

ComPre(arv.getEsq(), n, b, f);

ComPre(arv.getDir(), n, b, f);

n[0] = n[0] - 1;

}

return b;

}

1. Escreva um algoritmo que conte o número de folhas de uma árvore binária. Entrada: estrutura árvore em que cada nó é um item com 3 campos Saída: quantidade de vértices folhas.

public int[] FolhaPre (){

int []n= new int[1];

n[0]=0;

return FolhaPre (this.raiz, n);

}

private int[] FolhaPre (No arv, int[] n){

if (arv != null) {

if(arv.getEsq()==null&&arv.getDir()==null){

n[0]++;

}

FolhaPre (arv.getEsq(), n);

FolhaPre (arv.getDir(), n);

}

return n;

}

1. Escreva um algoritmo para calcular a altura de uma árvore binária.

Entrada: estrutura árvore em que cada nó é um item com 3 campos.

Saída: altura da árvore.

public int[] AltPre() {

int[] n = new int[1];

n[0] = 0;

int[] f = new int[1];

f[0] = 0;

return AltPre(this.raiz, n, f);

}

private int[] AltPre(No arv, int[] n, int[] f) {

if (arv != null) {

if (arv.getEsq() == null && arv.getDir() == null) {

if (f[0] < n[0]) {

f[0] = n[0];

}

}

n[0] = n[0] + 1;

AltPre(arv.getEsq(), n, f);

AltPre(arv.getDir(), n, f);

n[0] = n[0] - 1;

}

return f;

}