1. The data I used is for flight delays from the Kaggle dataset for the time periods 2019 and 2020.

* 2019 : '/kaggle/input/flight-delay-prediction/Jan\_2019\_ontime.csv'
* 2020 : '/kaggle/input/flight-delay-prediction/Jan\_2020\_ontime.csv'

1. The variables I used for this particular problem are:

* DAY\_OF\_MONTH
* DAY\_OF\_WEEK
* DEP\_DEL15
* DEP\_TIME\_BLK
* CANCELED
* DIVERTED
* DISTANCE\_cat
* ARR\_TIME\_BLOCK

1. To solve the problem, I used the XGBoost algorithm.
2. I used resources from GCP in order to avoid long latency to run the model.
3. The results obtained are that:

We have used an XGBClassifier with a binary logistic argument

and parameters(max\_depth and learning\_rate).

I then defined a variable grid\_search , which is defined by the GridSearchCV function containing arguments such as

* verbose=3, GridSearchCV should print updates during execution
* n\_jobs= -1 (which means it will use all available processor cores) or (to see if the problem is due to multi-threading) n\_jobs=1.

We then use grid\_search.fit(cat\_vars\_ohe\_2019\_final, target\_2019\_final.values.ravel()) to produce the following results:
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I still use the variables:

* **pred = grid\_search.predict(cat\_vars\_ohe\_2020\_final)**
* **pred\_prob = grid\_search.predict\_proba(cat\_vars\_ohe\_2020\_final)**

To be able to predict 2020 variable values.

Finally, we print the values ​​of the parameters with the

**print(f'Best parameters: {grid\_search.best\_params\_}')**

**![](data:image/png;base64,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)**

As, and the resulting AUC value:

**print(f'AUC: {roc\_auc\_score(target\_2020\_final,pred\_prob[:,1])}')**
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From the above result we can conclude that the XGBoostClassifier algorithm is more efficient than the usual Classifier algorithm, because the first gives us an AUC = 0.913 and the second AUC = 0.88.

Of course, in this case we could include more parameters to make our model more efficient, e.g

params = {  
'max\_depth': [3, 5, 7],  
'learning\_rate': [0.01, 0.1, 0.2],  
'n\_estimators': [100, 200, 300],  
'gamma': [0, 0.1, 0.2],  
'min\_child\_weight': [1, 5, 10],  
'subsample': [0.5, 0.7, 1.0],  
'colsample\_bytree': [0.6, 0.8, 1.0]}

AUC ROC is a very common and useful metric for evaluating the performance of classification models, particularly in binary classification problems.  
  
The AUC ROC index ranges from 0 to 1. A perfect classification model will have an AUC ROC equal to 1, while a random model will have an AUC ROC of about 0.5. Therefore, the value of 0.913 is quite good and indicates that your model performs very well in predicting the classes of your data, compared to a random model.  
  
However, it is important to note that although the AUC ROC is a useful metric, it should not be used alone to evaluate a model's performance. Other metrics such as precision, recall, F1 score, and predictive value may also be important depending on the problem we are trying to solve.

1. <https://www.kaggle.com/code/dimitrisvrasidis/predicting-the-delay-of-flights-auc-0-88>

Additionally, we could try other methods such as RandomizedSearchCV which is faster but less exhaustive than GridSearchCV. Another good practice would be to normalize or standardize their continuous characteristics. This could improve the performance of some models.