**1. What is an interface in Java?**

Ans: An interface in Java is a mechanism that is used to achieve complete abstraction. It is basically a kind of class that contains only constants and abstract methods.

**2. Can we define private and protected modifiers for data members (fields) in interfaces?**

Ans: No, we cannot define private and protected modifiers for variables in interface because the fields (data members) declared in an interface are by default public, static, and final.

**3. Which modifiers are allowed for methods in an Interface?**

Ans: Only abstract and public modifiers are allowed for methods in interfaces.

**4. Suppose A is an interface. Can we create an object using new A()?**

Ans: No, we cannot create an object of interface using new operator. But we can create a reference of interface type and interface reference refers to objects of its implementation classes.

**5. Can we define an interface with a static modifier?**

Ans: Yes, from Java 8 onwards, we can define static and default methods in an interface. Prior to Java 8, it was not allowed.

**6. Suppose A is an interface. Can we declare a reference variable a with type A like this: A a;**

Ans: Yes.

**7. Can an interface extends another interface in Java?**

Ans: Yes, an interface can extend another interface.

**8. Can an interface implement another interface?**

Ans: No, an interface cannot implement another interface.

**9. Is it possible to define a class inside an interface?**

Ans: Yes, we can define a class inside an interface.

**10. Which of the following is a correct representation of interface?**

a) public abstract interface A {

abstract void m1() {};

}

b) public abstract interface A {

void m1();

}

c) abstract interface A extends B, C {

void m1();

}

d) abstract interface A extends B, C {

void m1(){};

}

e) abstract interface A {

m1();

}

f) interface A {

void m1();

}

g) interface A {

int m1();

}

h) public interface A {

void m1();

}

public class B implements A {

}

i) public interface A {

void m1();

}

Public interface B {

void m1();

}

public interface C extends A, B {

void m1();

}

Ans: b, c, f, g, i.

**11. Identify the error in the following code.**

a)

interface A {

void m1();

}

public class B implements A {

void m1(){

System.out.println("One");

}

}

Ans: We cannot reduce the visibility of inherited method from interface A.

b)

interface A {

A() { }

void m1();

}

public abstract class B implements A {

public void m1(){

System.out.println("One");

}

}

Ans: An interface cannot have a constructor.

c)

interface A {

int x;

void m1();

}

public class B implements A {

int x = 20;

public void m1(){

System.out.println("One");

}

}

Ans: A variable in an interface must be initialized at the time of declaration.

**12. What will be the output of the following program?**

interface A {

int x = 10;

void m1();

}

public class B implements A {

int x = 20;

public void m1(){

System.out.println("One");

}

}

public class Test {

public static void main(String[] args){

A a = new B();

a.m1();

System.out.println(a.x);

}

}

Ans: Output: One, 10.

**13. Can an interface extend multiple interfaces?**

Ans: Yes, an interface can extend multiple interfaces.

**14. Can an interface has instance and static blocks?**

Ans: No.

**15. What will be the output of the following program?**

interface A {

int x = 10;

}

interface B {

int x = 20;

}

interface C extends A, B{

int x = 30;

public static void main(String[] args){

int a = A.x;

int b = B.x;

int c = C.x;

System.out.println(a);

System.out.println(b);

System.out.println(c);

}

}

Ans: Output: 10, 20, 30

**16. What happens if a class has implemented an interface but has not provided implementation for that method defined in Interface?**

Ans: The class has to be declared with an abstract modifier. This will be enforced by the Java compiler.

**17. Why an Interface method cannot be declared as final in Java?**  
Or, Can a method within an interface be marked as final?

Ans: Not possible. Doing so will result the compilation error problem. This is because a final method cannot be overridden in java. But an interface method should be implemented by another class.

So, the interface method cannot be declared as final. The modifiers such as public and abstract are only applicable for method declaration in an interface.

**18. Can an interface be final?**

Ans: No. Doing so will result compilation error problem.

**19. Why an interface cannot have a constructor?**

Ans: Inside an interface, a constructor cannot be called using super keyword with hierarchy.

**20. Why an Interface can extend more than one Interface but a Class can’t extend more than one Class?**

Ans: We know that Java doesn’t allow multiple inheritance because a class extends only one class. But an Interface is a pure abstraction model. It does not have inheritance hierarchy like classes.

Therefore, an interface allows to extend more than one Interface.

**21. What is the use of interface in Java?**  
Or, why do we use an interface in Java?

Ans: There are many reasons to use interface in java. They are as follows:

a. An interface is used to achieve fully abstraction.  
b. Using interfaces is the best way to expose our project’s API to some other project.  
c. Programmers use interface to customize features of software differently for different objects.  
d. By using interface, we can achieve the functionality of multiple inheritance.

**22. Is it necessary to implement all abstract methods of an interface?**

Ans: Yes, all the abstract methods defined in interface must be implemented.

**23. Can we define a variable in an interface? What type it should be?**

Ans: Yes, we can define variable in an interface that must be implicitly static and final.

**24. Can we re-assign a value to a variable of interface?**

Ans: No, variables defined inside the interface are static and final by default. They are just like constants. We can’t change their value once they got.

**25. What is the difference between abstract class and interface in Java?**

Ans: Refer to this tutorial: [12 Difference between Abstract class and Interface in Java](https://www.scientecheasy.com/2020/07/difference-between-abstract-class-interface.html/)

**26. What is the difference between class and interface in Java?**

Ans: Refer to this tutorial: [Difference between Class and Interface in Java](https://www.scientecheasy.com/2020/07/difference-between-class-interface.html/)

**27. What is a Marker Interface in Java?**

Ans: An Interface that doesn’t have any data members or methods is called marker interface in java. For example, Serializable, Cloneable, Remote, etc.

**28. What is a Nested interface?**

Ans: An interface declared inside another interface is called nested interface. By default, it is static in nature. It is also known as static interface.

**29. Can we reduce the visibility of interface method while overriding?**

Ans: No, while overriding any interface methods, we must use public only. This is because all interface methods are public by default. We cannot reduce the visibility while overriding them.

**30. Can we define an interface inside a method as local member?**

Ans: No, we can’t define an interface as local member of a method like local inner class.

**31. Will the code compiled successfully? If yes, what will be the output?**

interface A {

void m1(int x, double y);

void m2(String z);

}

class B implements A {

public void m1(int x, double y) {

System.out.println("Hello");

}

public void m2(String z){

System.out.println("Java");

}

void m3() {

System.out.println("Hello Java!");

}

}

public class Test {

public static void main(String[] args){

B b = new B();

b.m1(20, 10.0);

b.m2(null);

b.m3();

}

}

Ans: Yes, the code will be compiled successfully. The output is Hello, Java, Hello Java!.

**32. What will be the output of the following programs?**

a)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAwCAYAAABXAvmHAAAACXBIWXMAAAsTAAALEwEAmpwYAAABIElEQVR4nO2Z3Q4BMRBGy7sLF0K44AbvKH5ujzS7QljWtp3pSOY8wPQ73f5MsyE4juM4UgAT4ASsgLHiuGNgDZyBaU6hIw/2GhI04eNYd445xeZPhcQleA8fmecUHAGbl4IHCQmasbbFJ0xDAqnwGhJIh5eUQCu8hIR6+JIS1cKXkKgePkfCTPgUCXPhh0iYDf+LhPnwd9qwu46gr73Nzlz4ni9he+YHSNgPH/mw5t829r+Fty9B92OkaxPbW0p8OSo1H0VJ/HLOm5VgwCVlToKEG9aMBBntQXUJCvQ21SQo2JipSyDQVaIlIdkSIy2h0c8jJaH5GEFCAlhqhO/ppxYhFeCqFf6LxCWkAsxigTgLFX5wLNqx039wOI7jOKGHG/HkCQoy1hroAAAAAElFTkSuQmCC)by[Adx](https://adxmanager.in/#_blank)

interface A {

void m1(int x, double y);

}

abstract class B implements A {

public void m1(double x, int y){

System.out.println("One");

}

}

public class Test extends B {

public void m1(double x, int y){

System.out.println("Two");

super.m1(20.5, 20);

}

public void m1(int x, double y){

System.out.println("Three");

}

public static void main(String[] args){

Test t = new Test();

t.m1(20.5, 10);

t.m1(10, 5.5);

}

}

Ans: Output: Two, One, Three

b)

interface A {

void m1(A a);

}

abstract class B implements A {

void m1(B b){

System.out.println("One");

}

}

public class Test extends B {

public void m1(A a){

System.out.println("Two");

}

public void m1(B b){

System.out.println("Three");

}

public static void main(String[] args){

A a = new Test();

a.m1(new Test());

}

}

Ans: Output: Two

c)

interface A {

void m1(A a);

}

abstract class B implements A {

void m1(B b){

System.out.println("One");

}

}

public class Test extends B {

void m1(A a){

System.out.println("Two");

}

void m1(B b){

System.out.println("Three");

}

public static void main(String[] args){

A a = new Test();

a.m1(null);

}

}

Ans: No, *IllegalAcceessError* exception because we cannot reduce the visibility of inherited method from interface A.

d)

interface A {

void m1();

}

abstract class B implements A {

public void m1(){

System.out.println("One");

}

}

public class Test extends B {

public void m1(){

System.out.println("Two");

super.m1();

}

public static void main(String[] args){

A a = new Test();

a.m1();

B b = new Test();

b.m1();

}

}

Ans: Output: Two, One, Two, One

e)

interface A {

int m1();

}

class B implements A {

public int m1(){

return 20;

}

}

public class C implements A {

public int m1(){

return 30;

}

}

public class Test {

public static void main(String[] args){

A a = new B();

int aa = a.m1();

System.out.println(aa);

C c = new C();

int cc = c.m1();

System.out.println(cc);

}

}

Ans: Output: 20, 30.

f)

interface A {

A m1();

}

class B implements A {

public A m1(){

System.out.println("Red");

return null;

}

}

public class C implements A {

public A m1(){

System.out.println("Orange");

return null;

}

}

public class Test {

public static void main(String[] args){

A a = new B();

a.m1();

C c = new C();

c.m1();

}

}

Ans: Output: Red, Orange.

**33. Will the below code compile successfully? If yes, what will be the output of the following program?**

interface A {

A m1();

}

class B implements A {

public B m1(){

System.out.println("Red");

return new B();

}

}

public class C implements A {

public C m1(){

System.out.println("Orange");

return new C();

}

}

public class Test {

public static void main(String[] args){

A a;

a = new B();

a.m1();

a = new C();

a.m1();

}

}

Ans: Yes, the code will be successfully compiled. The result is Red, Orange.

**34. What will be the output of the following program?**

interface A {

int x = 20;

interface B {

int x = 30;

}

}

class C implements A {

int x = 40;

}

public class D implements A.B {

int x = 50;

}

public class Test {

public static void main(String[] args){

System.out.println(A.x);

System.out.println(A.B.x);

C c = new C();

System.out.println(c.x);

D d = new D();

System.out.println(d.x);

}

}

Ans: Output: 20, 30, 40, 50.

**35. Identify the error inside the following code and correct it. What will be the output after the correction of error?**

interface A {

void m1();

interface B {

void m1();

}

}

class C implements A.B {

public void m1(){

System.out.println("Green");

}

}

public class Test {

public static void main(String[] args){

A a = new C();

a.m1();

}

}

Ans: This code will generate compilation error because class C is implementing inner interface, not outer interface. But the reference of a is a type of outer interface. The correct code is as follows:

A.B ab = new C();

After correction, the output is Green.

**36. Is there any error in the following code? If yes, correct it.**

interface A {

void m1();

interface B {

void m2();

}

}

class C implements A, A.B {

public void m1(){

System.out.println("Green");

}

}

Ans: Yes, there is an error in the above code because class C must implement inherited abstract method from inner interface A.B.

**37. Will the code compile successfully? If yes, what will be the output?**

interface A {

void m1();

interface B {

void m2();

}

}

class C implements A, A.B {

public void m1(){

System.out.println("Green");

}

public void m2(){

System.out.println("Red");

}

}

public class Test {

public static void main(String[] args){

C c = new C();

c.m1();

c.m2();

}

}

Ans: Yes, the above code will be compiled successfully. The output is Green, Red.

**38. Identify the error in the below code. If no error, what will be the output of the program?**

interface A {

void m1();

interface B {

void m2();

}

}

interface C extends A, A.B {

strictfp default void m1(){

System.out.println("Green");

}

strictfp default void m2(){

System.out.println("Red");

}

}

public class Test implements C{

public static void main(String[] args){

Test t = new Test();

t.m1();

t.m2();

}

}

Ans: No error. The result is Green, Red.

**39. What will be the output of following program if no error?**

public class A {

void m1(){

System.out.println("One");

}

interface B {

void m2();

}

}

class C extends A {

void m1(){

System.out.println("Two");

super.m1();

}

}

public class Test implements A.B{

public void m2(){

System.out.println("Three");

}

public static void main(String[] args){

Test t = new Test();

t.m2();

C c = new C();

c.m1();

}

}

Ans: No error. The output is Three, Two, One.

**40. What is a Functional interface in Java 8?**

Ans: An interface that has exactly one abstract method is called functional interface in java. It is also known as single abstract method interface.

Functional interface can have three kinds of methods: abstract, default, and static methods.

Functional interface can have default methods with implementation. A default method cannot be abstract. For example, java.lang.Runnable and java.util.concurrent.Callable are two very popular Functional interfaces in java 8.

**41. How to define a Functional interface in Java 8?**

Ans: To define a Functional interface in Java 8, we can create an interface with exactly one abstract method like this:

interface A {

void m1();

}

Another way is to define an Interface with annotation @FunctionalInterface. This annotation gives an instruction to the java compiler to verify that the interface has only one abstract method.

**42. Is it mandatory to use @FunctionalInterface annotation with Functional interface in Java 8?**

Ans: No, it is not mandatory to define a Functional interface with @FunctionalInterface annotation. Java does not impose this rule.

But, if we define an interface with @FunctionalInterface annotation, Java Compiler will give an error in case we define more than one abstract method within that interface.

**43. What is default method in Java 8?**

Ans: A method that is defined inside an interface with the default keyword and concrete method body is called default method. It provides a default implementation for classes that implements an interface.

This method can be overridden by a class that implements interface. A default method is public by definition and cannot be declared with private, protected, static, final, or abstract modifiers.

**44. Which of the following are valid or non-valid default methods defined in an interface?**

a) interface A {

abstract void m1();

default int m2() { return 10; }

}

b) interface A {

abstract void m1();

public default void m2(){ System.out.println("Hello Java");}

}

c) interface A {

static default m1() { }

}

d) interface A {

abstract void m1();

static void m2() { System.out.println("Hello Java"); }

public default void m3();

}

Ans: a and b are valid codes. c and d are non-valid codes.

**45. What is the output of the following program?**

interface A {

abstract void m1();

static void m2(){

System.out.println("Static method");

}

default void m3(){

System.out.println("Default method");

}

}

class B implements A {

public void m1(){

System.out.println("Overridden m1 method");

}

}

public class Test{

public static void main(String[] args){

A a = new B();

a.m1();

A.m2();

a.m3();

}

}

Ans: The result is Overridden m1 method, Static method, Default method.

**46. Will the code successfully compile? If yes, what will be the output of the program?**

interface A {

abstract void m1();

public static void m2(){

System.out.println("One");

}

default void m3(){

System.out.println("Two");

}

}

class B implements A {

public void m1(){

System.out.println("Three");

}

void m3(){

System.out.println("Four");

}

}

public class Test{

public static void main(String[] args){

A a = new B();

a.m1();

A.m2();

a.m3();

}

}

Ans: No, the code will not be compiled successfully because we cannot reduce the visibility of inherited m3() method from interface A.

**47. Identify the error in the following code and correct it.**

interface A {

abstract void m1();

abstract default void m2(){

System.out.println("Two");

}

}

class B implements A {

public void m1(){

System.out.println("Three");

}

}

public class Test{

public static void main(String[] args){

A a = new B();

a.m1();

a.m2();

}

}

Ans: Default method cannot be abstract. Remove it and then compile.

**48. Why do we need Functional interface in Java 8?**  
Or, what is the use of Functional interface in Java 8?

Ans: A Functional interface is mainly used in Lambda expressions, method reference, and constructor references.

**49. Can we declare private method inside an interface in JDK 9?**

Ans: Before JDK 9, all methods defined in an interface were implicitly public. But JDK 9 allow to declare private method inside an interface.

The private method defined in an interface cannot be called or overridden by implementing classes.

**50. Can we declare a method in an interface with combinations of modifiers like abstract, public, static, and private in JDK 9?**

Ans: No, because they do not make sense.

**Table: Supported Modifiers in Method Declaration in Interface**

|  |  |  |
| --- | --- | --- |
| **Modifiers** | **Supported?** | **Description** |
| public static | Yes | Supported since JDK 8. |
| public abstract | Yes | Supported since JDK 1. |
| public default | Yes | Supported since JDK 8. |
| private static | Yes | Supported since JDK 9. |
| private | Yes | Supported since JDK 9. It is a non-abstract instance method. |
| private abstract | No | This combination does not make sense because a private method is not inherited. So, it cannot be overridden. |
| private default | No | It is also not possible. |