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# Постановка задачи

**Требования к работе:**

**Оценка "Удовлетворительно":**

1. Придумать иерархию классов
2. Должен быть 1 базовый класс, и 3 класса наследника. У базового класса должно быть, как минимум одно свойство передающиеся по наследству остальным, у каждого из классов наследников должно быть как минимум два уникальных свойства.
3. Реализовать эмулятор торгового автомата

**Оценка "Хорошо":**

1. В эмуляторе реализовать отображение состояния очереди (чтобы было видно какие объекты в каком порядке сейчас находятся в автомате)

**Оценка "Отлично":**

1. Добавить картинки для каждого типа объектов, которые будут видны при выводе очереди

**Вариант 4**

Для раздачи транспортных средств (количество колес)

* Велосипеды (тип (горный, городской, детский), радиус колес)
* Автомобили (тип (автобус, грузовик, внедорожник, легковая), объем двигателя, количество дверей),
* Самолеты (тип двигателя, максимальная высота полета)

# Таблица спецификаций метода btnRefill\_Click

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| rnd | Случайное число | var | [0;2] |

# Таблица спецификаций метода ShowInfo

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| bikeCount | Счётчик для велосипедов | int | [0; 232] |
| carCount | Счётчик для автомобилей | int | [0; 232] |
| planeCount | Счётчик для самолётов | int | [0; 232] |
| vehicle | Объект в списке vehiclesList | var | - |

# Таблица спецификаций метода btnGet\_Click

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| vehicle | Объект в списке vehiclesList | var | - |

# Таблица спецификаций метода AppdateAutomate

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| str | Объект в очереди | string | - |
| vehicle | Объект в списке vehiclesList | var | - |

# Таблица спецификаций класса Vehicle

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| rnd | Случайное число | Random | - |
| number\_of\_wheels | Количество колёс | int | [2;8] |

# Таблица спецификаций класса Bike

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| radius | Радиус колёс | int | [0;232] |
| type | Тип транспортного средства | TypeOfBike | - |

# Таблица спецификаций класса Car

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| engine\_capacity | Объём двигателя | int | [0;300] |
| number\_of\_doors | Количество дверей | int | [0;6] |
| type | Тип транспортного средства | TypeOfCar | - |

# Таблица спецификаций класса Plane

|  |  |  |  |
| --- | --- | --- | --- |
| Имя | Назначение | Тип | ОДЗ |
| maximum\_flight\_altitude | Максимальная высота полёта | int | [0;12000] |
| type | Тип двигателя | TypeOfEnginePlane | - |

# Таблица тестов

| Номер теста | Что проверяем | Выходные данные |
| --- | --- | --- |
| 1 | Работоспособность  (Список полон) |  |
| 2 | Работоспособность  (Список пуст) |  |

# Код программы

|  |
| --- |
| Form 1  namespace Laba\_4\_Inheritance  {  /\*Для раздачи транспортных средств (количество колес)  -Велосипеды (тип (горный, городской, детский), радиус колес)  -Автомобили (тип (автобус, грузовик, внедорожник, легковая), объем двигателя, количество дверей),  -Самолеты (тип двигателя, максимальная высота полета)\*/  public partial class Form1 : Form  {  List<Vehicle> vehiclesList = new List<Vehicle>();  public Form1()  {  InitializeComponent();  }  private void btnRefill\_Click(object sender, EventArgs e)  {  //vehiclesList.Clear();  //for (var i = 0; i < 10; ++i)  //{  // // классно да, список типа Fruit, а кладем Mandarin  // // вот она: "сила наследования"  // vehiclesList.Add(new Bike());  //}  vehiclesList.Clear();  var rnd = new Random();  for (var i = 0; i < 13; ++i)  {  switch (rnd.Next() % 3) // генерирую случайное число от 0 до 2 (ну остаток от деления на 3)  {  case 0: // если 0, то мандарин  vehiclesList.Add(Bike.Generate());  break;  case 1: // если 1 то виноград  vehiclesList.Add(Car.Generate());  break;  case 2: // если 2 то арбуз  vehiclesList.Add(Plane.Generate());  break;  // появление других чисел маловероятно  }  }  ShowInfo();  txtQueue.Text = AppdateAutomate();  }  private void ShowInfo()  {  // заведем счетчики под каждый тип  int bikeCount = 0;  int carCount = 0;  int planeCount = 0;  // пройдемся по всему списку  foreach (var vehicle in vehiclesList)  {  // помните, что в списки у нас лежат фрукты,  // то есть объекты типа Fruit  // поэтому чтобы проверить какой именно фрукт  // мы в данный момент обозреваем, мы используем ключевое слово is  if (vehicle is Bike) // читается почти как чистый инглиш, "если fruit есть Мандарин"  {  bikeCount += 1;  }  else if (vehicle is Car)  {  carCount += 1;  }  else if (vehicle is Plane)  {  planeCount += 1;  }  }  // а ну и вывести все это надо на форму  txtInfo.Text = "Велосипед\tАвтомобиль\tСамолёт"; // буквы экнмлю, чтобы влезло на форму  txtInfo.Text += "\n";  txtInfo.Text += String.Format("{0}\t\t{1}\t\t{2}", bikeCount, carCount, planeCount);  }  private void btnGet\_Click(object sender, EventArgs e)  {  if (vehiclesList.Count == 0)  {  txtOut.Text = "Пусто Q\_Q";  return;  }  var vehicle = vehiclesList[0];  vehiclesList.RemoveAt(0);  // ЗАМЕНИЛ НАШИ if`ы  txtOut.Text = vehicle.GetInfo();  // обновим информацию о количестве товара на форме  ShowInfo();  txtQueue.Text = AppdateAutomate();  }  private string AppdateAutomate()  {  string str = "";  foreach (var vehicle in vehiclesList)  {  switch (vehicle)  {  case Bike:  str += "Велосипед\n";  break;  case Car:  str += "Автомобиль\n";  break;  case Plane:  str += "Самолёт\n";  break;  }  }  return str;  }  }  } |

|  |
| --- |
| Vehicles  using System;  using System.Collections.Generic;  using System.Linq;  using System.Text;  using System.Threading.Tasks;  /\*Для раздачи транспортных средств (количество колес)  -Велосипеды (тип (горный, городской, детский), радиус колес)  -Автомобили (тип (автобус, грузовик, внедорожник, легковая), объем двигателя, количество дверей),  -Самолеты (тип двигателя, максимальная высота полета)\*/  namespace Laba\_4\_Inheritance  {  /\*  var bikes = new List<Bike>();  var cars = new List<Car>();  var planes = new List<Plane>();  \*/  public class Vehicle  {  public static Random rnd = new Random();  public int number\_of\_wheels = 0;  public virtual String GetInfo()  {  var str = String.Format("\nКоличество колёс: {0}", this.number\_of\_wheels);  str += String.Format("шт");  return str;  }  }  /\*Велосипеды\*/  public enum TypeOfBike {mountain, urban, children};  public class Bike : Vehicle  {  public TypeOfBike type = TypeOfBike.mountain;  public int radius = 0;  public override String GetInfo()  {  var str = "Вам достаётся велосипед!";  str += String.Format("\nТип: {0}", GetTypeString(this.type));  str += String.Format("\nРадиус: {0}", this.radius);  str += String.Format("″");  str += base.GetInfo();  return str;  }  private string GetTypeString(TypeOfBike type)  {  switch (type)  {  case TypeOfBike.mountain:  return "Горный";  case TypeOfBike.urban:  return "Городской";  case TypeOfBike.children:  return "Детский";  default:  return "Неизвестный тип";  }  }  public static Bike Generate()  {  //var rnd = new Random();  return new Bike  {  type = (TypeOfBike)rnd.Next(3),  radius = 5 + rnd.Next() % 25,  number\_of\_wheels = /\*2 + rnd.Next() % 9\*/(2 + rnd.Next() % 2 )  };  }  }  /\*Автомобили\*/  public enum TypeOfCar {bus, truck, offroad, passenger};  public class Car : Vehicle  {  public TypeOfCar type = TypeOfCar.bus;  public int engine\_capacity = 0;  public int number\_of\_doors = 0;  public override String GetInfo()  {  var str = "Вам достаётся автомобиль!";  str += String.Format("\nТип: {0}", GetTypeString(this.type));  str += String.Format("\nОбъем двигателя: {0}", this.engine\_capacity);  str += String.Format("л.с.");  str += String.Format("\nКоличество дверей: {0}", this.number\_of\_doors);  str += String.Format("шт");  str += base.GetInfo();  return str;  }  private string GetTypeString(TypeOfCar type)  {  switch (type)  {  case TypeOfCar.bus:  return "Автобус";  case TypeOfCar.truck:  return "Грузовик";  case TypeOfCar.offroad:  return "Внедорожник";  case TypeOfCar.passenger:  return "Легковой автомобиль";  default:  return "Неизвестный тип";  }  }  public static Car Generate()  {  //var rnd = new Random();  return new Car  {  type = (TypeOfCar)rnd.Next(4),  engine\_capacity = 64 + rnd.Next() % 301,  number\_of\_doors = 2 + rnd.Next() % 6,  number\_of\_wheels = /\*2 + rnd.Next() % 9\*/(1 + rnd.Next() % 4) \* 2  };  }  }  /\*Самолёты\*/  public enum TypeOfEnginePlane { piston\_engine, jet\_engine };  public class Plane : Vehicle  {  public TypeOfEnginePlane type = TypeOfEnginePlane.piston\_engine;  public int maximum\_flight\_altitude = 0;  public override String GetInfo()  {  var str = "Вам достаётся самолёт!";  str += String.Format("\nТип: {0}", GetTypeString(this.type));  str += String.Format("\nМаксимальная высота полета: {0}", this.maximum\_flight\_altitude);  str += String.Format("м");  str += base.GetInfo();  return str;  }  private string GetTypeString(TypeOfEnginePlane type)  {  switch (type)  {  case TypeOfEnginePlane.piston\_engine:  return "Поршневой двигатель (пропеллерный)";  case TypeOfEnginePlane.jet\_engine:  return "Реактивный двигатель";  default:  return "неизвестный тип";  }  }  public static Plane Generate()  {  //var rnd = new Random();  return new Plane  {  type = (TypeOfEnginePlane)rnd.Next(2),  maximum\_flight\_altitude =100 + rnd.Next() % 12001,  number\_of\_wheels = /\*2 + rnd.Next() % 9\*/(1 + rnd.Next() % 5) \* 2  };  }  }  } |

# Внешний вид формы

**![](data:image/png;base64,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)**

# Репозиторий с кодом

[DinoBombino/Laba\_4\_Inheritance (github.com)](https://github.com/DinoBombino/Laba_4_Inheritance)