**SQL:**

🡪Structured query language which is a computer language for storing, manipulating, and retrieving the data stored in relational database management systems(rdbms).

🡪It is an open source rdbms that stores data in a structed format using rows and columns. It creates database to store and manipulate the data.

🡪To perform various operations user, make request by typing specific statements.

🡪The server responds to information from the user and display it on the user side.

* **Constraints:**

-🡪 constraints in SQL means we are applying certain conditions or restrictions on the database. This further means that before inserting data into the database, we are checking for some conditions.

-🡪If the condition we have applied to the db. holds true for the data which is to be inserted, then only the data will be inserted into the database tables.

**Types of Constraints**

* Not Null
* Unique
* Check
* Primary Key
* Foreign Key
* **Null:**

🡪Null is nothing, it represents unknown value.

-🡪Null does not occupy space in the memory.

🡪Null is neither zero nor a blank space.

🡪If it performs any arithmetic operations with null it reserves null itself. Two nulls never be same in oracle.

* **Not Null:(opposite to null)**

🡪Not Null ensures some value should be present in a particular column in a table.

**Example: Create a table student with the fields id and name as not null.**

Create table student (

Std id int not null,

Name varchar (20) not null,

Address varchar (20)

);

* **Unique**

**🡪**This **constraint** helps to uniquely identify each row in the table i.e., for a particular column, all the rows should have unique values. We can have more than one unique column in a table.

* It does not accept one duplicate value.
* It can accept multiple null values.

**Example:**

**Creates a table student where the field Id is specified as unique. i.e., no two students can have the same Id.**

Create table student (

Std id int not null unique,

Name varchar (20),

Address varchar (20)

);

**Create a student table and apply a UNIQUE constraint on one of the table's columns while creating a table.**

1. **CREATE** **TABLE** student (StudentID **INT** **UNIQUE**, Student\_FirstName **VARCHAR**(20), Student\_LastName **VARCHAR**(20), Student\_PhoneNumber **VARCHAR**(20), Student\_Email\_ID **VARCHAR**(40));
2. **Create a student table and apply a UNIQUE constraint on more than one table's column while creating a table.**
3. **CREATE** **TABLE** student (StudentID **INT**, Student\_FirstName **VARCHAR**(20), Student\_LastName **VARCHAR**(20), Student\_PhoneNumber **VARCHAR**(20), Student\_Email\_ID **VARCHAR**(40), **UNIQUE**(StudentID, Student\_PhoneNumber));

**Syntax to apply the Unique Constraint on an existing tables’ column:**

**Alter table Table Name add Unique (Column name);**

Consider we have an existing table student, without any constraints applies to it. Later, we decide to apply a unique constraint to one of the tables columns. Then we will execute the query.

**Alter table student ADD Unique(studentId);**

* **Primary key:**

🡪Primary key is a column which uniquely identifies a record.

🡪It is a combination of not null & unique constraint.

🡪Creation of primary key is highly recommended but not mandatory.

🡪In a table we can have only one primary Key.

**🡪syntax: create table Table Name(columnname1 datatype Primarykey,columnname2 datatype,--)**

Create a student table and apply the primary key constraint while creating a table.

Create table student(

studentId int primary key,

name varchar(20),

Address varchar(20)

);

* **Foreign Key:**

🡪Foreign key is a column which creates the relationship between two tables.

🡪It is also called referential integrity constraint. It can accept null and duplicate values.

🡪 can have more than one foreign key in a table.

🡪Foreign key is created in a child table.

🡪If we have foreign key in a table, then the same column should be a primary key in master table.

Syntax: create table table name(

columnname1 datatype(size)primary key,

columnnameN datatype(size),

foreign key(column Name) references

parent-table-name(primary-key-columnname)

);

**Create an employee table and apply the foreign key constraint while creating a table.**

To create a foreign key on any table first we need to create a primary key on a table.

Create table employee(empId int not null primary key,

name varchar(20),

salary int

);

**We will create a query to apply a foreign key on the department table referring to the primary key of the employee table,i.e.emp\_ID.**

Create table department(deptid int not null primary key,

Deptname varchar(20),

Empid int not null ,

foreign key(empid)references employee(empid));

* **Check Constraint:**

🡪whenever a check constraint is applied to the tables column and the user wants to insert the values in it, then the value will first be checked for certain conditions before inserting the value into that column.

🡪Check constraint is used to provide a additional validation according to the customer requirement specification.

**Syntax:create table tablename(columnname1 datatype check(columnname1 condition),columnname2 datatype…. columnnameN datatype);**

**Create a student table and apply check constraint to check for the age less than or equal to 15 while creating a table.**

Create table student(

Studentid int,

Student FirstName varchar(20),

Student lastName varchar(20),

Age int check(Age <=15)

);

**Apply multiple constraints on multiple columns.**

**Create a student table and apply check constraint to check for the age less than or equal to 15 and a percentage greater than 85 while creating a table.**

Create table student (

Studentid int,

Student FirstName varchar (20),

Student lastName varchar (20),

Age int ,

percentage int,

check(Age <=15 and percentage >85)

);

**Syntax to apply check constraint on am existing column.**

* **Alter table table name add check (column name condition);**
* Ex: Alter table student add check (Age<=15);

**Functions or subset commands**

* **Dql**

Select: it is used to retrieve the data from the database.

* DDL
* Create: it is used to create a table in db.
* Alter: it is used to modify the structure of the existing table. it means we can change the table name, we can add a row , add a column,
* delete a column or rename the column name.
* rename: It is used to rename the table name.
* Truncate: it is used to delete all the records permanently, but the structure of the table remains same.
* Drop: Drop command is used to delete the entire table.
* Create: how to create a table for employee

create table Employee (

EmpId int,

firstname varchar (20),

lastname varchar (20),

Email varchar (20),

Phone no varchar (20),

salary int

);

Create an employee table with primary key as empid

create table Employee (

EmpId int primary key,

firstname varchar (20),

lastname varchar (20),

Email varchar (20),

Phone no varchar (20),

salary int

);

* Alter:it is used to modify the structure of the existing table. it means we can change the table name, we can add a row , add a column, delete a column or rename the column name.

Syntax:

ALTER TABLE table\_name

ADD column\_name1 data\_type,

column\_name2 data\_type,

...

* add a column name into employee table.

Alter table Employee

Add Address Varchar (30),

City varchar (30),

Pin code int;

* Rename the column name

Syntax: ALTER TABLE table\_name

RENAME COLUMN old\_column\_name TO new\_column\_name;

* alter table employee rename column phone no To Mobile.
* Rename the column size from employee table
* alter table employee alter column EmailId varchar (20);
* add the column name for employee.
* alter table employee add City varchar (30);
* Drop column: It is used to delete the columns one or more columns.
* Syntax: Alter table employee drop column city;
* Rename: It is used to rename the table name
* Syntax: Alter table employee rename To Emp;
* Drop:it is use to delete the entire table
* Syntax: drop table Tablename
* Drop table student;

Truncate: it is used to delete all records permanently, but the structure of the table remains same.

* Syntax: Truncate table student or

Delete from student.

* DML:
* Insert: insert command is used to insert the records into the table
* Syntax: insert into table name (column name1, column name2,…) values(value1, values2,---);
* Ex:insert into employee(empid,firstname,lastname,emailed, phoneno,salary,address, city, pincode)values(20,’lucky’,’man’,’luckyman@gmail.com’,999999999,30000,’hyderabad’,’Gachibowli’,500032);

Update:update command is used to modify the data in a table.

* Syntax:Update tablename

Set column name1=new value1

Set column name2=new value2

Where [clause]

* Ex: Update employee

Set salary=35000

Where EmpId=21;

* Update employee

Set FirstName-‘blakely’, lastname=’charly’

Where EmpId=24;

* Update employee

Set EmailId=Replace(EmailId,’@gmail.com’,’@outlook.com’)

Where EmpId=23;

* Update employee

Set PhoneNo=9898989898

Where EmpId=20;

* Update employee

Set salary=salary+(salary\*10/100);

Delete:delete command is used to delete the selective area

Syntax:Delete from tablename [where condition]

* Delete from employee where EmpId=4

It will delete the 4th record of the table.

* Delete from employee where salary>50000.
* Delete from Employee; --🡪 it will delete all the records of the table.

Operators:

* **Logical Operators:**
* AND & OR: In sql and & or operators are used for filtering the data and getting precise result based on the conditions. The SQL and & or operators are also used to combine multiple conditions. These two operators can be combined to test for multiple conditions in a select, insert, update, delete statement.

🡪These two operators are used with the where clause.

🡪And operator is used when all the conditions are true

🡪Syntax: select \* from table name where condition1 and condition2 and …conditionN;

🡪OR operator is used if any one of the conditions are true.

🡪Syntax: select \* from table name where condition1 or condition2 or ….conditionN;

🡪Fetch the records from the emp table where salary is 38500 and address is cyderabada by using AND condition.

* Select \* from employee where salary=385000 and address=’Cyberabad’

By using OR condition:

* Select \* from employee where FirstName=’Rocky’ or FirstName=’Lucky’
* select\* from employee where FirstName=’Lucky’ or Last Name=’Man’;

NOT:<>

* Select column1 column2 from table name where not condition.

🡪The following SQL statement selects all fields from “Customers” where country is not “UK” SELECT \* FROM Customers WHERE NOT Country=’UK’;

* Select\* from customer where not country=’UK’;
* Select\* from customer where not country=’UK’ and not country=’USA’;
* Select\* from customer where country <> ’India’;
* **Operators:**

🡪We can use various arithmetic operators on the data stored in the tables.

Arithmetic operators are:

* **+** : The addition is used to perform an addition operation on the data values.
* **-:** This operator is used for the substraction of the data values.
* **/** :This operator works with the ‘ALL’ KEYWORD AND IT CALCULATES DIVISION OPERATIONS.
* :This opertaor is used for multiplying data values.
* **%:**Modulus is used to get the remainder when data is divide by another.
* **Comparison operators:**

Comparison operators which is used to compare one expression value to other expression .The following are the comparison operators.

= ,<,>,>=,<=,<>(not equal to).

Select \* from maths where marks=50;

* **Special Operators:**
* **IN, IS, LIKE, BETWEEN.**
* **IN:**In operators is used instead of multiple values. (Or) In operator works same as that of operator.

🡪IN operator checks a value within a set of values separated by commas and retrieves the rows from the table that match.

* **Syntax: Select <column-list>**

From <Table-name>

Where column-Name IN (v1,v2,v3---vn);

🡪Ex: w.a.q. to list all employees for working in 10,20,30 in deptno table

🡪Select \* from emp where deptno IN(10,20,30);

🡪Select empid, firstname, lastname, salary from emp where emid in (1,3,5,6);

* **Sub-query with in Operator**

We can use the subquery within operator that returns record from the single column.the subquery cannot include more than one column in the select column list.

Select empid,firstname, lastname,deptid

From employee

Where deptid in(select deptid from department WHERE DEPTID >2);

* **Not In**

Use the not operator with the in operator to filter record that do not fall in the specified values.

Select empid,firstname,lastname,salary from emp where empid not in(1,3,5);

* **Is: To compare with null we use Is Operator.**

Select <column-List>

From <table-name>

Where column-name is null;

* **Like**: Like operator is used to perform pattern matching to find the correct result. It is used in insert, select, update, delete statement with the combination of where clause.

Syntax: select <column-list>

From <table name>

Where column-name like pattern{[escape] escape-character}

**|**

Optional

* **Escape**-**character**: it is a optional. It allows you to test for literal instances of a wildcard character such as **“%** “ or **“\_** “.If you don’t provide the escape\_character, MySQL assumes that “\” is the escape\_character.

Inside a pattern we are using two wild cards. They are

1. **%** (**Percentage**): It matches with a n.no of characters.

**EX:** select off-name from officers where address like ‘Lucknow%’;

**EX**: select off-name from officers where address Not like ‘Lucknow%’;

**EX**: select off-name from officers where address like ‘luck%’;

**2.\_(Underscore**):It matches with single character.

**Ex**: select off\_name from officers where like ‘luc\_now’;

**Stored Procedure:**

A stored procedure is group of T-SQl(transact sql) statements. If you have a situation, where you write the same query over and over again, we can save that specific query as a stored procedure and call it just by its name.

To execute stored procedures:

1.spGetEmployees

2.ExECspGetEmployees

3.Execute spGetEmployees (or)

We can also right click on the procedure name, in object explore in SQL server management studio and select execute stored procedure.

OR

A stored procedure is nothing more than a piece of code that performs some repetitive set of actions.

🡪It performs a particular task by executing a set of actions or queries against the database.

🡪The code for stored procedure is stored in the database and can be executed at any time.

🡪Stored procedures are typically used to insert your records into one of more tables, update or delete data from tables, and to generate reports via the select statement.

🡪Its possible for a stored procedure to do more than one thing. If we might want to run an update statement which modifies some information, then run a select statement to return the updated statistical information.

🡪Stored procedures are useful because they allow the developer to write code once, then execute it many times.

🡪Its possible to build up a library of stored procedures for a database overtime, all of which provide a programming interface to the database tables.

Ex: we have existing employee table for that again we will execute the query with procedure condition.

1.Select \* from employee which consist of empid,name, salary,email.

Instead of that what we can actually do is wrap this query inside a stored procedure and call that s.p rather than we having to write this query again and again.

1.1.Select name,empid,salary from employee

To create a stored procedure we use procedure command.

* **Create procedure:**

**Syntax**: **create procedure statement.**

**It is used to create a new stored procedure.**

Create procedure <name of procedure>

(parameters (optional))

As

Begin;

// Statements here….

End;

* **Ex**:Create procedure spemploye

As

Begin

Select empid,name,salary from employee

End.

In Object explorer-🡪 master database🡪programability🡪stored procedures🡪spemploye.

To execute the table:spemployee

* **Alter Procedure:**

**Syntax: Alter Procedure statement**

**It is used to alter existing stored procedure.**

Alter procedure <name of procedure>

(parameters (optional))

As

Begin;

// Statements here….

End;

* **Drop Procedure:**

**Syntax**: **Drop** **Procedure statement**

**It is used to remove existing stored procedure.**

**Drop procedure [if exists] <name of procedure>;**

**Stored procedure with parameter**

**Create procedure spgetemployeesbynameanddept**

**@name varchar(20),**

**@deptid int**

**As**

**Begin**

**Select name,sal,deptid from employee where name=@name and deptid=@deptid**

**End.**

**In the above query @name and @deptid are parameters.**

**To execute the sp or above query: spgetemployeesbynameanddept ‘john’,23. Or spgetemployeebynameanddept @name=’john’ ,@deptid=23**

**Here john and 23 are we passed the parameters ,whatever we declared in query .**

* **View the procedure:**

To view the procedure -🡪programability🡪procedure table(spemployee)🡪 as sp🡪create right click🡪scripted to🡪new window.

( Or)

Sp\_helptext spemployee

🡪once we created a stored procedure ,if we want to change or modify the sp implementation.

Ex: we want to execute the name in alphabetic order or deptid in increasing order we can use alter statement by implementing order by.

Alter procedure spemployee

As

Begin

Select name,salary,email from employee order by salary

End.

* Delete the stored procedure

To delete the table we use drop command.

Drop procedure spemployee (Or) drop proc spemployee.

It will delete spemployee folder.

* Encrypt the text of the stored procedure by using the command with encryption and alter

**Alter procedure spgetemployeesbynameanddept**

**@name varchar(20),**

**@deptid int**

**With Encryption**

**As**

**Begin**

**Select name,sal,deptid from employee where name=@name and deptid=@deptid**

**End.**

* Store procedures -output parameters.

To create an sp with output parameter, we use the keywords out or output

Create procedure spgetemployeecountbygender

@Gender navrcahr(20),

@employeecount int output----------🡪 here we declared employee count as output parameter

As

Begin

select @employeecount=count(id)

from table employee

where gender=@gender

end

* **To execute the stored procedure without parameter**

**When sp something returns back to you, we want to hold it somewhere in a variable that’s why first we create a variable(as @totalcount) to receive the value.so now we are creating a variable @totalcount, and notice that the data type of variable must match with output parameter datatype.**

Declare @totalcount int

Execute spgetemployeecountbygender ‘male’,@totalcount output

Print @totalcount.

If you don’t specify the output keyword,when executing the stored procedure , the @employeetotal varaiable will be null.

Declare @totalcount int

Execute spgetemployeecountbygender ‘male’,@totalcount

If(@totalcount is null)

Print ‘@totalcount is null’

Else

Print ‘@totalcount is not null’

* **Group by clause:** It is used to group a selected set of rows into a set of summary rows by the values of one or more columns or expressions. It is always used in conjunction with one or more aggregate functions**.**

**(OR)**

* Group by clause is used in select statement to collect the data across multiple records and group the results by one or more columns.

The Group by statement is used for organizing similar data into groups.

🡪The **select** statement is used with the **group** **by** clause in SQL.

🡪**where** clause is placed before the **group** **by** clause in SQL.

🡪**order** **by** clause is placed after the **group** **by** clause in SQL.

**Syntax:select column1,function\_name(column2)**

**From table-name**

**Where condition**

**Group by column1,column2**

**Order by column1,column2;**

**Function\_name:table name.**

**Condition:which we used.**

* **Ex:waq to display all the records of the employee table but group the results based on the age column.**

🡪Select\* from employee group by Age;

🡪We have an existing table as a person details or employee table which consists of id,name,gender,salary,city.

🡪Select city,sum(salary) as totalsalary--🡪( here we want the data of city and salary so we need to implement group by command with some data otherwise it will get error)

From employee

Group by city.

**Filtering groups:Grouping by Multiple columns**

**🡪To filter the rows we can use where clause.**

**🡪Where clause is used to filter rows before aggregation,where as having clause is used to filter groups after aggregation.The following 2 queries produce the same result**

Select city, gender,sum(salary) as totalsalary

From employee

Group by city,gender.

Order by city(here we are declaring order by because it will give the result the city names in order by alphabetic order)

🡪If we want total no of employees from employee table

* **Multiple aggregate Functions(like count ,total,sum)**

🡪Select count(\*) from employee

🡪Select city, gender,sum(salary) as totalsalary,count(id) as (total employees)

From employee

Group by city,gender.

🡪If we want to see only particular rows result like for (gender only female people)

So here we are using where clause because to filter the rows

* **Where Clause:**

🡪Where keyword is used for fetching filtered data in a result set. It is used to fetch data according to particular criteria. **Where** keyword can also be used to filter data by matching patterns.

* **Syntax:**

**Select column1,column2 from table-name where column-name operator value;**

Ex: create a table employee.

Create table employee(

Empid int primarykey,

Name varchar(50),

Country varchar(50),

Age int(2),

Mob int(10)

);

Insert into employee(empid, name, country, age, mob)values (1,’rocky’,’uas’,25,99999999);

* **Where clause with logical operators:**
* **To fetch the records of employee with ages equal to 24.**

🡪Select \* from employee where age=24;

* **To fetch the empid, name and country of employees with age greater than 21.**

🡪Select empid, name, country from employee where age>21;

* **Where clause with between operator:**

🡪It is used to fetch filtered data in a given range inclusive of two values.

* **Syntax:**
* **Select column1,column2 from table-name**
* **Where column-name between value1 and value2;**

**Ex: To fetch the records of employees where age is between 22 and 24.**

🡪Select \* from employee where age between 22 and 24.

* **Where clause with like operator:**

🡪It is used to fetch filtered data by searching for a particular pattern in the where clause.

* **Syntax:**

**Select column1,column2 from**

**Table-name where column-name like pattern;**

* **To fetch the records of employees where name starts with the letter S.**

🡪Select \* from employee where name Like ‘s%’;

* **To fetch records of employees where name contains the pattern M**

🡪Select\* from employee where like ‘%m%’;

* **Where clause with In Operator:**

🡪It is used to fetch the filtered data same as fetched by=operator just the difference is that here we can specify multiple values for which we can get the result set.

* **Syntax:**

**Select column1,coulumn2 from table-name where column-name in (value1,value2,)**

* **To fetch the names of employees where age is 21 or 23.**

🡪Select name from emp1 where age in(21,23);

* **Waq to delete an employee record where the employee’s joining date is “2013-12-12”**

🡪Delete from employee where date of joining =”2013-12-12”;

------------------------------------------------------------------------------------------------

Select city, gender, sum(salary) as totalsalary, count(id) as (total employees)

From employee

Where gender=’male’-🡪To filter the rows we used where clause.

Group by city, gender.

(or) The other way of to get the same result instead of where clause we will use

Having clause.having clause should come after groupby

Select city, gender, sum(salary) as totalsalary, count(id) as (total employees)

From employee

Group by city ,gender

Having gender=’male’

Difference between where clause and having clause:

🡪where clause can be used with-select, insert, and update statements, whereas having clause can only be used with the select statement.

🡪where filters rows before aggregating (grouping), whereas, having filters groups, after the aggregations are performed.

🡪Aggregate functions cannot be used in the where clause, unless it is in a sub query contained in a having clause, whereas aggregate functions can be used in having clause.

* **Having Clause:**

🡪when we need to place any conditions on the table’s column, we use the where clause in SQL. But if we want to use any condition on a column in group by clause at that time, we will use the having clause with the group by clause for column conditions.

**Syntax:**

🡪Table name group By column Name having condition;

**Ex: waq to display the name of employees, salary, and city where the employees maximum salary is greater than 40000 and group the results by designation.**

Select name, city, Max(salary)

as salary

from employee

group by designation having max(salary)>40000;

Ex:2: w.a.q. to display the name of employees and designation where the sum of an employee’s salary is greater than 45000 and group the results by city.

Select name,designation,sum(salary)As salary

from employee

group by city having sum(salary)>45000;

* **Order By Clause:**

🡪It is used to sort the records in ascending or descending order.

**Syntax:**

**Select expressions**

**From tables**

**[Where conditions]**

**Order by expression [asc][desc]**

**Order by without using Asc/Desc attribute:**

**If we use sql order by clause without specifying the Asc and Desc modifier then by default you will get the result in ascending order.**

🡪Select\*

From officers

Where address=’lucknow’

order by officer\_name;

**orderby with ASC attribute:**

🡪select\* from officers where address=’lucknow’

order by officer-name ASC;

**orderby with Desc attribute:**

🡪select\* from officers where address=’lucknow’

order by officer-name DESC;

**using both Asc and Desc attributes:**

🡪select officer\_name ,address

from officers

where officer\_id<5

order by officer\_name Desc, address Asc;

* **Normalization**:

🡪Normalization is the process of organizing the data in the database.

🡪Normalization is used to minimize the redundancy from a relation or set of relations. It is also used to eliminate undesirable characteristics like insertion, update, and deletion anomalies.

🡪It divides the larger table into smaller and links them using relationships.

🡪The normalization is used to reduce redundancy from the database table.

**Redundancy**: Repetition of unnecessary data in a table is known as redundancy.

* **Anomalies**: The side effects that occur on table while performing dml operation on a table is turn as anomalies, such as insert, update, delete operations.
* Types of anomalies:

Insertion: Insertion anomaly refers to when one cannot insert a new tuple into a relationship due to lack of data.

Delete Anomaly: The delete anomaly refers to the situation where the deletion of data results in the unintended loss of some other important data.

Update: The update anomaly is when an update of a single data value requires multiple rows of data to be updated.

* **Why do we need Normalization?**

🡪The main reason for normalizing the relation is removing these anomalies. Failure to eliminate anomalies leads to data redundancy and can cause data integrity and other problems as the database grows. Normalization consists of a series of guidelines that helps to guide you in creating a good database structure.

* **Types of Normal Forms:**
* **1NF:**

**🡪**Each & every cell should have a single value.

🡪As a record it should be unique.

* **2NF:**

🡪A relation will be in 2NF if it is in 1NF, and all non-key attributes are fully functional dependent on the primary key.

🡪If we come across any dependency, there table should be divided & linked with the relationship.

* **3NF:**

🡪A relation will be in 3NF if it is in 2NF, it does not have transitive functional dependency.

* **BCNF**: A stronger definition of 3NF is known as Boyce Codd’s normal form.
* **4NF**: A relation will be in 4NF if it is in Boyce Codd’s normal form and has no multi-valued dependency.
* **5NF**: A relation in 5NF.If it is in 4NF and does not contain any join dependency, joining should be lossless.
* **Advantages of Normalization**:

🡪Normalization helps to minimize data redundancy.

🡪Greater overall database organization

🡪Data consistency within Database.

🡪Much more flexible database design.

🡪Enforces the concept of relational integrity.

* **Disadvantages of Normalization:**

🡪You must start building the database before knowing what user needs.

🡪The performance degrades when normalizing the relations to higher normal forms i.e,4Nf,5Nf.

🡪It is very time-consuming and difficult to normalize relations of a higher degree.

🡪Careless decomposition may lead to a bad database design, leading to serious problems.

* **Types of Attributes**
* Key Attribute
* Composite Key
* Non-Composite key
* Key Attribute:

🡪The attribute which determines the other attribute is called as key attribute.

* **Composite Key attribute:**

**🡪**It is nothing but the combination of one or more attributes uniquely determines the set of other attributes.

* **Non composite KEY :**

🡪The attributes in a relation does not determine any other attribute is called as non-composite key attribute.

* **Functional Dependency:**

🡪It is nothing but a relationship which is used to determine another attribute within the relation.

* **Types of Functional Dependency:**

**Total Functional Dependency (TFD):**

🡪In a relation if all the attributes are depending on a single attribute (key attribute) is called Functional Dependency.

* **Partial Functional Dependency:**

🡪A relation is said to have partial functional dependency if it behaves the following characteristics.

* Rule1: The relation has composite key attribute.

A relation should have attribute which is depending on another attribute which is a part of the composite key attribute.

* **Transitive Functional Dependency:**

🡪Tfd is a relation if it behaves the following characteristics.

🡪All the attribute dependent on a key.

🡪There is an attribute relation which is dependent another attribute which is not a part of key attribute.

🡪It has minimum 3 columns should be there. It works on the condition from right to left, not to the left to right.

**Index:**

🡪An index is one of the important paths to make the performance of SQL server database high.

🡪It makes the querying process fast by providing easy access to rows in data tables, similar to how a books index will quickly locate information inside that book.

🡪If we don’t have an index, then it is very tough to locate the specific data type. We can have create index, drop index, alter index, SQL commands for creating new indexes, updating existing indexes, and deleting indexes in SQL server.

🡪AN index is a set of keys made up of single or multiple columns in a table or view. They stored in a structure(B\_tree) that helps SQL server users quickly and efficiently to find rows or rows associated with key values.

🡪There are mainly two types of indexes.

1.Clustered 2.Non Clustered

**1.Clustered**

🡪 clustered indexes use key values for sorting and storing data rows in tables or view.

🡪They are included in the index definition. It always stores the index values in a B-tree structure where the actual data is stored in leaf node.

🡪since the data rows are stored in one direction each table can only one single clustered index.

🡪A table stored the rows in sorted order only when the table has a clustered index, we can refer to a clustered table as one of that has a clustered index.

🡪If a table doesn’t have a clustered index, it rows are stored in heap, which is an unordered structure.

🡪The main benefit of a clustered index is the data is physically stored by the clustered key value in your storage system, and searching for a range of values will be fast.

🡪Its main disadvantage is the last page insert latch contention that inserts data only at the end of the clustered Index.

Non-Clustered:

* The structure of non-clustered index is similar to the clustered index except that the actual data is not contained in the leaf nodes. A non-clustered index has the non-clustered index key values, and each key-value entry contains a reference to the actual data.
* The main benefit of the non-clustered index is to speed up query performance. Its main disadvantage is the extra overhead needed to maintain the index during DMLoperations.

**Syntax: Create[unique|clustered\Nonclustered]index index-name On table\_name column\_name;**

If you want to create multiple index columns,

Create index inex\_name on table\_name(column1, column2..)

**Create an index:**

**Create index index\_age On student (age);**

* **Joins**

**🡪Joins in SQL server are used to retrieve the data from 2 or more related tables. (or) SQL allows developers to retrieve columns from multiple tables using joins**

**It is used to combine data or rows from two or more tables based on a common field between them.**

**In general tables are related to each other using foreign key constraints.**

**In SQL there are 3 types of Joins.**

**1.Inner Join or join**

**2.Outer join**

1. **Left outer join**
2. **Right outer join**

**3.Full join**

**4.Cross join or cartesian join**

Consider two tables:

StudentList:

Create table StudentList(

Roll-No int,

Name varchar(20),

Address varchar(20),

Phone int,

Age int

);
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**StudentCourse:**

**Create table StudentCourse(**

**Course\_id int,**

**Roll\_No int**

**);**
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* **Inner Join**
* Inner joins are the most common type of join and are the default join used by the SQL server.
* Inner Join keyword selects all rows from both the tables as long as condition is satisfied. This keyword will create the result-set by combining all rows from both the tables where the condition satisfies i.e.values of the common field will be the same.
* When we use the = operator in the join condition, it is called an equi-join, since it shows results where tables are combined based on a common column.
* **Syntax: select table1.column1, table1.column2,table2.column1**

**From table1**

**Inner join table2**

**On table1.matching\_column=table2.matching\_column**

* Matching \_column: column common to both the tables.

Select StudentList.Name, StudentList.Address,StudentCourse.Course\_id

From StudentList

Inner join StudentCourse

On studentList.Roll\_no=StudentCourse.Roll\_No;

**Outer Join:**

* **Left Outer Join:**

This join returns all the rows of the table on the left side of the join and matches rows for the table on the right side of the join. If there is no matching row on the right side, the result will contain null. Left join is also known as left outer join.

* **Syntax: select table1.column1, table1.column2,table2.column1**

**From table1**

**Left join table2**

**On table1.matching\_column=table2.matching\_column**

Select Studentss.admission\_no,Studentss.first\_name, Studentss.last\_name,Fee.Course,Fee.amount\_paid

From Studentss

Left outer join Fee

On Studentss.admission\_no=Fee.admission\_no;

* **Right Outer Join:**

This Join returns all the rows of the table on the right side of the join and matches rows for the table on the left side of the join.If there is no matching

Rows on the left side, the result will contains null. Right Join Is also known as right outer join.

* **Syntax: select table1.column1, table1.column2,table2.column1**

**From table1**

**Right join table2**

**On table1.matching\_column=table2.matching\_column**

Select Studentss.admission\_no,Studentss.first\_name, Studentss.last\_name,Fee.Course,Fee.amount\_paid

From Studentss

Right outer join Fee

On Studentss.admission\_no=Fee.admission\_no;

**Full Outer Join:**

It creates the result-set by combining results of both left join and right join. The result set will contain all the rows from both tables. For the rows for which there is no matching, the result-set will contain null values.

* **Syntax: select table1.column1, table1.column2,table2.column1**

**From table1**

**Full join table2**

**On table1.matching\_column=table2.matching\_column**

Select Studentss.admission\_no,Studentss.first\_name, Studentss.last\_name,Fee.Course,Fee.amount\_paid

From Studentss

Full join Fee

On Studentss.admission\_no=Fee.admission\_no;

* **Cross Join or cartesian Join:**

The cartesian join is also known as cross join.In a cartesian join there is a join for each row of one table to every row of another table.

This usually happens when the matching column or where- condition is not specified.

* **Syntax: select table1.column1, table1.column2,table2.column1**

**From table1**

**Cross join table2**

Select Studentss.admission\_no,Studentss.first\_name, Studentss.last\_name,Fee.Course,Fee.amount\_paid

From Studentss

Cross join Fee

* **Self Join:**

In self Join a table is joined to itself. That is each row of the table is joined itself. That is each row of the table is joined with itself and all other rows depending on some conditions. In other words we can say that it is a join between two copies of the same table.

* **Syntax:Select a. column1,b.column2**
* **From table-name.a,table-name.b**
* **Where some condition;**

Select Studentss.admission\_no.Fee.course

From Studentss,Fee

Where students.admission\_no=Fee.admission\_no

**Functions:**

* Functions are the reusable programs.
* To execute the functions we need to pass some inputs and those inputs sometimes called as parameters or arguments.

**Types of Functions:**

1.Built in Functions : In built in functions already functions are defined just by calling them we are using it.

2.User Defined Functions: In user defined functions we come across pl/sql.

**Types of Built in Functions:**

1.single row function: In S.R function single output for individual input.

2.Multi row function: In M.R function it returns single o/p for individual input.

**Types of Single row function**

1.Character Function

2.Number Function

3.General Function

4.Conversion Function

5. Date Function

**Types of Character Function:**

1.Case Manipulation Function

2. Character Manipulation Function

**Types of Case manipulation:**

1.**Upper**: It is used to convert all letters in a given string to uppercase.

Ex: Upper(string)

Select upper(‘divya’) from dual.

2.**Lower**: It is used to convert all letters in a given string to lowercase.

Ex: Lower(string)

Select lower(‘divya’) from dual.

3.**Initcap**: It is used to convert the first letter in a word to uppercase and rest of the letter into lowercase. Ex:select initcap(‘divya’) from dual;

1. **Character Manipulation:**

1.Concat: It is used to join multiple strings.

* Syntax: concat(Arg1,Arg2)
* Ex:. select concat(‘hi’,’hello’) from dual;
* Select concat(‘first’,’second’) from dual;
* Select contact(id,name,work-date) from employee-table;

**2.Length:**

It is used to find the length of the given string. If string is null then length o the function returns null and not zero.

If the string contains extra space at the start, or in between or at the end of the string, then the length of the function includes the extra space too and returns the complete length of the string.

* **Syntax**: select Ename, Length (Ename)
* From emp.
* Ex: select Len (‘Learning is Fun’) from dual; o/p:15
* Select Len (‘write an interview experience’) from dual; o/p:34.
* Select Len (‘’) from dual; or select length(null) from dual; o/p:--
* Write a query to display all the employee details whose name consists of exactly 5 characters:
* Select \* from employee where length (Ename)=5;

**3.Substr:**

**🡪**It is used to find or extract the position of the given substring in a string.

🡪This function returns a portion of a string from a given start point to end point .If a substring length is not given ,then substring returns all the character till the end of string(from the starting position specified).

* SELECT SUBSTRING('Database Management System', 9,7) FROM DUAL;---manage---
* select First\_Name,SUBSTRING(First\_Name,1,1) from Employee\_Grade;---first character in their name---
* select First\_City, SUBSTRING(First\_City,2,1) from Employee\_Grade;---first 2characters or second character--
* select Second\_City, SUBSTRING(Second\_City,-2,1) from Employee\_Grade;--last character---
* select \*
* from Employee\_Grade
* where SUBSTRING(Second\_City,2,1)='h';---whose name second character is a--
* select \*
* from Employee\_Grade
* where SUBSTRING(New\_City,-1,1)='w';

4.Instr:

🡪It is used to find the position of the given substring. If substring is not present, then by default it returns 0.

* SELECT INSTR('Google apps are great applications','app',1,2) FROM DUAL;
* Select instring (‘javatpoint’,’p’) as instr\_p\_Position;-----it gives 6 as o/p---

**5.Reverse:**

🡪The reverse string function in SQL returns the string in the reverse order. It shows the last character of the string at the first position and the first character at the last position in the output of the query.

* EX: select Reverse(Original\_string);
* Select reverse(‘javatpoint’);---o/p: --tniopavaj;
* Select Reverse (‘new delhi is the capital of India’)—o/p:’aidni fo latipac eht si ihled wen’.
* Select reverse (‘578442297425’);---o/p: 524792244875.
* Select New\_City, Reverse (New\_City) as revesre\_NewCity FROM Employee Grade;
* Select First\_City, Reverse (New\_City) as revesre\_NewCity FROM Employee Grade.
* Select First\_City, Reverse (First\_City) as revesre\_FirstCity FROM Employee Grade.

**6.Replace:**

🡪It is used to replace set of characters by another sequence of characters.

* Select last\_name, replace(last\_Name,’a’,’r’) as replace\_a\_r from Employee\_Grade;
* Select New\_City,replace(New\_City,’a’,’h’) as replace\_a\_h from Employee\_Grade;
* Select Work\_remarks, replace (Work\_remarks,82,85) as replace\_82\_85from Employee\_Grade;
* Select Grade, replace (Grade,’A2’,’A1’) as replace\_A2\_A1 from Employee\_Grade;

**7.Trim:**

🡪Trim function is used to remove some specify character in given string.

Types of Trim:

1.LTrim: It is used to move some specify characters and space in a given string from left hand side.

Select LTRIM(‘javatpoint’,’geeks’);

Select LTRIM (‘new Delhi is the capital of india’,’new delhi is the’);

Select LTrim(‘###98221545##’,#’);

Select LTrim(‘202120212021javaTpoint’,’2021’);

Select LTrim(‘90287javaTpoint’,’0123456789’);

2.RTrim: It is used to remove some specify characters and space in a given string from right side.

* Select rtrim(‘new delhi is the capital of india’);
* Select rtrim(‘###98221545##’,’#”);
* Select rtrim(‘2021javaTpoint2021’,’2021’)

3.Trim: (Both): The trim() is a string function of MySQL. It removes the blank spaces from the head(leading) and tail(trailing) of the given string.

* **Trim ([leading | Trailing | Both] [ trim character from] string)**
* Select trim (leading ‘mysql’ from ‘mysql\_javatpoint’);
* Select trim (both ‘mysql’ from ‘mysql\_javatpoint\_mysql);
* Select trim (trailing ‘mysql’ from ‘mysql\_javatpoint\_mysql);

**Types of Number Functions:**

1.Sqrt: It is most commonly used function. It takes any numeric values and returns the square root value of that number.

Select sqrt(value)

* Ex: select Sqrt (100);

Select sqrt(36) as result1, sqrt(10.16) as result2;

2.Pi: This function is used to get the constant value of pi, which is approximately equal to 3.14

* Select Pi()

3.Square: It is used to find square of any number.

* Select square(value);
* Select square(25);

4.Round : It returns a round a value to the nearest specified decimal place.

* Select round(value, number of decimals)
* Select round(125.35,1);
* Select round(125.35,2);

5.Ceiling:It is used to find the next highest value(integer)

Select ceiling(value)

* Ex: select ceiling(45.56)

6.Floor: Floor() function returns the next lowest value.

* Select Floor(value)
* Select floor(45.56).

**Types of General :**

1.NVL (null value logic1):

🡪NVL() converts a null values to an actual value. Data types that can be used are date, character, and number. Data type must match with each other i.e. expr1 and expr2 must of same data type.

* Syntax: NVL (expr1,expr2)
* If Expression1 is null then exp2 will be return.
* If expression1 is not null then exp1 will be return.
* Note : while executing a query instead of NVL we can use ISNULL .
* Select isnull(15,20) from dual or select isnull(15,20) as result from dual;
* Select isnull(null,20) from dual
* Select isnull(1.027584,1.0275384) from dual
* Select isnull(null,1,987650) from dual
* Select isnull(‘James’,’Anderson’) from dual.

🡪Expr1 is the source value or expression that may contain a null.

🡪 Expr2 is the target value for converting the null.

2. NVL2

3.coalesce 4.nullif 5.lnnvl 6.nanvl

**Types of Conversion:**

When you define expressions and local variables then you should specify what type of data will be sorted in those objects such as text, data, money, dates, numbers, or characters.

🡪strings data types such as char and varchar.

Decimal values such as float and real.

🡪Binary strings such as binary.

🡪Date and time data types such as date, time, timestamp, datetime.

🡪Numeric data types such as int, double and big int.

On the basis of this there are two types of conversions in the data first implicit types conversion and the second is explicit data type conversion.

🡪In implicit conversion server can automatically convert the data from one to another (i.e., varchar to char and int to float) but in explicit data types conversion it can be done by the user side).

Implicit data-Type Conversion: In this type of conversion the data is converted from one type to another implicitly (by itself/automatically).

Create table Employes(

Employe\_id int primary Key,

First\_name varchar(30),

Salary int);

Insert into employes(employe\_id,first\_name,salary) values(100,’steven’,24000)

Insert into employes(employe\_id,first\_name,salary) values(101,Neena ,17000)

Insert into employes(employe\_id,first\_name,salary) values(102,Lex ,17000)

Insert into employes(employe\_id,first\_name,salary) values(103,John ,11000)

Insert into employes(employe\_id,first\_name,salary) values(104,Robert ,12000)

Insert into employes(employe\_id,first\_name,salary) values(105,leo ,10000)

Select employe\_id,first\_name,salary from employes where salary>15000;

1.To-Number 2. To-Char 3. To -Date

**Types of Date Function: or Aggregate functions**

1.Max 2. Min 3.Avg 4.Count 5.Sum.

----------------------------------------------------------------------------------------------------------

* **Views:**

🡪views are kind of virtual tables. A view also have rows and columns as they are in a real table in the database.

🡪we can create a view by selecting fields from one or more tables present in the database.

🡪A view can either have all the rows or specified rows based on the certain condition.

Create table StudentDetails(

s-id int,

name varchar(20),

address varchar(30)

);

* Insert into StudentDetails(s-id,name,address) values(1.’harsh’,’kolkata’ );
* Insert into StudentDetails(s-id,name,address) values( 2,’ashish’,durgapur’);
* Insert into StudentDetails(s-id,name,address) values( 3,’Pratik’,’delhi);
* Insert into StudentDetails(s-id,name,address) values( 4’,Dhanraj’,’bihar’);
* Insert into StudentDetails(s-id,name,address) values(5,’ram’,’rajasthan’ );

Create StudentMarks(id int,

Name varchar(20),

Marks varchar(20),

Age int);

Insert into StudentMarks(id,name,marks,age) values(1,’harsh’,90,19);

Insert into StudentMarks(id,name,marks,age) values(2,’suresh’ ,50,19);

Insert into StudentMarks(id,name,marks,age) values(3,’pratik’ ,85,19);

Insert into StudentMarks(id,name,marks,age) values(4,’dhanraj’ ,95,21);

Insert into StudentMarks(id,name,marks,age) values(5,’ram’ ,85,18);

**Syntax:**

**Create view view-name as**

**Select column1,coulmn2..**

**From table-name**

**Where condition;**

**Creating a view from a single table**

**Create view vwdetailsview as**

**Select name,address**

**From StudentDetails**

**Where s\_id<5;**

**Select \* from vwdetailsview**

**Create view course\_enrolled**

**As**

**Select first\_name, last\_name, course, amount\_paid**

**From Studentss as S**

**Inner join fee F**

**On S.admission\_no=F.admission\_no;**

**Select \* from course-enrolled;**

**Rename:**

**Sp\_rename view\_old-name, view\_new-name**

**Ex:sp\_course\_enrolled,coursevw**

**------------------------------------------------------------**

**Update**

**Alter view course\_enrolled**

**As**

**Select first\_name, last\_name, course, city,amount\_paid**

**From Studentss as S**

**Inner join fee as F**

**On S.admission\_no=F.admission\_no;**

**Drop**

**Drop view [if exists] schema\_name.view\_name;**

**Drop view course\_enrolled.**

* **Triggers:**

🡪A trigger is a stored procedure in a database that automatically invokes whenever a special event in the database occurs.

🡪For Example a trigger can be invoked when a rows is inserted into a specified table or when specific table columns are updated in simple word a trigger is a collection of sql statements with particular names that are stored in system memory.

🡪It belongs to a specific class of stored procedure that are automatically invoked in response to database server events.

Every trigger has a table attached to it.

🡪The following are the main characteristics that distinguish triggers from stored procedures.

* We cannot manually execute/invoked triggers.
* Triggers have no chance of receiving parameters.
* A transaction cannot be committed or rolled back inside a trigger.

Syntax:

We can create a trigger in sql server by using the create trigger

Create trigger schema.trigger\_name

On table-name

After { insert,update,delete}

[not for replication]

As

{sql\_statements}

When we use Triggers?

Triggers will be helpful when we need to execute some events automatically on certain desirable scenarios.

If the primary table made any changes in such scenarios we could create a trigger to insert the desired data into a separate table.

**Create table employeeTr(**

**Id int primary key,**

**Name varchar(45),**

**Salary int,**

**Gender varchar(12),**

**Departmentid int**

**)**

**Create table employee\_Audit\_Test**

**(**

**Id int identity,**

**Audit\_Action text**

**)**

**-------------------------------------------------------------------------**

**Create trigger trinsertEmployee**

**On EmployeeTr**

**For inser**

**As**

**Begin**

**Declare @id int**

**Select @id=id from inserted**

**Insert into employee\_Audit\_test**

**Values(‘new employee with id=’+cast(@id as varchar(10))+ ‘is added at’+ cast(getdate() as varchar(22)))**

**End**

**After creating a trigger , we will try to add following records**

**Insert into EmployeeTr values(6,’peter’,62000,’male’,3)**

**Select \* from employee-audit-test**

**--------------------------------------------------------------------------------------------------**

**Create trigger trinsertEmployee**

**On EmployeeTr**

**For inser**

**As**

**Begin**

**Declare @id int**

**Select @id=id from deleted**

**Insert into employee\_Audit\_test**

**Values(‘new employee with id=’+cast(@id as varchar(10))+ ‘is added at’+ cast(getdate() as varchar(22)))**

**End**

**Select \* from employee-audit-test.**

**Delete from Employee where id=2;**

**Triggers are 3 types.**

1.DMl triggers: These are automatically fired when an insert, update, or delete event occurs on a table.

2.DDL are automatically invoked when a create, alter, drop event occurs in database scoped event.

3.Logon: it is invoked when a logon event is raised when a user session is established.

**ER(Entity Relationship) Diagram**

* Er model stands for an Entity relationship model. It is a high-level data model. This model is used to define the data elements and relationship for a specified system.
* It develops a conceptual design for the database. It also develops a very simple and easy to design view of data.
* In Er modelling, the database structure is portrayed as a diagram called an entity relationship diagram.
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**Entity:**

* An Entity may be any object ,class, person, or place. In the ER diagram an entity can be represented as rectangles.

Consider an organization as an example manager ,product, employee,department etc can be taken as an entity.
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**A.Weak Entity:**

An entity that depends on another entity called a weak entity. The weak entity doesn’t contain any key attribute of its own. The weak entity is represented by a double rectangle
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**2.Attribute:**

The attribute is used to describe the property of an entity.Eclipse is used to represent an attribute.

Ex; id,age,contact number,name,etc can be attributes of a student.
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**A.Key attribute**

The key attribute is used to represent the main characteristics of an entity.It represents a primary key. The key attribute is represented by an ellipse with the text underlined.
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**B.Composite Attribute:**

An attribute that composed of many other attributes is known as composite attribute.

The composite attribute is represented by an ellipse and those ellipses are connected with ellipse.
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**C:Multivalued attribute:**

An attribute can have more than one values. These attributes are known as a multivalued attribute .The double oval is used to represent multivalued attribute.

Ex: A student can have more than one phone number.
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**d.Derived Attribute:**

An attribute that can be derived from other attribute is known as a derived attribute. It can be represented by a dashed ellipse.

Ex: A person’s age changes over time and can be derived from another attribute like Date of birth
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**3.Relationship:**

A relationship is used to describe the relation between entities. Diamond or rhombus is used to represent the relationship.
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**Types of relationship are as follows:**

* When only one instance of an entity is associated with the relationship, then it is known as one-to-one relationship.

Ex: A female can marry to one male and a male can marry to one female.
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* b.one -to-many relationship
* When only one instance of the entity on the left, and more than one instance of an entity on the right associate with the relationship then this is known as a one-to-many relationship.
* Ex: scientist can invent many inventions, but the invention is done by the only specific scientist.
* **C.Many-to-one relationship**
* When more than one instance of the entity on the left, and only one instance of an entity on the right associates with the relationship then it is known as a many-to-one relationship.

Ex: student enrolls for only one course, but a course can have many students.
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* **d.Many-to-many relationship**
* when more than one instance of the entity on the left,and more than one instance of an enity on the right associates with the relationship then it is known as a many-to-many-relationship.

Ex: employee can assign by many projects and project can have many employees.
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**Difference between Union and union all**

**Union:**

* Union operator in Mysql allows us to combine two or more results from multiple select queries into a single result set.
* It has a default feature to remove the duplicate rows from the tables.
* This Operator syntax always uses the columns name in the first select statement to be the column names of the output.
* Mysql union must follow these basic rules:
* The number and order of the columns should be the same in all queries.
* The corresponding columns position of each select query must have a compatible data type.
* The column name selected in the different select queries must be in the same order.
* The column name of the first select query will be the column names of the output.

Note:

* We must have to know that union and join are not same.
* Join combines data from multiple different tables, whereas union combines data from multiple similar tables.
* Join appends the output horizontally, whereas union combines the result set vertically.
* The below visual representation explains it more clearly:

![Union vs Union All](data:image/png;base64,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)

* **Union All**
* The Union All operator combines two or more results from multiple select queries and returns all records into a single unit set. It does not remove the duplicate rows from the output of the select statements.
* We can understand it with the following visual representation:

![Union vs Union All](data:image/png;base64,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)

Examples: create table Student1(

Stud\_id int not null,

Name varchar(20),

Email nvarchar(30),

City varchar(20),

);

Insert into Student1(Stud\_id, Name, Email,City) values(1,’peter’,’peter@javatpoint.com’,’texas’);

Insert into Student1(Stud\_id, Name, Email,City) values(2,’suzi’,’suzi@javatpoint.com’,’california’)

Insert into Student1(Stud\_id, Name, Email,City) values(3,’joseph’ ,’joseph@javatpoint.com’,’alaska’);

Insert into Student1(Stud\_id, Name, Email,City) values(4,’andrew’ ,’andrew@javatpoint.com’,’losangeles’);

Insert into Student1(Stud\_id, Name, Email,City) values(5,’Brayan’ ,’brayan@javatpoint.com’,’newyork’);

Ex:Create table student2(

Stud\_id int not null,

Name varchar(20),

Email nvarchar(30),

City varchar(20)

);

Insert into Student1(Stud\_id, Name, Email,City) values(1,’stephen’ ,’stephen@javatpoint.com’,’texas’);

Insert into Student1(Stud\_id, Name, Email,City) values(2,’joseph’,’joseph@javatpoint.com’,’losangeles’);

Insert into Student1(Stud\_id, Name, Email,City) values(3,’peter’,’peter@javatpoint.com’,’california’);

Insert into Student1(Stud\_id, Name, Email,City) values(4,’david’,’david@javatpoint.com’,’newyork’);

Insert into Student1(Stud\_id, Name, Email,City) values(5,’maddy’,’maddy@javatpoint.com’,’losangeles’);

Select City from student1

Union

Select city from student2

Order by city;

Select City from student1

Union all

Select city from student2

Order by city;

Differences between Union and union all

|  |  |
| --- | --- |
| Union | Union All |
| It combines the result set from multiple tables and returns distinct records into a single result set. | It combines the result set from multiple tables and returns all records into a single result set. |
| Syntax: select column\_list from table1  Union  Select column\_list from table2; | Syntax: select column\_list from table1  Union all  Select column\_list from table2; |
| It has a default feature to eliminate the duplicate rows from the output. | It has no feature to eliminate the duplicate rows from the output. |
| Its performance is slow because it takes time to find and then remove duplicate records. | Its performance is fast because it does not eliminate the duplicate rows. |
| Most database users prefer to use this operator. | Most database users do not prefer to use this operator. |

* **Denormalization:**

It is a database optimization technique in which we add redundant data to one or more tables.

* **Super Key:**

A super key is a set of attributes of a relation schema upon which all attributes of the schema are functionally dependent. No two rows can have the same value of super key attributes.

* **Candidate Key:**

A candidate key is a minimal super key, i.e.no proper subset of candidate key attributes can be a super key.

**SQL sub query:**

A sub query is a within another SQL query and embedded within the where clause.

**Important Rules:**

A subquery can be placed in a number of SQL clauses like where clause, from clause, having clause.

A subquery is a query within another query. The outer query is known as the main query, and the inner is known as a subquery.

Sub queries are on the right side of the comparison operator.

A subquery is enclosed in parentheses.

The inner query will execute first.

In the subquery, order by command cannot be used. But group by command can be used to perform the same function as order by command.

* Syntax for subquery with select statement:

**Select column\_name**

**From table\_name**

**Where column\_name expression operator**

**(select column\_name from table\_name where…..);**

Consider the employee table have the following records:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Id | Name | Age | Address | salary |
| 1 | John | 20 | us | 2000 |
| 2 | Stephen | 26 | Dubai | 1500 |
| 3 | David | 27 | Bangkok | 2000 |
| 4 | Alina | 29 | UK | 6500 |
| 5 | Kathrin | 34 | Bangalore | 8500 |
| 6 | harry | 42 | China | 4500 |
| 7 | Jackson | 25 | Mizoram | 10000 |

Select \*

From Employee

Where Id in(select id from employee where salary>4500);

* **Subquery with insert statement**

**Syntax:**

**Insert into table \_name(column1,column2,column3…)**

**Select\* from table\_name**

**Where value operator.ar**

Consider a table Employee\_bkp with similar as employee

Now use the following syntax to copy the complete employee table into the employee\_bkp table.

Insert into employee\_bkp

Select \*from Employee

Where id in (select id from employee);

* Subquery with update

**Update table**

**Set column\_name=new value**

**Where value operator**

**(select column\_name**

**From table\_name**

**Where condition);**

Ex: update Employee

Set salary=salary\*0.25

Where age in ( select age from customers \_bkp

Where age>=29);

* **Subquery with delete table**

**Delete from table\_name**

**Where value operator**

**(select column\_name**

**From table\_name**

**Where condition);**

Delete from employee

Where age in (select age from employee-bkp

Where age>=29);