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## Введение

### Сортировка Хоара

**Быстрая сортировка**, **сортировка Хоара** - один из самых быстрых известных универсальных алгоритмов сортировки массивов: в среднем *О(n \* log n) {\displaystyle O(n\log n)}*обменов при упорядочении {\displaystyle n} *n* элементов; из-за наличия ряда недостатков на практике обычно используется с некоторыми доработками.

Общая идея алгоритма быстрой сортировки состоит в следующем:

* выбрать из массива элемент, называемый опорным. Это может быть любой из элементов массива. От выбора опорного элемента не зависит корректность алгоритма, но в отдельных случаях может сильно зависеть его эффективность;
* сравнить все остальные элементы с опорным и переставить их в массиве так, чтобы разбить массив на три непрерывных отрезка, следующие друг за другом: «меньшие опорного», «равные» и «большие»;
* для отрезков «меньших» и «больших» значений выполнить рекурсивно ту же последовательность операций, если длина отрезка больше единицы.

**Разбиение Хоара**

Данная схема использует два индекса (один в начале массива, другой в конце), которые приближаются друг к другу, пока не найдётся пара элементов, где один больше опорного и расположен перед ним, а второй меньше и расположен после. Эти элементы меняются местами. Обмен происходит до тех пор, пока индексы не пересекутся. Алгоритм возвращает последний индекс. Данная схема показывает эффективность в *O*(*n*2), когда входной массив уже отсортирован. Сортировка с использованием данной схемы нестабильна. Следует заметить, что конечная позиция опорного элемента необязательно совпадает с возвращённым индексом.

### Разбиение «Разделяй и властвуй»

Идея слияния по алгоритму «Разделяй и властвуй» заключается в разбиении массивов на участки, которые можно слить независимо [93]. В первом массиве выбирается центральный элемент *x* (он разбивает массив на две равные половины), а во втором массиве с помощью бинарного поиска находится позиция наибольшего элемента, меньшего *x* (позиция этого элемента разбивает второй массив на две части). После такого разбиения первые и вторые половины массивов могут сливать независимо, т.к. в первых половинах находятся элементы меньшие элемента *x*, а во второй – большие (рис. 8.3). Для слияния двух массивов несколькими потоками можно в первом массиве выбрать несколько ведущих элементов, разделив его на равные порции, а во втором массиве найти соответствующие подмассивы. Каждый поток получит свои порции на обработку.

Эффективность такого слияния во многом зависит от того, насколько равномерно произошло «разделение» второго массива.

![](data:image/png;base64,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)

Рис. 1. Слияние «Разделяй и властвуй»

## Тестовая версия

### Solver

Запуск

solver <входной бинарный файл> <выходной бинарный файл>

<входной бинарный файл> - должен уществовать

В случае успешного выполнения в консоли будет `OK`.

В случае ошибки - её краткое описание.

Файл sol.cpp

#pragma once

void hoaraSort(double\*&, int, int);

void hoaraSort(double\* &arr, int first, int last){

int leftIndex = first,

rightIndex = last;

double tmp,

x = arr[(first + last) / 2];

do {

while (arr[leftIndex] < x)

leftIndex++;

while (arr[rightIndex] > x)

rightIndex--;

if (leftIndex <= rightIndex)

{

if (leftIndex < rightIndex)

{

tmp=arr[leftIndex];

arr[leftIndex]=arr[rightIndex];

arr[rightIndex]=tmp;

}

leftIndex++;

rightIndex--;

}

} while (leftIndex <= rightIndex);

if (leftIndex < last)

hoaraSort(arr, leftIndex, last);

if (first < rightIndex)

hoaraSort(arr, first,rightIndex);

}

void IHoaraSort(double\* &arr,const int sizeArr){

hoaraSort(arr,0,sizeArr-1);

}

Файл before\_code.cpp

#include <stdio.h>

#include <stdlib.h>

#include <fstream>

#include <iostream>

#include <omp.h>

#include <new>

#include "sol.cpp"

using namespace std;

int main(int argc, char\* argv[])

{

if (argc != 3) {

cerr << argv[0] << " -> ERROR: not enough arguments\n";

exit(1);

}

FILE \*fIn = NULL,

\*fOut = NULL;

if ((fIn = fopen(argv[1], "rb")) == NULL) {

cerr << argv[0] << " -> ERROR: can not open '"<<argv[1]<<"'\n";

exit(1);

}

if ((fOut = fopen(argv[2], "wb")) == NULL) {

cerr << argv[0] << " -> ERROR: can not open '"<<argv[2]<<"'\n";

exit(1);

}

int N = 0;

double \*numbers = NULL;

double trash=0;

fread(&trash, sizeof(trash), 1, fIn);

fread(&N, sizeof(N), 1, fIn);

numbers = new double[N];

fread(numbers, sizeof(\*numbers), N, fIn);

double time = omp\_get\_wtime();

IHoaraSort(numbers, N); // the seq. hoara sort

time = omp\_get\_wtime() - time;

fwrite(&time, sizeof(time), 1, fOut);

fwrite(&N, sizeof(N), 1, fOut);

fwrite(numbers, sizeof(\*numbers), N, fOut);

cout<< argv[0]<<" -> OK\n";

fclose(fIn);

fclose(fOut);

delete[] numbers;

return 0;

}

### Generator

Запуск

generator <номер теста> <файл сохранения>

<номер теста> - принимает значения от `0` до `23`

<файл сохранения> - файл, в который будут выводиться тестовые данные

Размер выходного файла для теста `22` примерно 43Мб. Чем больше номер теста, тем больше выходной файл весит. Создавайте такие на своё усмотрение.

В случае успешного выполнения в консоли будет `OK`.

В случае ошибки - её краткое описание.

Файл generator.cpp

#include <iostream>

#include <random>

#include <chrono>

double\* genFunc(const int N){

double\* ar=new double[N];

std::default\_random\_engine generator(time(0));

for(int i = 0; i < N; ++i){

std::uniform\_real\_distribution<double> distribution(-10000.0,10000.0);

ar[i] = distribution(generator);

}

return ar;

}

using namespace std;

int n\_tests[] = {0,1,2,3,5,10,10,55,100,100,555,1000,

1000,5555,10000,10000,55555,100000,100000,555555,1000000,1000000, 5555555,10000000};

int main(int argc, char\* argv[]) {

if (argc != 3) {

cerr << argv[0] << " -> ERROR: not enough arguments\n";

exit(1);

}

if (atoi(argv[1])>23 || atoi(argv[1])<0){

cerr << argv[0] << " -> ERROR: first parameter has to be >= 0 and <=23\n";

exit(1);

}

FILE\* outFile = NULL;

if ((outFile = fopen(argv[2],"wb"))==NULL){

cerr << argv[0] << " -> ERROR: can not open '"<<argv[2]<<"'\n";

exit(1);

}

int N = n\_tests[atoi(argv[1])];

double\* ar = genFunc(N);

double trash=0; // need to be canon

fwrite(&trash,sizeof(trash),1,outFile);

fwrite(&N,sizeof(N),1,outFile);

fwrite(ar,sizeof(\*ar),N,outFile);

cout << argv[0] << " -> OK\n";

delete[] ar;

return 0;

}

### Checker

Запуск

checker <проверяемый файл>

<проверяемый файл> - бинарный

На выходе будет бинарный файл `result.txt` с результатом выполнения.

В случае успешного выполнения в консоли будет `OK`.

В случае ошибки - её краткое описание.

Файл classResult.h

#pragma once

#include <cstdio>

#include <cmath>

#include <string>

using namespace std;

// Используется для взаимодействия с тестирующей системой

////////////////////////////////////////////////////////////////////////////////////////////

/\*

// Checker может устанавливать вот эти три вердикта:

AC = Accepted = Решение выдаёт корректный результат на данном тесте

WA = Wrong Answer = Решение выдаёт некорректный результат на данном тесте

PE = Presentation Error = Ошибка формата выходных данных

// Остальные вердикты checker не может устанавливать

NO = No verdict = Вердикт отсутствует

CE = Compilation Error = Ошибка компиляции

ML = Memory Limit Exceeded = Превышено ограничение по памяти

TL = Time Limit Exceeded = Превышено ограничение по времени работы

RE = Runtime Error = Ошибка времени исполнения программы

IL = Idle Limit Exceeded = Превышено время простоя (бездействия) программы

DE = Deadly Error = Ошибка тестирующей системы

\*/

enum verdict { NO = 1, AC, WA, CE, ML, TL, RE, IL, PE, DE };

class result

{

private:

FILE \* bur;

public:

enum ext\_cls {

NO = 1,

VERDICT,

MESSAGE,

TIME,

MEMORY

};

result (bool read = false) {

if (read)

bur = fopen("result.txt", "r");

else bur = fopen("result.txt", "w");

}

~result() {

fclose (bur);

}

void write\_type(ext\_cls t) {

fwrite(&t, sizeof (t), 1, bur);

}

// Сообщить тестирующей системе, что решение получило один из вердиктов verdict

void write\_verdict(verdict v) {

write\_type(ext\_cls::VERDICT);

fwrite(&v, sizeof (v), 1, bur);

}

// Написать сообщение от checker'a пользователю.

// Например, что решение верное, или неверное.

// Использовать только латинские буквы и знаки препинания

void write\_message(string str) {

write\_type(ext\_cls::MESSAGE);

int l = str.size ();

fwrite(&l, sizeof (l), 1, bur);

fwrite (&str[0], sizeof (str[0]), l, bur);

}

// Сообщить тестирующей системе время работы программы участника,

// вычисленное с помощью before\_code

// x имеет размерность 100 нс = 10 ^ (-7) сек

void write\_time(long long x) {

write\_type(ext\_cls::TIME);

fwrite(&x, sizeof (x), 1, bur);

}

// Сообщить тестирующей системе, память затребованную программой участника

void write\_memory(unsigned long long x) {

write\_type(ext\_cls::MEMORY);

fwrite(&x, sizeof (x), 1, bur);

}

}

checker\_result;

Файл checker.cpp

#include <iostream>

#include "classResult.h"

int main (int argc, char\* argv[])

{

if (argc != 2) {

cerr << argv[0] << " -> ERROR: not enough arguments\n";

exit(1);

}

FILE \*buo = NULL;

if ((buo=fopen(argv[1], "rb"))==NULL){

cerr << argv[0] << " -> ERROR: can not open '"<<argv[1]<<"'\n";

exit(1);

}

int No;

double res\_time;

fread(&res\_time, sizeof (res\_time), 1, buo);

fread(&No, sizeof (No), 1, buo);

if (No==0){

checker\_result.write\_message ("AC. Zero size array.");

checker\_result.write\_verdict (verdict::AC);

}

else {

double curNum, prevNum;

fread(&curNum, sizeof (curNum), 1, buo);

prevNum=curNum;

bool result = true;

for (int i = 1; i < No; ++i) {

fread(&curNum, sizeof (curNum), 1, buo);

if (curNum<prevNum)

{

result=false;

break;

}

prevNum=curNum;

}

if (result)

{

checker\_result.write\_message ("AC. Array is sorted.");

checker\_result.write\_verdict (verdict::AC);

}

else

{

checker\_result.write\_message ("WA. Array isn't sorted.");

checker\_result.write\_verdict (verdict::WA);

}

}

checker\_result.write\_time (res\_time \* 1e7);

cout << argv[0] << " -> OK\n";

fclose(buo);

return 0;

}

### Тесты

23 теста в папке *tests.* Имена представлены в виде чисел от 0 до 22. Сгенерированы за проход скрипта *genTests.*

Имена соответствуют номеру теста в генераторе.

## Параллельная версия

### Общая структура

Реализованные OpenMP и TBB версии имеют одинаковую структуру, поэтому их можно представить в виде одной схемы:
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Рис. 2. Схема параллелизации.

На участке «сортировка» исходный массив разбивается на столько частей, сколько потоков было задано. По прохождении этого участка получается массив, состоящий из отсортированных подмассивов.

На участке «слияние» происходит слияние подмассивов парами. Пусть есть 8 подмассивов, тогда слияние будет выполнено так:

1. слияние первого и второго в первый, слияние третьего и четвертого в третий, слияние пятого и шестого в пятый, слияние седьмого и восьмого в седьмой («в первый» означает, что два подмассива буду записаны в первый подмассив);
2. слияние первого и третьего в первый, слияние пятого и седьмого в пятый;
3. слияние первого и пятого в первый;
4. первый будет записан в исходный массив.

### OpenMP

Запуск

ompsolver <входной файл> <выходной файл> <потоки>

<входной файл> и <выходной файл> - бинарные

Файл sol.cpp

#include <omp.h>

#include <vector>

#include <algorithm>

using namespace std;

void hoaraSortOMP(double\* &arr, int first, int last){

int leftIndex = first,

rightIndex = last;

double tmp,

pivot = arr[(first + last) / 2];

do {

while (arr[leftIndex] < pivot)

leftIndex++;

while (arr[rightIndex] > pivot)

rightIndex--;

if (leftIndex <= rightIndex)

{

if (leftIndex < rightIndex)

{

tmp = arr[leftIndex];

arr[leftIndex] = arr[rightIndex];

arr[rightIndex] = tmp;

}

leftIndex++;

rightIndex--;

}

} while (leftIndex <= rightIndex);

if (leftIndex < last)

hoaraSortOMP(arr, leftIndex, last);

if (first < rightIndex)

hoaraSortOMP(arr, first, rightIndex);

}

int binSearch(double x, double\* &vec, int N){

int size = N / 2;

int median = N / 2;

while (true) {

size = (size == 0) ? 1 : (size /= 2);

if (vec[median] < x) {

if (vec[median + 1] >= x)

return median;

else

median += size;

}

else if (vec[median] > x) {

if (vec[median + 1] <= x)

return median;

else

median -= size;

}

else {

while (median > 0 && vec[median] == x)

median--;

return median;

}

if (median == 0)

return -1;

else if (median == N)

return N;

}

}

double\* vectorToDouble(vector<double>& vec){

double\* result = new double[vec.size()];

for(int i = 0; i < vec.size(); ++i)

result[i] = vec[i];

return result;

}

vector<double> mergeDivideConquer(vector<double>& left,vector<double>& right, int threads) {

vector<double> result;

if ((left.size() + right.size()) <= 100) {

result.resize(left.size() + right.size());

merge(left.begin(), left.end(), right.begin(), right.end(), result.begin());

return result;

}

int elementsThread = left.size() / threads;

int otherElements = left.size() - threads \* elementsThread;

vector<vector<double>> lefts(threads);

vector<vector<double>> rights(threads);

for(int i =0; i < threads; ++i) {

int k = i \* elementsThread + ((i < otherElements) ? i : otherElements);

lefts.at(i).resize(elementsThread + ((i < otherElements) ? 1 : 0));

for(int j = 0; j < lefts.at(i).size(); ++j){

lefts.at(i).at(j) = left.at(k);

k++;

}

}

vector<double> tmp(right.begin(), right.end());

for(int i = 0; i < threads-1; ++i) {

double\* doubleAr = vectorToDouble(tmp);

int bso = binSearch(lefts.at(i).at(lefts.at(i).size()-1), doubleAr, tmp.size());

rights.at(i) = \*(new vector<double>(tmp.begin(), tmp.begin() + bso + 1));

tmp = \*(new vector<double>(tmp.begin() + bso + 1, tmp.end()));

delete[] doubleAr;

}

rights.at(threads - 1) = \*(new vector<double>(tmp.begin(), tmp.end()));

#pragma parallel for shared (lefts, rights)

for(int i=0; i < threads; ++i) {

vector<double> tmp(lefts.at(i).size() + rights.at(i).size());

merge(lefts.at(i).begin(), lefts.at(i).end(), rights.at(i).begin(), rights.at(i).end(), tmp.begin());

lefts.at(i) = tmp;

}

result.resize(left.size() + right.size());

for(int i = 0; i < threads; ++i){

int k = 0;

for(int z = 0; z < i; ++z)

k += lefts.at(z).size();

for (int j = 0; j < lefts.at(i).size(); ++j, ++k)

result.at(k) = lefts.at(i).at(j);

}

return result;

}

vector<double>& mainMerge(vector<vector<double>>& vecs, int threads) {

double iterations = log2(threads);

int i = 0;

int dis = 1;

while(i < iterations) {

#pragma omp parallel for shared(vecs,i,dis)

for(int j = 0; j < threads; j += (dis \* 2)) {

if((j + dis) < threads) {

vecs.at(j) = mergeDivideConquer(vecs.at(j), vecs.at(j + dis),threads);

}

}

dis \*= 2;

i++;

}

return vecs.at(0);

}

void IHoaraSortOMP(double\* &numbs, int N, int threads) {

omp\_set\_num\_threads(threads);

int elementsThread=N/threads;

int otherElements=N-elementsThread\*threads;

vector<vector<double>> vecs(threads);

#pragma omp parallel for shared(numbs)

for (int i = 0; i < threads; ++i) {

int leftIndex = elementsThread\*i+((i < otherElements) ? i : otherElements);

int rightIndex = leftIndex + ((i < otherElements) ? elementsThread : (elementsThread - 1));

vector<double> ar(rightIndex - leftIndex + 1);

hoaraSortOMP(numbs, leftIndex, rightIndex);

for(int j = (leftIndex); j < (rightIndex + 1); ++j)

ar[j - leftIndex] = numbs[j];

vecs.at(i) = ar;

}

vector<double> mergeResult;

if (threads > 1)

{

#pragma omp single

mergeResult = mainMerge(vecs, threads);

}

else

mergeResult = vecs.at(0);

delete[] numbs;

numbs = vectorToDouble(mergeResult);

}

### TBB

Запуск

tbbsolver <входной файл> <выходной файл> <потоки>

<входной файл> и <выходной файл> - бинарные

Файл sol.h

#pragma once

#include <vector>

#include <algorithm>

#include "tbb/task\_scheduler\_init.h"

#include "tbb/parallel\_for.h"

#include "tbb/tbb.h"

void hoaraSortTBB(double\* &arr, int first, int last){

int leftIndex = first,

rightIndex = last;

double tmp,

pivot = arr[(first + last) / 2];

do {

while (arr[leftIndex] < pivot)

leftIndex++;

while (arr[rightIndex] > pivot)

rightIndex--;

if (leftIndex <= rightIndex)

{

if (leftIndex < rightIndex)

{

tmp = arr[leftIndex];

arr[leftIndex] = arr[rightIndex];

arr[rightIndex] = tmp;

}

leftIndex++;

rightIndex--;

}

} while (leftIndex <= rightIndex);

if (leftIndex < last)

hoaraSortTBB(arr, leftIndex, last);

if (first < rightIndex)

hoaraSortTBB(arr, first, rightIndex);

}

int binSearch(double x, double\* &vec, int N){

int size = N / 2;

int median = N / 2;

while (true) {

size = (size == 0) ? 1 : (size /= 2);

if (vec[median] < x) {

if (vec[median + 1] >= x)

return median;

else

median += size;

}

else if (vec[median] > x) {

if (vec[median + 1] <= x)

return median;

else

median -= size;

}

else {

while (median > 0 && vec[median] == x)

median--;

return median;

}

if (median == 0)

return -1;

else if (median == N)

return N;

}

}

std::vector<double> mergeSorted(std::vector<double>& left, std::vector<double>& right) {

std::vector<double> result(left.size() + right.size());

merge(left.begin(), left.end(), right.begin(), right.end(), result.begin());

return result;

}

double\* vectorToDouble(std::vector<double>& vec){

double\* result = new double[vec.size()];

for(int i = 0; i < vec.size(); ++i)

result[i] = vec[i];

return result;

}

std::vector<double> mergeDivideConquer(std::vector<double>& left, std::vector<double>& right, int threads) {

if ((left.size() + right.size()) <= 1000) {

return mergeSorted(left, right);

}

int tmpThreads = (int)log2((int)(log10(left.size() + right.size())));

int localThreads = (tmpThreads !=0)?((tmpThreads < threads)? tmpThreads :threads):1;

int elementsThread = left.size() / localThreads;

int otherElements = left.size() - localThreads \* elementsThread;

std::vector<std::vector<double>> lefts(localThreads);

std::vector<std::vector<double>> rights(localThreads);

tbb::parallel\_for(size\_t(0), size\_t(localThreads), [&](size\_t i) {

int k = i \* elementsThread + ((i < otherElements) ? i : otherElements);

lefts.at(i).resize(elementsThread + ((i < otherElements) ? 1 : 0));

for(int j = 0; j < lefts.at(i).size(); ++j){

lefts.at(i).at(j) = left.at(k);

k++;

}

});

std::vector<double> tmp(right.begin(), right.end());

for(int i = 0; i < localThreads - 1; ++i) {

double\* doubleAr = vectorToDouble(tmp);

int bso = binSearch(lefts.at(i).at(lefts.at(i).size()-1), doubleAr, tmp.size());

rights.at(i) = \*(new std::vector<double>(tmp.begin(), tmp.begin() + bso + 1));

tmp = \*(new std::vector<double>(tmp.begin() + bso + 1, tmp.end()));

delete[] doubleAr;

}

rights.at(localThreads - 1) = \*(new std::vector<double>(tmp.begin(), tmp.end()));

tbb::task\_scheduler\_init init(tbb::task\_scheduler\_init::deferred);

init.initialize(localThreads);

tbb::parallel\_for(size\_t(0), size\_t(localThreads), [&lefts, &rights](size\_t i) {

lefts.at(i) = mergeSorted(lefts.at(i), rights.at(i));

});

init.terminate();

std::vector<double> result(left.size() + right.size());

init.initialize(localThreads);

tbb::parallel\_for(size\_t(0),size\_t(localThreads),[&](size\_t i){

int k = 0;

for (int z = 0; z < i; ++z)

k += lefts.at(z).size();

for (int j = 0; j < lefts.at(i).size(); ++j, ++k)

result.at(k) = lefts.at(i).at(j);

});

init.terminate();

return result;

}

std::vector<double>& mainMerge(tbb::task\_scheduler\_init& tbbTSI, std::vector<std::vector<double>>& vecs, int threads) {

double iterations = log2(threads);

int i = 0;

int dis = 1;

while(i < iterations) {

int curIterations = (int)(threads / (dis \* 2));

tbbTSI.initialize(threads);

tbb::parallel\_for(size\_t(0), size\_t(curIterations), [&](size\_t j) {

int leftVectorIndex = j \* dis \* 2;

if ((leftVectorIndex + dis) < threads) {

vecs[leftVectorIndex] = mergeDivideConquer(vecs[leftVectorIndex], vecs[leftVectorIndex + dis], threads);

}

});

tbbTSI.terminate();

dis \*= 2;

i++;

}

return vecs.at(0);

}

std::vector<std::vector<double>> sortThread(tbb::task\_scheduler\_init& tbbTSI, double\* &numbs, int N, int threads) {

int elementsThread = N / threads;

int otherElements = N - elementsThread \* threads;

std::vector<std::vector<double>> resultVectors(threads);

tbbTSI.initialize(threads);

tbb::parallel\_for(size\_t(0), size\_t(threads),[&](size\_t i) {

int leftIndex = elementsThread \* i + ((i < otherElements) ? i : otherElements);

int rightIndex = leftIndex + ((i < otherElements) ? elementsThread : (elementsThread - 1));

resultVectors.at(i) = std::vector<double>(rightIndex - leftIndex + 1);

hoaraSortTBB(numbs, leftIndex, rightIndex);

for (int j = leftIndex; j < (rightIndex + 1); ++j)

resultVectors[i].at(j-leftIndex) = numbs[j];

});

tbbTSI.terminate();

return resultVectors;

}

void IHoaraSortTBB(double\* &numbs, int N, int threads) {

tbb::task\_scheduler\_init init(tbb::task\_scheduler\_init::deferred);

std::vector<std::vector<double>> vecs = sortThread(init, numbs, N, threads);

std::vector<double> mergeResult;

if (threads > 1)

mergeResult = mainMerge(init, vecs, threads);

else

mergeResult = vecs.at(0);

delete[] numbs;

numbs = vectorToDouble(mergeResult);

}

## Статистика

Сортировка массива из 10 млн. элементов с использованием двух, четырех и восьми потоков.

Было сгенерировано и запущено 100 тестов.

Рис. 3. OpenMP

Из графика видно, что чем больше потоков, тем больше и ускорение.

Рис. 4. TBB

Из графика можно сделать такой же вывод, как выше.

Рис.5. OpenMP и TBB на 2 потоках

Рис.6. OpenMP и TBB на 4 потоках

Рис.7. OpenMP и TBB на 8 потоках

Из трех графиков выше видно, что в принципе с помощью TBB можно достичь большего ускорения.

## Вывод

Были изучены средства параллелизации OpenMP и TBB.

Были проведены опыты, в ходе которых, средство TBB оказалось в среднем эффективнее OpenMP.