Dominic Ginter

CS 477

Homework #6

2. Let dHarmless[1…n] store optimal values if the laser is first used at second i in dHarmless[i]. If a laser is used at second i, then min(xi, f(i – j)) additional drones harmless if j represents the day the laser was previously used such that 0 <= j < i. Now we since we want the most optimal choice of all, we have to check all the values of j. So, dHarmless[i] = (from j = 0 to i – 1)findMax(findMin(xi, f(i-j)) + dHarmless[j])

#include <iostream>

using namespace std;

int findMin(int x, int y) //helper function to find min value

{

if (x < y) //Want min so if x < y return x....

{

return x;

}

return y; //Else return y

}

int findMax(int x, int y)

{

if(x > y)

{

return x;

}

return y;

}

void printTable(int x[], int f[], int drones[])

{

cout << "Second ";

for(int i = 0; i < 4; i++)

{

cout << i + 1 << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

cout << "xI |";

for(int i = 0; i < 4; i++)

{

if ( i == 3) //hard code for table format

{

cout << " ";

}

cout << x[i] << " ";

}

cout << "\nfI |";

for(int i = 0; i < 4; i++)

{

cout << f[i] << " ";

}

cout << "\nSub |";

for(int i = 0; i < 4; i++)

{

cout << drones[i] << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

}

int main()

{

int n = 4;

int xI[n] = {1, 10, 10, 1}; // Drone arrivals from table. first value at index 0 is a default #

int fI[n] = {1, 2, 4, 8}; // Function from table. first value at index 0 is a default #

int dHarmless[n]; // This will store number of harmless drones for each second

for (int i = 0; i < n; i++)

{

dHarmless[i] = findMin(xI[i], fI[i]); // Laser used for the first time

for(int j = 0; j < i; j++)

{

dHarmless[i] = findMax(findMin(xI[i], fI[i- j - 1]) + dHarmless[j], dHarmless[i]); //

}

}

printTable(xI, fI, dHarmless);

cout << "\nDrones made harmless: " << dHarmless[n - 1] << endl; //Print out optimal solution.

return 0;

}

Output:

![](data:image/png;base64,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)

#include <iostream>

int tempArr[n];

int mat[n][n];

int xI[n] = {1, 10, 10, 1}; // Drone arrivals from table. first value at index 0 is a default #

int fI[n] = {1, 2, 4, 8}; // Function from table. first value at index 0 is a default #

int dHarmless[n]; // This will store number of harmless drones for each second

for (int i = 0; i < n; i++)

{

dHarmless[i] = findMin(xI[i], fI[i]); // Laser used for the first time

tempArr[i] = 0;

for(int j = 0; j < i; j++)

{

temp = findMax(findMin(xI[i], fI[i - j - 1]) + dHarmless[j], dHarmless[i]);

if(temp > dHarmless[i])

{

dHarmless[i] = temp;

tempArr[n] = j + 1;

tempArr[n - 1] = i + 1;

}

}

}

printTable(xI, fI, dHarmless);

temp = n - 1;

cout << "Laser used on days ";

cout << tempArr[n] << " and ";

cout << tempArr[n - 1];

cout << endl;

cout << "\nDrones made harmless: " << dHarmless[n - 1] << endl; //Print out optimal solution.

return 0;

}

#include <iostream>

#include <utility>

using namespace std;

int findMin(int x, int y) //helper function to find min value

{

if (x < y) //Want min so if x < y return x....

{

return x;

}

return y; //Else return y

}

int findMax(int x, int y)

{

if(x > y)

{

return x;

}

return y;

}

void printTable(int x[], int f[], int drones[])

{

cout << "Second ";

for(int i = 0; i < 4; i++)

{

cout << i + 1 << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

cout << "xI |";

for(int i = 0; i < 4; i++)

{

if ( i == 3) //hard code for table format

{

cout << " ";

}

cout << x[i] << " ";

}

cout << "\nfI |";

for(int i = 0; i < 4; i++)

{

cout << f[i] << " ";

}

cout << "\nSub |";

for(int i = 0; i < 4; i++)

{

cout << drones[i] << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

}

int main()

{

int n = 4;

int temp;

int tempArr[n];

int mat[n][n];

int xI[n] = {1, 10, 10, 1}; // Drone arrivals from table. first value at index 0 is a default #

int fI[n] = {1, 2, 4, 8}; // Function from table. first value at index 0 is a default #

int dHarmless[n]; // This will store number of harmless drones for each second

for (int i = 0; i < n; i++)

{

dHarmless[i] = findMin(xI[i], fI[i]); // Laser used for the first time

tempArr[i] = 0;

for(int j = 0; j < i; j++)

{

temp = findMax(findMin(xI[i], fI[i - j - 1]) + dHarmless[j], dHarmless[i]);

if(temp > dHarmless[i])

{

dHarmless[i] = temp;

tempArr[n] = j + 1;

tempArr[n - 1] = i + 1;

}

}

}

printTable(xI, fI, dHarmless);

cout << endl;

cout << "\nDrones made harmless: " << dHarmless[n - 1] << endl; //Print out optimal solution.

return 0;

}

d)

#include <iostream>

#include <utility>

using namespace std;

int findMin(int x, int y) //helper function to find min value

{

if (x < y) //Want min so if x < y return x....

{

return x;

}

return y; //Else return y

}

int findMax(int x, int y)

{

if(x > y)

{

return x;

}

return y;

}

void printTable(int x[], int f[], int drones[])

{

cout << "Second ";

for(int i = 0; i < 4; i++)

{

cout << i + 1 << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

cout << "xI |";

for(int i = 0; i < 4; i++)

{

if ( i == 3) //hard code for table format

{

cout << " ";

}

cout << x[i] << " ";

}

cout << "\nfI |";

for(int i = 0; i < 4; i++)

{

cout << f[i] << " ";

}

cout << "\nSub |";

for(int i = 0; i < 4; i++)

{

cout << drones[i] << " ";

}

cout << "\n- - - - - - - - - - - - - - - -|" << endl;

}

int main()

{

int n = 4;

int temp;

int tempArr[n];

int mat[n][n];

int xI[n] = {1, 10, 10, 1}; // Drone arrivals from table. first value at index 0 is a default #

int fI[n] = {1, 2, 4, 8}; // Function from table. first value at index 0 is a default #

int dHarmless[n]; // This will store number of harmless drones for each second

for (int i = 0; i < n; i++)

{

dHarmless[i] = findMin(xI[i], fI[i]); // Laser used for the first time

tempArr[i] = 0;

for(int j = 0; j < i; j++)

{

temp = findMax(findMin(xI[i], fI[i - j - 1]) + dHarmless[j], dHarmless[i]);

if(temp > dHarmless[i])

{

dHarmless[i] = temp;

tempArr[n] = j + 1;

tempArr[n - 1] = i + 1;

}

}

}

printTable(xI, fI, dHarmless);

temp = n - 1;

cout << "Laser used on days ";

cout << tempArr[n] << " and ";

cout << tempArr[n - 1];

cout << endl;

cout << "\nDrones made harmless: " << dHarmless[n - 1] << endl; //Print out optimal solution.

return 0;

}

Output

![](data:image/png;base64,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):

2. True. If X and Y both begin with ‘A’, then ‘A’ then every subsequence of X and Y will also start with A as A is used as a prefix to the longest subsequence.
3. True because when 2 strings have the same last character, then that last character is removed when finding the LCS, the removed character is then appended back at the end to form the longest subsequence.