**斐波那契查找算法详解**

**说明**

1. 斐波那契查找算法核心思想类似于二分查找和插值查找，区别在于对标志值，即 mid 的设计算法不一样，二分查找直接重用中间值作为标杆，插值查找使用自适应确定mid,而斐波那契查找算法则使用黄金分割，使得mid总是处于查找数列的黄金分割点位置
2. 因为斐波那契数列越到后边，相邻两数的比值越发接近0.618，也就是黄金分割比，因为可以巧妙的使用斐波那契数列寻找数组中的黄金分割点，即mid对应的下标
3. 因此需要先构建一个斐波那契数列，可以使用递归的方法或者非递归的方式
4. 使用斐波那契数列寻找数组的黄金分割点公式为： mid = low + f (k - 1) - 1,k为当前斐波那契数对应的索引
5. 使用斐波那契数列查找，需要先将当前数组的长度构建为第一个比数组长度大的斐波那契数，这个数对应的索引就是 k ,可以使用循环的方法
6. 将构建的新数组后边补零的位置替换为数组中的最后一个位置，即最大值
7. 准备工作准备好后，就可以计算当前数组的黄金分割值，然后获取到当前黄金分割值对应的元素
8. 将这个元素和要查找的元素进行比较，然后重置左右指针和重置后数组对应的黄金分割点
9. 当查找完所有的元素后，如果没有找到，则返回 - 1
10. 注意斐波那契数列的特性 即 当索引 > 2时，当前位置元素 = 前两个位置元素之和，而前两个位置元素之比刚好是满足黄金分割，正是基于这样的特性，才有公式 mid = low + f (k - 1) - 1
11. 斐波那契查找算法不易理解，须慢慢体会
12. 源码及详解见下

**源码及分析**

//斐波那契数列的最大长度

public static int maxSize = 20;

public static void main(String[] args) {

int[] arr = {1, 23, 45, 66, 67, 88, 90, 100};

int index = fisSearch(arr, 88);

System.out.println("index = " +index);

}

//构建斐波那契数列

public static int[] fis() {

int[] f = new int[maxSize];

f[0] = 1;

f[1] = 1;

for (int i = 2; i < f.length; i++) {

f[i] = f[i - 1] + f[i - 2];

}

return f;

}

/\*\*

\* 斐波那契查找算法实现

\*

\* @param arr 要查找的原始数组

\* @param key 要查找的值

\* @return 查找的结果

\*/

public static int fisSearch(int[] arr, int key) {

//数组左侧索引

int low = 0;

//数组右侧索引

int high = arr.length - 1;

//比右侧索引大的第一个斐波那契数对应的索引

int k = 0;

//黄金分割点

int mid = 0;

//斐波那契数列

int[] f = fis();

//由数组最大值计算k

while (high > f[k] - 1) {

k++;

}

//因为f[k]的值可能大于数组的长度，因此需要给原数组扩容到长度 == f(k)

int[] tmp = Arrays.copyOf(arr, f[k]);

//调用copyOf方法后在扩容部分全部补了0，实际上需要补数组的最后一位

for (int i = high + 1; i < tmp.length; i++) {

tmp[i] = arr[high];

}

//使用while循环来查找需要找的数

while (low <= high) {

//先计算黄金分割点

mid = low + f[k - 1] - 1;

//判断黄金分割点的元素和要查找的元素的关系

//如果要查找的值在mid左边，重置high和k

if (tmp[mid] > key){

high = mid - 1;

k--;

//如果要查找的值在mid右边

}else if (tmp[mid] < key){

low = mid + 1;

k -= 2;

//否则找到该元素

}else {

if (mid <= high){

return mid;

}else {

return high;

}

}

}

//如果循环结束后还没有找到，说明没有

return -1;

}

## 2. 斐波那契数列

斐波那契数列，又称黄金分割数列，指的是这样一个数列：1、1、2、3、5、8、13、21、····，在数学上，斐波那契被递归方法如下定义：F(1)=1，F(2)=1，F(n)=f(n-1)+F(n-2) （n>=2）。该数列越往后相邻的两个数的比值越趋向于黄金比例值（0.618）。

## 斐波那契数和数据有什么关系？

斐波那契数列中(上表来自维基百科)，**从第三项开始，每一项都等于前两项之和**：

上述性质可以用于数据区间分割，将一个长度为F(n)数组看做前后两半，前面一半长度是F(n-1)，后面一半的长度是F(n-2)。正是这个想法将斐波那契数列和数组联系到一起，也是后面分析的基础。

斐波那契查找同样是查找算法家族中的一员，它要求数据是有序的（**升序**或**降序**）。斐波那契查找采用和二分查找/插值查找相似的区间分割策略，都是通过**不断的分割区间缩小搜索的范围**。

其中n的取值是任意长度的，即对任意长度的数组都能找到对应的斐波那契数，下面将具体介绍斐波那契查找的步骤。

## 原理分析

斐波那契查找的整个过程可以分为：

* 构建斐波那契数列；
* 计算数组长度对应的斐波那契数列元素个数；
* 对数组进行填充；
* 循环进行区间分割，查找中间值；
* 判断中间值和目标值的关系，确定更新策略；

1. 构建斐波那契数列如下：

[0, 1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89, 144, 233, 377]

1. 计算数组长度对应的斐波那契数列元素个数  
   假设手中的数据如下：

[1, 2, 4, 6, 7, 9, 13,

16, 17, 21, 23, 25, 27,

31, 45, 56, 58, 61, 65,

67, 73, 75, 88, 93, 102]

可知上述数据共25个元素，不对应1.1节中的斐波那契数列中任何F(n)，这种情况是很常见的。此时，策略是采用“**大于数组长度的最近一个斐波那契数值**”。比如当前数组长度为25，斐波那契数列中大于25的最近元素为34。

1. 对数组进行填充  
   确定了斐波那契数值后，就要进行数值填充，**即将数组从25个元素填充到34个**。填充时，将第26到34个元素均采用第25个元素值进行填充，即最大值填充。
2. 循环进行区间分割，查找中间值  
   这一个步骤与前面介绍的二分查找和插值查找相似，都是不断的缩小搜索区间，进而确定目标值的位置。区间分割公式如“要点”所述，每次分割中间位置的计算如下：
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此时**数组被分割为左右两个区间，左边区间含有F(n-1)个元素，-1是因为下标从0开始**（比如F(1)表示两个元素）。

1. 判断中间值和目标值的关系，确定更新策略  
   中间值和目标值有三种大小关系，分别对应三种处理方式：

* 相等，则查找成功，返回中间位置即可；
* 中间值小于目标值，则说明目标值位于中间值到右边界之间（即右区间），右区间含有F(n-2)个元素，所以n应该更新为n=n-2；
* 中间值大于目标值，这说明目标值位于左边界和中间值之间（即左区间），左区间含有F(n-1)个元素，所以n应更新为n=n-1；

**可能有人要问mid = low + F[k-1] - 1怎么来的？**  
接下来我们图解一下：
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举例：  
对于斐波那契数列：1、1、2、3、5、8、13、21、34、55、89……（也可以从0开始），前后两个数字的比值随着数列的增加，越来越接近黄金比值0.618。比如这里的89，把它想象成整个有序表的元素个数，而89是由前面的两个斐波那契数34和55相加之后的和，也就是说把元素个数为89的有序表分成由前55个数据元素组成的前半段和由后34个数据元素组成的后半段，那么前半段元素个数和整个有序表长度的比值就接近黄金比值0.618，假如要查找的元素在前半段，那么继续按照斐波那契数列来看，55 = 34 + 21，所以继续把前半段分成前34个数据元素的前半段和后21个元素的后半段，继续查找，如此反复，直到查找成功或失败，这样就把斐波那契数列应用到查找算法中了。

## 查找算法

对于一个数组来说，如果数组长度为斐波那契数列中的某一个数字，那么我们就可以用黄金分割比例来分割该数组。当然，如果数组长度没有达到要求，那么我们可以尝试它扩大来满足要求，所以这就是算法的要求。

其实，该算法的本质也还是二分法，只不过跟插入排序法一样，也是将目标的mid值改变成其它的，以至于分割的结果不一样，查找的效果也不一样。

那么具体是怎样分割的呢？

这里用图片直观理解一下：

也就是说，真正需要我们做的是找到这个**mid**，这里给出公式：**mid = F(k-1)-1**，你也可以从图片中看出来，数组下标是从：**0~F[k]-1**，将原来的分成两半，再比较来查找。  
斐波那契查找原理与前两种相似，仅仅 改变了中间结点（mid）的位置，mid不 再是中间或插值得到，而是位于**黄金分割点**附近，即**mid=low+F(k-1)-1** （F代表斐波那契数列）

对F(k-1)-1的理解：

1. 由斐波那契数列 **F[k]=F[k-1]+F[k-2]** 的性质，可以得到 **（F[k]-1）=（F[k-1]-1）+（F[k-2]-1）+1** 。该式说明：**只要顺序表的长度为F[k]-1，则可以将该表分成长度为F[k-1]-1和F[k-2]-1的两段**，即如上图所示。从而中间位置为**mid=low+F(k-1)-1**
2. 类似的，每一子段也可以用相同的方式分割
3. **但顺序表长度n不一定刚好等于F[k]-1，所以需要将原来的顺序表长度n增加至F[k]-1**。这里的k值只要能使得F[k]-1恰好大于或等于n即可，由以下代码得到,顺序表长度增加后，新增的位置（从n+1到F[k]-1位置），都赋为n位置的值即可。

javascript代码：

/\*\*

\*

斐波那契（黄金分割）查找算法

斐波那契(黄金分割法)原理:

斐波那契查找原理与前两种相似，仅仅 改变了中间结点（mid）的位置，mid不 再是中间或插值得到，而是位于黄金分 割点附近，即mid=low+F(k-1)-1 （F代表斐波那契数列），如下图所示

对F(k-1)-1的理解：

1.由斐波那契数列 F[k]=F[k-1]+F[k-2] 的性质，可以得到 （F[k]-1）=（F[k-1]-1）+（F[k-2]-1）+1 。该式说明：只要顺序表的长度为F[k]-1，则可以将该表分成长度为F[k-1]-1和F[k-2]-1的两段，即如上图所示。从而中间位置为mid=low+F(k-1)-1

2.类似的，每一子段也可以用相同的方式分割

3.但顺序表长度n不一定刚好等于F[k]-1，所以需要将原来的顺序表长度n增加至F[k]-1。这里的k值只要能使得F[k]-1恰好大于或等于n即可，由以下代码得到,顺序表长度增加后，新增的位置（从n+1到F[k]-1位置），都赋为n位置的值即可。

\*

\*/

let arr = [1, 8, 10, 89, 1000, 1234, 1555, 1777, 1888, 1999];

console.log('查找1：', fibSearch(arr, 1));

console.log('查找1999：', fibSearch(arr, 1999));

console.log('查找2999：', fibSearch(arr, 2999));

//因为后面我们mid = mid=low+F(k-1)-1,需要使用到斐波那契数列，

//因此我们需要先获取到一个斐波那契数列

function fib(maxSize) {

let f = new Array(maxSize);

f[0] = 1;

f[1] = 1;

for (let i = 2; i < maxSize; i++) {

f[i] = f[i - 1] + f[i - 2];

}

return f;

}

//编写斐波那契查找算法

/\*\*

\*

\* @param {数组} arr

\* @param {我们需要查找的关键码} key

\* @return 返回对应的下标，没找到返回-1

\*/

function fibSearch(arr, key) {

let low = 0;

let high = length = arr.length - 1;

let k = 0;//表示斐波那契分割值得下标

let mid = 0;//存放mid值

let f = fib(20);

//获取斐波那契分割值得下标

while (high > f[k] - 1) {

k++;

};

//因为f[k]值，可能大于a的长度，因此我们需要构建一个新的数组

//用arr数组的最后的数组填充arr数组

arr = [...arr];

for (let i = high + 1; i < f[k]; i++) {

arr.push(arr[high]);

}

//使用while来循环处理，找到我们的数key

while (low <= high) {//只要这个条件满足，就可以找

mid = low + f[k - 1] - 1;

if (key < arr[mid]) {

//我们应该继续向数组的前面查找（左边）

high = mid - 1;

//1.全部元素 = 前面的元素 + 后面的元素

//2.f[k] = f[k-1] + f[k-2]

//因为前面 f[k-1]个元素，所以可以继续拆分f[k-1] = f[k-2]+f[k-3]

//即下次循环mid = f[k-1-1] -1

k--;

} else if (key > arr[mid]) {

//我们应该继续向数组的后面查找(右边)

low = mid + 1;

//1.全部元素 = 前面的元素 + 后面的元素

//2.f[k] = f[k-1] + f[k-2]

//3，因为后面我们有f[k-2]，所以可以继续拆分 f[k-2] = f[k-3]+f[k-4]

//4.即在f[k-2]的前面进行查找 k-=2

//5.即下次循环mid = f[k-1-2] -1

k -= 2;

} else {

//找到

//需要确定，返回的是哪个下标,因为可能找到扩充的元素的下标

if (mid <= length) {

return mid;

} else {

return length;

}

}

}

return -1

}
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## 1.查找算法概述

查找是在大量的信息中寻找一个特定的信息元素，在计算机应用中，查找是常用的基本运算，例如编译程序中符号表的查找。本文简单概括性的介绍了常见的七种查找算法，说是七种，其实二分查找、插值查找以及斐波那契查找都可以归为一类——插值查找。插值查找和斐波那契查找是在二分查找的基础上的优化查找算法。树表查找和哈希查找会在后续的博文中进行详细介绍。

### （1）查找定义

根据给定的某个值，在查找表中确定一个其关键字等于给定值的数据元素（或记录）。

### （2）查找算法分类

#### 1）静态查找和动态查找

注：静态或者动态都是针对查找表而言的。动态表指查找表中有删除和插入操作的表。

#### 2）无序查找和有序查找

无序查找：被查找数列有序无序均可；

有序查找：被查找数列必须为有序数列。

### （3）查找算法分析

**平均查找长度（Average Search Length，ASL）**：需和指定key进行比较的关键字的个数的期望值，称为查找算法在查找成功时的平均查找长度。

对于含有n个数据元素的查找表，查找成功的平均查找长度为：ASL = Pi\*Ci的和。

Pi：查找表中第i个数据元素的概率。

Ci：找到第i个数据元素时已经比较过的次数。

## 2.斐波那契查找

### （1）斐波那契查找说明

在介绍斐波那契查找算法之前，我们先介绍一下很它紧密相连并且大家都熟知的一个概念——黄金分割。

黄金比例又称黄金分割，是指事物各部分间一定的数学比例关系，即将整体一分为二，较大部分与较小部分之比等于整体与较大部分之比，其比值约为1:0.618或1.618:1。

0.618被公认为最具有审美意义的比例数字，这个数值的作用不仅仅体现在诸如绘画、雕塑、音乐、建筑等艺术领域，而且在管理、工程设计等方面也有着不可忽视的作用。因此被称为黄金分割。

大家记不记得斐波那契数列：1, 1, 2, 3, 5, 8, 13, 21, 34, 55, 89…….（从第三个数开始，后边每一个数都是前两个数的和）。然后我们会发现，随着斐波那契数列的递增，前后两个数的比值会越来越接近0.618，利用这个特性，我们就可以将黄金比例运用到查找技术中。

### （2）基本思想

也是二分查找的一种提升算法，通过运用黄金比例的概念在数列中选择查找点进行查找，提高查找效率。同样地，斐波那契查找也属于一种有序查找算法。

斐波那契查找与折半查找很相似，他是根据斐波那契序列的特点对有序表进行分割的。他要求开始表中记录的个数为某个斐波那契数小1，及n=F(k)-1;

斐波那契查找的核心是：

1）当key=a[mid]时，查找成功；

2）当key<a[mid]时，新的查找范围是第low个到第mid-1个，此时范围个数为F[k-1] - 1个，即数组左边的长度，所以要在[low, F[k - 1] - 1]范围内查找；

3）当key>a[mid]时，新的查找范围是第mid+1个到第high个，此时范围个数为F[k-2] - 1个，即数组右边的长度，所以要在[F[k - 2] - 1]范围内查找。

### （3）复杂度分析

最坏情况下，时间复杂度为O(log2n)，且其期望复杂度也为O(log2n)。

网上都没有讲清楚，导致外行很难直接直观的理解斐波那契查找。

我认为，斐波那契的核心在于两点：

1）斐波那契是一种特殊的分割方法，和二分、插值本质上是一样的，都是分割方法；

2）利用了斐波那契数列特殊的性质，一个长度只要可以被黄金分割，那么分割后的片段仍然可以继续进行黄金分割，循环。

首先，我们构造一个完整的斐波那契数列，然后开始分，小于就取左边的分割，F变为F-1；大于就取右边的分割，F变为F-2。

很好理解，F-1 和 F-2，自己画个图就理解了，这是菲波那切数列特殊的性质。

### （4）斐波那契查找算法C语言源代码

![](data:image/x-wmf;base64,183GmgAAAAAAACIBcgCQAAAAAADRVgEACQAAAywGAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAnIAIgEDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAHIAAgAAACABCQAAAB0GIQDwAAIAIAFwAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABwAAIAAAAAAAkAAAAdBiEA8AACAB4BAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAbgABAAIAHwEJAAAAHQYhAPAAAQAdAW8AAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAG0AAQACAAIACQAAAB0GIQDwAAEAHAECAAMABQAAAAsCAAAAAAUAAAAMAnIAIgEFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwAFAVUABAAAAC0BAwAJAAAAHQYhAPAAGgACAB0AHQEJAAAAHQYhAPAAAgAYADUABQEEAAAALQECAAkAAAAdBiEA8AAYAAIAHQAFAQkAAAAdBiEA8AACABYAHQAHAQQAAAAtAQEACQAAAB0GIQDwABYAAQAfABwBCQAAAB0GIQDwAAEAFQA0AAcBBAAAAC0BAAAJAAAAHQYhAPAAFQABAB8ABwEJAAAAHQYhAPAAAQAUAB8ACAEHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwABQAFAAgAAgBBQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABoAHQAFAQUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAABAAaADcABQEEAAAALQEDAAkAAAAdBiEA8AAaAAIAAwAdAQkAAAAdBiEA8AACABgAGwAFAQQAAAAtAQIACQAAAB0GIQDwABgAAgADAAUBCQAAAB0GIQDwAAIAFgADAAcBBAAAAC0BAQAJAAAAHQYhAPAAFgABAAUAHAEJAAAAHQYhAPAAAQAVABoABwEEAAAALQEAAAkAAAAdBiEA8AAVAAEABQAHAQkAAAAdBiEA8AABABQABQAIAQQAAAAtAQQACQAAAB0GIQDwABQAFAAGAAgBBAAAAC0BAAAJAAAAHQYhAPAAAQABAA8AEwEEAAAALQEAAAkAAAAdBiEA8AABAAMAEAASAQQAAAAtAQAACQAAAB0GIQDwAAEABQARABEBBAAAAC0BAAAJAAAAHQYhAPAAAQAHABIAEAEEAAAALQEAAAkAAAAdBiEA8AABAAkAEwAPAQQAAAAtAQAACQAAAB0GIQDwAAEACwAUAA4BBAAAAC0BAQAJAAAAHQYhAPAAAQABAA0AEQEEAAAALQEBAAkAAAAdBiEA8AABAAMADgAQAQQAAAAtAQEACQAAAB0GIQDwAAEABQAPAA8BBAAAAC0BAQAJAAAAHQYhAPAAAQAHABAADgEEAAAALQEBAAkAAAAdBiEA8AABAAkAEQANAQQAAAAtAQEACQAAAB0GIQDwAAEACwASAAwBBAAAAC0BAwAJAAAAHQYhAPAAGgACADsAHQEJAAAAHQYhAPAAAgAYAFMABQEEAAAALQECAAkAAAAdBiEA8AAYAAIAOwAFAQkAAAAdBiEA8AACABYAOwAHAQQAAAAtAQEACQAAAB0GIQDwABYAAQA9ABwBCQAAAB0GIQDwAAEAFQBSAAcBBAAAAC0BAAAJAAAAHQYhAPAAFQABAD0ABwEJAAAAHQYhAPAAAQAUAD0ACAEEAAAALQEEAAkAAAAdBiEA8AAUABQAPgAIAQQAAAAtAQAACQAAAB0GIQDwAAEAAQBMABMBBAAAAC0BAAAJAAAAHQYhAPAAAQADAEsAEgEEAAAALQEAAAkAAAAdBiEA8AABAAUASgARAQQAAAAtAQAACQAAAB0GIQDwAAEABwBJABABBAAAAC0BAAAJAAAAHQYhAPAAAQAJAEgADwEEAAAALQEAAAkAAAAdBiEA8AABAAsARwAOAQQAAAAtAQEACQAAAB0GIQDwAAEAAQBKABEBBAAAAC0BAQAJAAAAHQYhAPAAAQADAEkAEAEEAAAALQEBAAkAAAAdBiEA8AABAAUASAAPAQQAAAAtAQEACQAAAB0GIQDwAAEABwBHAA4BBAAAAC0BAQAJAAAAHQYhAPAAAQAJAEYADQEEAAAALQEBAAkAAAAdBiEA8AABAAsARQAMAQQAAAAtAQMACQAAAB0GIQDwABoAAgBVADsACQAAAB0GIQDwAAIAGwBtACAABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAIAAJAAAAHQYhAPAAAgAZAFUAIgAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwA6AAkAAAAdBiEA8AABABgAbAAiAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXACIACQAAAB0GIQDwAAEAFwBXACMABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgAIwAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABoAAABVACAABQAAAAkC8PDwAAUAAAABAv///wAEAAAALQEFAAkAAAAdBiEA8AAaAKsAVQA9AAQAAAAtAQMACQAAAB0GIQDwABoAAgBVAB4ACQAAAB0GIQDwAAIAGwBtAAMABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAAwAJAAAAHQYhAPAAAgAZAFUABQAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwAdAAkAAAAdBiEA8AABABgAbAAFAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXAAUACQAAAB0GIQDwAAEAFwBXAAYABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgABgAEAAAALQEAAAkAAAAdBiEA8AABAAEAZAARAAQAAAAtAQAACQAAAB0GIQDwAAMAAQBjABIABAAAAC0BAAAJAAAAHQYhAPAABQABAGIAEwAEAAAALQEAAAkAAAAdBiEA8AAHAAEAYQAUAAQAAAAtAQAACQAAAB0GIQDwAAkAAQBgABUABAAAAC0BAAAJAAAAHQYhAPAACwABAF8AFgAEAAAALQEBAAkAAAAdBiEA8AABAAEAYgAPAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBhABAABAAAAC0BAQAJAAAAHQYhAPAABQABAGAAEQAEAAAALQEBAAkAAAAdBiEA8AAHAAEAXwASAAQAAAAtAQEACQAAAB0GIQDwAAkAAQBeABMABAAAAC0BAQAJAAAAHQYhAPAACwABAF0AFAAEAAAALQEDAAkAAAAdBiEA8AAaAAIAVQADAQkAAAAdBiEA8AACABsAbQDoAAQAAAAtAQIACQAAAB0GIQDwABgAAgBVAOgACQAAAB0GIQDwAAIAGQBVAOoABAAAAC0BAQAJAAAAHQYhAPAAFgABAFcAAgEJAAAAHQYhAPAAAQAYAGwA6gAEAAAALQEAAAkAAAAdBiEA8AAVAAEAVwDqAAkAAAAdBiEA8AABABcAVwDrAAQAAAAtAQQACQAAAB0GIQDwABQAFwBYAOsABAAAAC0BAAAJAAAAHQYhAPAAAQABAGQA+wAEAAAALQEAAAkAAAAdBiEA8AADAAEAYwD6AAQAAAAtAQAACQAAAB0GIQDwAAUAAQBiAPkABAAAAC0BAAAJAAAAHQYhAPAABwABAGEA+AAEAAAALQEAAAkAAAAdBiEA8AAJAAEAYAD3AAQAAAAtAQAACQAAAB0GIQDwAAsAAQBfAPYABAAAAC0BAQAJAAAAHQYhAPAAAQABAGIA+QAEAAAALQEBAAkAAAAdBiEA8AADAAEAYQD4AAQAAAAtAQEACQAAAB0GIQDwAAUAAQBgAPcABAAAAC0BAQAJAAAAHQYhAPAABwABAF8A9gAEAAAALQEBAAkAAAAdBiEA8AAJAAEAXgD1AAQAAAAtAQEACQAAAB0GIQDwAAsAAQBdAPQABQAAAAEC8PDwAAsAAAAyCgAAAAAAAAIABQFVAB8BbwAFAAAAAQIBAAAABAAAACcB//8DAAAAAAA=)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70 | /\*\*  \* 算法君：一个专业的算法学习分享网站  \* 算法君：专业分享--数据剖析--算法精解  \* 算法君：http://www.suanfajun.com  \*/      #include <stdio.h>  #include <stdlib.h>  #define MAXN 20    //产生斐波那契数列  void Fibonacci(int \*f)  {      int i;      f[0] = 1;      f[1] = 1;      for (i = 2; i < MAXN; ++i)          f[i] = f[i - 2] + f[i - 1];  }    // 查找--有序查找  int Fibonacci\_Search(int \*a, int key, int n)  {      int i, low = 0, high = n - 1;      int mid = 0;      int k = 0;      int F[MAXN];      Fibonacci(F);      while (n > F[k] - 1)          //计算出n在斐波那契中的数列          ++k;      for (i = n; i < F[k] - 1; ++i) //把数组补全          a[i] = a[high];      while (low <= high)      {          mid = low + F[k - 1] - 1;  //根据斐波那契数列进行黄金分割          if (a[mid] > key)          {              high = mid - 1;              k = k - 1;          }          else if (a[mid] < key)          {              low = mid + 1;              k = k - 2;          }          else          {              if (mid <= high) //如果为真则找到相应的位置                  return mid;              else                  return -1;          }      }      return 0;  }    int main()  {      int a[MAXN] = { 5, 15, 19, 20, 25, 31, 38, 41, 45, 49, 52, 55, 57 };      int k, res = 0;      printf("请输入要查找的数字:\n");      scanf("%d", &k);      res = Fibonacci\_Search(a, k, 13);      if (res != -1)          printf("在数组的第%d个位置找到元素:%d\n", res + 1, k);      else          printf("未在数组中找到元素:%d\n", k);      return 0;  } |

### （5）斐波那契查找算法C++源代码

![](data:image/x-wmf;base64,183GmgAAAAAAACIBcgCQAAAAAADRVgEACQAAAywGAAAGAC0AAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAnIAIgEDAAAAHgAHAAAA/AIAAP///wAAAAQAAAAtAQAACQAAAB0GIQDwAHIAAgAAACABCQAAAB0GIQDwAAIAIAFwAAAABwAAAPwCAACgoKAAAAAEAAAALQEBAAkAAAAdBiEA8ABwAAIAAAAAAAkAAAAdBiEA8AACAB4BAAACAAcAAAD8AgAA4+PjAAAABAAAAC0BAgAJAAAAHQYhAPAAbgABAAIAHwEJAAAAHQYhAPAAAQAdAW8AAgAHAAAA/AIAAGlpaQAAAAQAAAAtAQMACQAAAB0GIQDwAG0AAQACAAIACQAAAB0GIQDwAAEAHAECAAMABQAAAAsCAAAAAAUAAAAMAnIAIgEFAAAAAQL///8ABQAAAC4BAAAAAAUAAAACAQEAAAALAAAAMgoAAAAAAAACAAMAAwAFAVUABAAAAC0BAwAJAAAAHQYhAPAAGgACAB0AHQEJAAAAHQYhAPAAAgAYADUABQEEAAAALQECAAkAAAAdBiEA8AAYAAIAHQAFAQkAAAAdBiEA8AACABYAHQAHAQQAAAAtAQEACQAAAB0GIQDwABYAAQAfABwBCQAAAB0GIQDwAAEAFQA0AAcBBAAAAC0BAAAJAAAAHQYhAPAAFQABAB8ABwEJAAAAHQYhAPAAAQAUAB8ACAEHAAAA/AIAAPDw8AAAAAQAAAAtAQQACQAAAB0GIQDwABQAFAAgAAgBBQAAAAkC8PDwAAUAAAABAv///wAtAAAAQgEDAAAAKAAAAAgAAAAIAAAAAQABAAAAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAD///8AqgAAAFUAAACqAAAAVQAAAKoAAABVAAAAqgAAAFUAAAAEAAAALQEFAAkAAAAdBiEA8AAAABoAHQAFAQUAAAAJAvDw8AAFAAAAAQL///8ABAAAAC0BBQAJAAAAHQYhAPAABAAaADcABQEEAAAALQEDAAkAAAAdBiEA8AAaAAIAAwAdAQkAAAAdBiEA8AACABgAGwAFAQQAAAAtAQIACQAAAB0GIQDwABgAAgADAAUBCQAAAB0GIQDwAAIAFgADAAcBBAAAAC0BAQAJAAAAHQYhAPAAFgABAAUAHAEJAAAAHQYhAPAAAQAVABoABwEEAAAALQEAAAkAAAAdBiEA8AAVAAEABQAHAQkAAAAdBiEA8AABABQABQAIAQQAAAAtAQQACQAAAB0GIQDwABQAFAAGAAgBBAAAAC0BAAAJAAAAHQYhAPAAAQABAA8AEwEEAAAALQEAAAkAAAAdBiEA8AABAAMAEAASAQQAAAAtAQAACQAAAB0GIQDwAAEABQARABEBBAAAAC0BAAAJAAAAHQYhAPAAAQAHABIAEAEEAAAALQEAAAkAAAAdBiEA8AABAAkAEwAPAQQAAAAtAQAACQAAAB0GIQDwAAEACwAUAA4BBAAAAC0BAQAJAAAAHQYhAPAAAQABAA0AEQEEAAAALQEBAAkAAAAdBiEA8AABAAMADgAQAQQAAAAtAQEACQAAAB0GIQDwAAEABQAPAA8BBAAAAC0BAQAJAAAAHQYhAPAAAQAHABAADgEEAAAALQEBAAkAAAAdBiEA8AABAAkAEQANAQQAAAAtAQEACQAAAB0GIQDwAAEACwASAAwBBAAAAC0BAwAJAAAAHQYhAPAAGgACADsAHQEJAAAAHQYhAPAAAgAYAFMABQEEAAAALQECAAkAAAAdBiEA8AAYAAIAOwAFAQkAAAAdBiEA8AACABYAOwAHAQQAAAAtAQEACQAAAB0GIQDwABYAAQA9ABwBCQAAAB0GIQDwAAEAFQBSAAcBBAAAAC0BAAAJAAAAHQYhAPAAFQABAD0ABwEJAAAAHQYhAPAAAQAUAD0ACAEEAAAALQEEAAkAAAAdBiEA8AAUABQAPgAIAQQAAAAtAQAACQAAAB0GIQDwAAEAAQBMABMBBAAAAC0BAAAJAAAAHQYhAPAAAQADAEsAEgEEAAAALQEAAAkAAAAdBiEA8AABAAUASgARAQQAAAAtAQAACQAAAB0GIQDwAAEABwBJABABBAAAAC0BAAAJAAAAHQYhAPAAAQAJAEgADwEEAAAALQEAAAkAAAAdBiEA8AABAAsARwAOAQQAAAAtAQEACQAAAB0GIQDwAAEAAQBKABEBBAAAAC0BAQAJAAAAHQYhAPAAAQADAEkAEAEEAAAALQEBAAkAAAAdBiEA8AABAAUASAAPAQQAAAAtAQEACQAAAB0GIQDwAAEABwBHAA4BBAAAAC0BAQAJAAAAHQYhAPAAAQAJAEYADQEEAAAALQEBAAkAAAAdBiEA8AABAAsARQAMAQQAAAAtAQMACQAAAB0GIQDwABoAAgBVADsACQAAAB0GIQDwAAIAGwBtACAABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAIAAJAAAAHQYhAPAAAgAZAFUAIgAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwA6AAkAAAAdBiEA8AABABgAbAAiAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXACIACQAAAB0GIQDwAAEAFwBXACMABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgAIwAFAAAACQLw8PAABQAAAAEC////AAQAAAAtAQUACQAAAB0GIQDwABoAAABVACAABQAAAAkC8PDwAAUAAAABAv///wAEAAAALQEFAAkAAAAdBiEA8AAaAKsAVQA9AAQAAAAtAQMACQAAAB0GIQDwABoAAgBVAB4ACQAAAB0GIQDwAAIAGwBtAAMABAAAAC0BAgAJAAAAHQYhAPAAGAACAFUAAwAJAAAAHQYhAPAAAgAZAFUABQAEAAAALQEBAAkAAAAdBiEA8AAWAAEAVwAdAAkAAAAdBiEA8AABABgAbAAFAAQAAAAtAQAACQAAAB0GIQDwABUAAQBXAAUACQAAAB0GIQDwAAEAFwBXAAYABAAAAC0BBAAJAAAAHQYhAPAAFAAXAFgABgAEAAAALQEAAAkAAAAdBiEA8AABAAEAZAARAAQAAAAtAQAACQAAAB0GIQDwAAMAAQBjABIABAAAAC0BAAAJAAAAHQYhAPAABQABAGIAEwAEAAAALQEAAAkAAAAdBiEA8AAHAAEAYQAUAAQAAAAtAQAACQAAAB0GIQDwAAkAAQBgABUABAAAAC0BAAAJAAAAHQYhAPAACwABAF8AFgAEAAAALQEBAAkAAAAdBiEA8AABAAEAYgAPAAQAAAAtAQEACQAAAB0GIQDwAAMAAQBhABAABAAAAC0BAQAJAAAAHQYhAPAABQABAGAAEQAEAAAALQEBAAkAAAAdBiEA8AAHAAEAXwASAAQAAAAtAQEACQAAAB0GIQDwAAkAAQBeABMABAAAAC0BAQAJAAAAHQYhAPAACwABAF0AFAAEAAAALQEDAAkAAAAdBiEA8AAaAAIAVQADAQkAAAAdBiEA8AACABsAbQDoAAQAAAAtAQIACQAAAB0GIQDwABgAAgBVAOgACQAAAB0GIQDwAAIAGQBVAOoABAAAAC0BAQAJAAAAHQYhAPAAFgABAFcAAgEJAAAAHQYhAPAAAQAYAGwA6gAEAAAALQEAAAkAAAAdBiEA8AAVAAEAVwDqAAkAAAAdBiEA8AABABcAVwDrAAQAAAAtAQQACQAAAB0GIQDwABQAFwBYAOsABAAAAC0BAAAJAAAAHQYhAPAAAQABAGQA+wAEAAAALQEAAAkAAAAdBiEA8AADAAEAYwD6AAQAAAAtAQAACQAAAB0GIQDwAAUAAQBiAPkABAAAAC0BAAAJAAAAHQYhAPAABwABAGEA+AAEAAAALQEAAAkAAAAdBiEA8AAJAAEAYAD3AAQAAAAtAQAACQAAAB0GIQDwAAsAAQBfAPYABAAAAC0BAQAJAAAAHQYhAPAAAQABAGIA+QAEAAAALQEBAAkAAAAdBiEA8AADAAEAYQD4AAQAAAAtAQEACQAAAB0GIQDwAAUAAQBgAPcABAAAAC0BAQAJAAAAHQYhAPAABwABAF8A9gAEAAAALQEBAAkAAAAdBiEA8AAJAAEAXgD1AAQAAAAtAQEACQAAAB0GIQDwAAsAAQBdAPQABQAAAAEC8PDwAAsAAAAyCgAAAAAAAAIABQFVAB8BbwAFAAAAAQIBAAAABAAAACcB//8DAAAAAAA=)

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46  47  48  49  50  51  52  53  54  55  56  57  58  59  60  61  62  63  64  65  66  67  68  69  70  71  72  73  74  75  76  77 | /\*\*  \* 算法君：一个专业的算法学习分享网站  \* 算法君：专业分享--数据剖析--算法精解  \* 算法君：http://www.suanfajun.com  \*/    /\*斐波那契查找法，前提是线性表必须有序,时间复杂度是O(logn)\*/  #include<iostream>    const int MAXSIZE = 20;    /\*定义斐波那契查找法\*/  int Fibonacci\_Search(int \*a, int n, int key)  {      int low, high, mid, i, k;      int F[MAXSIZE];        Fibonacci(F); //构造一个斐波那契数组F      low = 1;   //最低下标记录为首位      high = n;  //最高下标记录为末位      k = 0;        while(n > F[k]-1)  //计算n位于斐波那契数列的位置      {          k++;      }        for(i=n; i<F[k]-1; i++)  //将a的元素扩展到(某斐波那契数 - 1)，即F[k]-1      {          a[i] = a[n];      }        while(low <= high)      {          mid = low + F[k-1] - 1;   //计算当前分割的下标          if(key < a[mid])          {              high = mid - 1;              k -= 1;          }          else if(key > a[mid])          {              low = mid + 1;              k -= 2;          }          else          {              if(mid <= n)                  return mid;   //若相当则说明mid即为查找到的位置              else                  return n;     //若mid>n则说明是扩展的数值，返回n          }      }      return -1;  }      /\*用非递归法构造一个斐波那契数组\*/  void Fibonacci(int \*f)  {      f[0] = 1;      f[1] = 1;        for(int i=2; i<MAXSIZE; i++)      {          f[i] = f[i-1] + f[i-2];      }  }    int main()  {      int array[] = {0,16,24,35,47,59,62,73,88,99};        int number = Fibonacci\_Search(array, sizeof(array)/sizeof(int), 73);      std::cout<<"位置是：array["<<number<<"]\n";      return 0;  } |