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1. 当天所学习主要内容（做一总结）

**子类构造方法**

super：

* 在子类构造器方法中调用 super 方法，指定调用父类的构造方法。
* super 方法必须是第一条可执行语句。

this：

* 在类构造方法中调用 this 方法，指定调用该类的某个构造方法。
* this 方法必须是第一条可执行语句。

不要再子类中对父类成员初始化。

**final 关键字**

final 数据成员：不可以被更改值

final 方法成员：不可以被重写

final 类：可以以被继承

**使用继承注意事项**

1. 尽量隐藏父类的内部结构，吧仅为辅助的方法设为 private。
2. 如果外部类步行往被继承，再设为 final。
3. 尽量不要在父类的构造方法中调用可能被重写的方法。

**抽象类**

如果一个类没有包含足够的信息描述一个具体的对象，则这个类就是抽象类。

abstract class 类名{ 数据成员； 方法成员； }

抽象类：不能实例化抽象对象；

作用：用来被继承，从而实现多态。

注意事项：

* 可以定义抽象类变量。
* 不能实例化抽象对象。
* 抽象类中又构造方法。

**抽象方法**

abstract 返回类型 方法名(形参表); //没有方法体，分号结束

抽象方法：没有方法体。不能被调用。只能在抽象类中定义。

作用：用来被重写，从而实现多态。

注意事项：

* 构造方法和静态方法不能是抽象方法。
* 抽象类可以又抽象方法，也可以又普通方法。
* 父类中如果又抽象方法，如果子类没有重写父类的抽象方法，则子类也为抽象方法。

# 多态

## 一、多态的概念和好处

多态：相同的引用变量，调用同一个方法，变量引用的对象不同， 则调用的方法不同。

好处：代码简练有利于后期维护修改

## 二、实现多态的方法

1. 继承
2. 对方法重写
3. 使用父类调用方法

## 三、方法重写

在子类对父类方法重写。

访问权限 修饰符 返回类型 方法名 形参表 抛出异常

重写

* 访问权限 >= 父类
* 返回类型相同，或子类
* 方法名相同
* 形参相同
* 抛出异常 <= 父类

|  | **访问权限** | **修饰符** | **返回类型** | **方法名** | **形参表** | **抛出异常** |
| --- | --- | --- | --- | --- | --- | --- |
| 重写 | 大于等于 | 相同或子类 | 相同 | 相同 | 小于等于 | 父类子类 |
| 重载 | 无关 | 无关 | 相同 | 不同 | 无关 | 同类 |

final 方法、static 方法、构造方法：不能重写；可以重载；

## 四、复制兼容性原则

向上转型：将子类型转换为父类型

* 系统自动进行向上转型。
* 父类型变量可以引用继承了该父类的子类对象。
* 本质：父累变量引用的子类型对象中的父类型对象。
* 总结：通过父类型变量只能访问父类型中的成员
* 作用：实现多态

向下转型：将父类型转换为子类型

* 强制类型转换，方法：（子类型）父类型变量引用的对象
* 父类型变量引用的是该子类对象时，才可以进行向下转型，否则，抛出异常。
* instanceof 运算符： 对象 instanceof 类型名
* 作用：使用子类中特有的方法

## 五、多态注意事项

数据成员不会实现多态。

静态方法成员不会实现多态。

**抽象的作用**

抽象类、抽象方法，在软件开发中都是设计层面的概念（what to do）

非抽象类、非抽象方法实现具体的功能。（how to do）

1. 学习中所存在的问题及解决办法

问题：1. 子类重写了父类的方法，然后用父类对象调用这个方法。

解决：1. 子类重写父类的方法，父类在调用这个方法的时候，调用的是重写以后的方法，因为重写之后，内存种的方法表就发生了变化，所以，调用父类的方法，依然是重写之后的方法。

3．学习收获及建议

子类的构造方法中，可以使用super关键字访问父类的数据成员与构造方法。this可以访问自己类的数据成员和构造方法。但是super和this都必须在第一条语句执行。所以，使用了super就不可以使用this了。

final 数据成员：不可以被更改；final 方法成员：不可以被重写；final 类：可以以被继承

使用abstract关键字修饰的类是抽象类，修饰方法，就是抽象方法，继承了抽象类，就要实现抽象类中的抽象方法。抽象类不的抽象方法不需要具体实现。

多态：使用继承，方法重写，调用父类的方法来实现多态。

方法重写：

|  | **访问权限** | **修饰符** | **返回类型** | **方法名** | **形参表** | **抛出异常** |
| --- | --- | --- | --- | --- | --- | --- |
| 重写 | 大于等于 | 相同或子类 | 相同 | 相同 | 小于等于 | 父类子类 |
| 重载 | 无关 | 无关 | 相同 | 不同 | 无关 | 同类 |

复用性原则中，有向上转型（将子类型转换为父类型），实现多态，类似自动类型转换程序自己执行，不需要手动设置；和向下转型（将父类型转换为子类型），使用类中的特有方法，类似强制转换，需要用（类名）这样的方式来实现。