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# **개요**

* 1. **목적**

본 프로젝트는 2024학년도 ‘C++프로그래밍' 과목의 기말 프로젝트로써 진행되었으며 소규모 프로젝트로 C++ Language의 실력 향상과, 객체 지향 프로그램을 이해하고 ncurses 라이브러리를 사용하여 SnakeGame을 구현하는데 있다. 또한 Github을 통한 협업 또한 경험하는 것에 있다.

* 1. **결과물**
* **파일 목록**

├── Gate.cpp

├── Gate.h

├── Item.cpp

├── Item.h

├── Map.cpp

├── Map.h

├── Mission.cpp

├── Mission.h

├── Score.cpp

├── Score.h

├── ScoreBoard.cpp

├── ScoreBoard.h

├── Snake.cpp

├── Snake.h

├── SnakeGame.cpp

├── SnakeGame.h

├── StageManager.cpp

├── StageManager.h

├── main.cpp

- Map.cpp / Map.h

맵 데이터 저장, 스테이지 번호를 불러와 그에 맞는 맵 데이터 로드.

- Item.cpp / Item.h

아이템 생성 주기 관리, 생성 시 Growth/Poison 인지 구분, 아이템 생성 위치 설정

- Gate.cpp / Gate.h

게이트 생성 주기 관리, 게이트 생성 위치 판단 및 설정

- Snake.cpp / Snake.h

스네이크 움직임 설정, 스네이크 길이 설정, 게이트 진입 시 스네이크 위치와 방향 설정,

- SnakeGame.cpp / SnakeGame.h

스네이크 게임 시작, 스네이크게임 화면 그리기, 아이템 획득, 벽 충돌, 게이트 진입 판단, 게임오버 판단, 키 입력 시 스네이크 방향 전환

- Mission.cpp / Mission.h

각 스테이지 별 클리어 미션 설정, 스테이지 별 미션 불러오기

- Score.cpp / Score.h

먹은 아이템 개수, 총 길이, 게이트 사용 횟수 등 스코어 설정

- ScoreBoard.cpp / ScoreBoard.h

맵 우측에 점수판 그리기, 점수에 따른 점수판 수정, 스테이지 클리어 판단

- StageManager.cpp / StageManager.h

점수 리셋, 점수 획득 관리, 스테이지 관리

- Credit.cpp / Credit.h

게임 시작화면, How To Play, 게임 종료 기능 구현

- main.cpp

스네이크 게임 실행

* 1. **클래스 설계**
* **하위요소는 파일 별 상호작용을 나타낸다.**

**main.cpp**

**├── Credit.cpp**

**└── SnakeGame.cpp**

**├── ScoreBoard.cpp**

**│ ├── StageManager.cpp**

**│ │ └── Score.cpp**

**│ └── Mission.cpp**

**│**

**└── Map.cpp**

**├── Snake.cpp**

**├── Gate.cpp**

**└── Item.cpp**

* 1. **구현 담당**

| 20203104 유 동현 | Map, ScoreBoard, Stage, Mission |
| --- | --- |
| 20212972 김 민찬 | Snake, Item, SnakeGame |
| 20213074 장 종아 | Snake, Gate, SnakeGame |

* 1. **Ncurses**

**1.5.1 ncurses**

**-** ncurses (new curses)는 프로그래머가 텍스트 사용자 인터페이스를 터미널 독립 방식으로 기록할 수 있도록 API를 제공하는 프로그래밍 라이브러리이다. 단말 에뮬레이터에서 실행하는 GUI같은 응용 소프트웨어를 개발하는 툴킷이다.

**1.5.2 ncurses 설치 방법**

| $ sudo apt-get update  $ sudo apt-get install libncurses5-dev libncursesw5-dev |
| --- |

* 1. **개발 환경**

**1.6.1 Ubuntu 20.04LT**

* Ncurses 라이브러리 사용을 위한 Linux 환경 제공
* 조원들간의 OS 차이(MacOS ⇔ Windows) 해결

**1.6.2 Github**

* 버전 관리
* 협업

# **개발 내용 및 결과물**

## **구현 목표**

| 적용단계 | 내용 | 적용 여부 |
| --- | --- | --- |
| 1단계 | Map의 구현 | 적용 |
| Map의 Data 처리 | 적용 |
| Map 클래스와 Snake 클래스의 상호 작용 | 적용 |
| Map 클래스와 Item 클래스의 상호작용 | 적용 |
| 2단계 | Snake 표현 및 조작 | 적용 |
| 키 입력에 대한 처리 | 적용 |
| Item 획득시 Tick의 변화 | 적용 |
| 3단계 | Item 요소의 구현 | 적용 |
| Item 요소의 출현 | 적용 |
| Item클래스와 Snake 사이의 상호작용 | 적용 |
| 4단계 | Gate 요소의 구현 | 적용 |
| Map과 Gate의 상호작용 | 적용 |
| Snake와 Gate의 상호작용 | 적용 |
| 5단계 | 점수 요소의 구현 | 적용 |
| Mission의 구현 | 적용 |
| Stage의 변화 구현 | 적용 |
| 추가 구현 사항 | 유니 코드 특수문자를 활용한 더 나은 시각적 표시 | 적용 |
| Fast Item, Slow Item 구현 | 적용 |
| ProgressBar의 구현으로 진행상황 시각적 표시 | 적용 |
|  | 적용 |

기본 lncurses와 다르게 lncursesw를 사용하여 유니코드 문자를 집어넣고 컴파일 할수 있다.

ex) wall = L'◼'; // (◼ : \u25fc)

SnakeGame은 총 5개의 스테이지로 구성되어 있습니다. 해당 스테이지의 미션 (게이트 통과 수, 스네이크의 몸 길이, 아이템 획득 수 등)을 클리어 해야만 다음 스테이지로 넘어갈 수 있다.

Growth Item을 먹었을 때 Snake의 길이가 1 늘어나며 Poison item을 먹을 시 Snake의 길이가 1 감소한다.

Growth Item은 동시에 최대 3개까지 나타나도록 구현 한다.

Gate를 통과할 때 마다 Gate 통과 수가 1 늘어나며 통과 시 방향은 벽 반대방향으로 고정한다.

main.cpp 파일에서 SnakeGame을 실행하며 SnakeGame.cpp 파일에서 외부 클래스들을 활용해 SnakeGame의 전반적인 로직을 관리한다.

**전체적인 코드는 OOP를 준수하여 작성한다.**

## **게임 규칙**

**2.2.1 Rule #1**

* Snake는 진행 방향의 반대방향으로 이동할 수 없다.
* Snake는 자신의 Body를 통과할 수 없다.
* Snake는 벽(wall) 을 통과할 수 없다.
* Head의 방향 이동은 일정시간(틱)에 의해 이동한다.

**2.2.2 Rule #2**

* Snake의 이동 방향에 Item이 놓여 있는 경우
* Growth Item의 경우 몸의 길이(Tail)가 1 증가한다.
* Poison Item의 경우 몸의 길이(Tail)가 1 감소한다.
  + 몸의 길이가 3보다 작아지면 Game Over
* Item의 출현
  + Snake Body와 Wall이 있지 않은 임의의 위치에 출현
  + 출현 후 일정시간이 지나면 사라지고 다른 위치에 나타나야 한다.
  + 동시에 출현할 수 있는 Item의 수는 3개로 제한한다.

**2.2.3 Rule #3**

* Gate는 두 개가 한 쌍이다.
* Gate는 겹치지 않는다.
* Gate는 임의의 위치에 있는 벽에서 나타난다.
* Gate에 Snake가 진입중인 경우 Gate는 사라지지 않고, 다른 위치에 나타나지 않는다.
* Gate는 한번에 한쌍만 나타난다.

**2.2.4 Rule #4**

* Gate가 나타나는 벽이 가장자리에 있을 때
  + 항상 Map의 안쪽 방향으로 진출한다.
    - 상단 벽 : 아래 방향
    - 하단 벽 : 위 방향
    - 좌측 벽 : 오른쪽 방향
    - 우측 벽 : 왼쪽 방향
* Gate가 나타나는 벽이 Map의 가운데 있을 때
  + 진입 방향과 일치하는 방향이 우선
  + 진입 방향의 시계방향으로 회전하는 방향
  + 진입 방향의 역시계방향으로 회전하는 방향
  + 진입 방향과 반대방향

**2.2.5 Rule #5**

* Wall은 Gate로 변할 수 있다.
* Immune Wall은 Gate로 변할 수 없다.
* Snake는 모든 Wall을 통과할 수 없다.
* Snake의 Head가 Wall에 충돌 시 Gameover

**2.2.6 Rule #6**

* 점수 계산
* 게임 중 몸의 길이 계산
* 게임 중 획득한 Growth Item의 수
* 게임 중 획득한 Poison Item의 수
* 게임 중 Gate의 사용 횟수
* 게임 시간
* Misson
  + 5개의 Stage로 구성 된다.
  + 각 Stage의 Mission은 다르다.
  + 각 Stage의 Mission을 달성시 시각적으로 표시된다.
  + Mission을 달성 시 다음 Stage로 넘어간다

## **구현 내용**

**2.3.1.1 Map.h / Map.cpp**

* 유동현, 김민찬, 장종아

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | int | WIDTH | Map의 가로 길이 |
| private | int | HEIGHT | Map의 세로 길이 |
| private | vector<vector<vector<int>>> | map | 전체 Map 저장 |
| private | vector<vector<int>> | current\_map | 현재 Stage의 Map 저장 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Map | x | 생성자 |
| public | int | getWidth | x | Map 가로 길이 반환 함수 |
| public | int | getHeight | x | Map 세로 길이 반환 함수 |
| public | void | setMap | stage, y, x, val | Item, Gate, Snake Map 반영 함수 |
| public | void | setAllMap | stage, newMap | 반영된 Map으로 업데이트 함수 |
| public | vector<vector<int>> | getMap | stage | 현재 Stage의 Map 반환 함수 |

1. Map의 구현

* 21 \* 21크기의 2차원 배열을 통해 빈 공간은 0, Wall이 표시되어야 하는 부분은 1, Immune Wall이 표시되어야 하는 곳은 2로 표시하였다.
* Map은 5개의 Stage가 있으며 3차원 vector Map 내에 저장된다

1. setMap 함수를 통해 Map에 Item, Snake, Gate의 위치를 반영한다
2. setAllMap 함수를 통해 반영된 Item, Snake, Gate를 현재 지도에 업데이트 한다
3. getMap 함수를 통해 현재 Stage의 Map 정보를 반환한다.

**2.3.1.2 Snakegame.h / Snakegame.cpp**

* 유동현, 김민찬, 장종아

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | bool | gameOver | Game의 종료 여부 Flag 변수 |
| private | bool | isCleared | Game의 클리어 여부 Flag 변수 |
| private | int | stage | 현재 Stage를 저장하는 변수 |
| private | int | timeTick | 현재 Map |
| private | static const int | ITEM\_DURATION | Item의 지속시간 |
| private | static const int | GATE\_DURATION | Gate의 지속시간 |
| private | static const int | MAX\_ITEMS | Item의 최대 수 |
| private | static const int | GATE\_COOLDOWN | Gate의 재생성 대기시간 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | SnakeGame | x | 생성자 |
| public | void | run | x | 게임 실행 위한 함수 |
| private | void | init | x | 화면의 초기화 위한 함수 |
| private | void | draw | vector<vector<int>> | 전체적인 화면을 그리는 함수 |
| private | bool | input | x | 입력을 받고 Snake의 진행방향을 바꾸어주는 함수 |
| private | void | goforward | x | Snake의 위치를 업데이트 해주는 함수 |
| private | bool | checkCollision | x | Snake의 충돌이 있는지 확인하는 함수 |
| private | void | endGame | x | 게임을 종료하는 함수 |
| private | void | manageItems | x | Item의 생성을 담당하는 함수 |
| private | void | manageGate | x | Gate의 생성을 담당하는 함수 |
| private | void | CheckItemCollision | x | Item의 획득을 확인하는 함수 |
| private | void | checkGateEnter | x | Gate를 통과중인지 확인하는 함수 |
| private | void | makeMap | x | Map에 Item, Gate, Snake 반영 |

1. Map 클래스. ScoreBoard 클래스에서 Map 정보, ScoreBoard 정보를 얻어와 전체적인 게임의 흐름을 구성하는 클래스이다.
2. bool 자료형 gameOver 변수에 Game의 종료여부를 저장한다
3. bool 자료형 isCleared 변수에 Game의 클리어 여부를 저장한다
4. int 자료형 stage에 ScoreBoard 클래스로부터 현재 Stage를 불러와 저장한다
5. draw 함수를 통해 전체적인 화면을 그린다. 2차원 vector를 인자로 받으며 Snake, Item, Gate와 상호작용이 끝난 21 \* 21 크기의 배열을 출력한다
6. input 함수를 사용자의 입력을 받고 Snake 클래스의 이동방향을 변경하여 Snake의 이동 방향을 제어할 수 있다.
7. goforward 함수를 통하여 매 틱마다 Snake의 위치를 업데이트하여 Map에 반영한다
8. checkCollision 함수에서 스네이크의 Head의 위치와 벽의 위치가 같으면 True를 반환하여 게임을 종료한다.
9. checkItemCollision 함수에서 스네이크의 Head의 위치와 아이템의 위치가 같으면 True를 반환하고 Item의 번호를 매개변수로 ScoreBoard 클래스의 increase함수를 호출하여 점수를 증가시킨다.
10. checkGateEnter 함수에서 Snake가 Gate에 진입하면, Gate의 시간을 멈춰 사라지지 않게 하고, Gate의 몸체 부분이 다 빠져나가면 다시 시간을 진행시킨다. 또한, Snake의 좌표와 방향을 설정한다.
11. mangeItem, manageGate함수를 통해 Item 과 Gate를 삭제, 생성 한다.

**2.3.1.3 main.cpp**

1. 게임을 실행하는 내용을 담고 있다.
2. 반복문을 통하여 메인화면에서 Exit를 선택하기 전까지 게임을 실행한다.

Map.cpp

| map = {  //Stage1  {  {2, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 2},  {1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},  {1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},  …중략…  {1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1},  {2, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 2}  },  …이하 생략… |
| --- |

SnakeGame.cpp

| void SnakeGame::draw(const vector<vector<int>> current\_map) {  …중략…  for (int y = 0; y < HEIGHT; ++y) {  for (int x = 0; x < WIDTH; ++x) {  **mvaddnwstr(y+1,0, &block, 1);**  **mvaddnwstr(y+1,78, &block, 1);**  if (current\_map[y][x] == 1 || current\_map[y][x] == 2) {  **mvaddnwstr(y+1, x \* 2+adjust, &wall, 1); // Wall**  …이하 생략… |
| --- |

* 다음과 같이 Map 클래스 내의 2차원 배열을 SnakeGame 클래스에서 인자로 받아 화면에 출력한다.

**2.3.2 2단계**

2.3.2.1 Snake.h / Snake.cpp

* 김민찬, 장종아

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| public | Direction | dir | 방향을 나타냄  UP, DOWN, LEFT, RIGHT의 방향을 가짐 |
| public | deque<pair<int,int>> | body | snake의 몸 위치 정보를 나타냄  첫번째 인덱스 값은 head를 나타내고 나머지는 body를 나타냄 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Snake | width, height | 생성자  초기 Snake의 몸길이 3을 설정하고 위치를 맵의 가운데로 설정함 |
| public | void | move | x | Snake가 한칸 이동할때의 로직 |
| public | void | grow | x | Snake의 꼬리 길이를 1 늘리고 값 추가 |
| public | int | getLength | x | Snake의 body변수의 size를 return함 |
| public | void | gateEntry | pos, dir | gate 진입 시 헤드 좌표 변경 |
| public | void | resetSnake | width,height | 다시 초기 Snake의 상태로 초기화 |
| public | Direction | gateDecisionDir | width,height,dir,pos,map | gate 진출 시 방향 설정 |

* Snake의 움직임과 방향

1. Snake는 초기 map의 width와 height를 받아 중간 위치를 계산 후 중간 위치에 snake를 생성한다.
2. Snake의 body좌표들은 body라는 deque자료형 변수에 담겨 있으며 맨 첫번째 인덱스의 값은 head로 표시한다.
3. Snake는 Direction자료형의 dir변수를 가지고 있다. Direction 자료형은 enum을 통해 선언했으며 UP, DOWN, RIGHT, LEFT 총 4개의 방향값을 담고 있다. Snake는 움직일때 이 dir방향으로 움직인다.
4. Snake는 한칸 움직일때 맨뒤 body값을 pop\_back으로 자르고 맨 앞에 push\_front를 통해 body를 늘림으로써 한칸씩 움직인것처럼 동작한다.

* Snake와 Gate의 상호 작용 설정

1. Gate 진입 시, Rule에 따라 gateDicisionDir 함수에서 방향을 설정.
2. Rlue이 복잡해보이지만, 모든 경우를 종합해보았을 때, 진행 방향이 우선이고, 진행 방향의 우측으로 가는 것이 우선이다.
3. 따라서 방향 우선 순위대로 진행 방향에 벽이 있는지 확인하고 벽이 없는 방향으로 설정
4. Gate 진입 시, gateEntry 함수에서 진입한 Gate 외 다른 Gate의 좌표에서 정해진 방향의 한 칸 앞으로 Snake head의 좌표를 설정.

Snake.cpp

| #include "Snake.h"  #include <iostream>  using namespace std;  Snake::Snake(int width, int height){  dir = LEFT; // 처음엔 LEFT로  // 초기 Snake의 위치는 가운데  body.push\_back(make\_pair(height/2, width/2-1));  body.push\_back(make\_pair(height/2, width/2));  body.push\_back(make\_pair(height/2, width/2+1));  }  void Snake::move() {  auto head = body.front();  pair<int, int> newHead = head;  switch (dir) {  case LEFT: newHead.second--; break;  case RIGHT: newHead.second++; break;  case UP: newHead.first--; break;  case DOWN: newHead.first++; break;  }  body.push\_front(newHead);  body.pop\_back();  }  //게이트 진입 시 헤드 좌표 변경  void Snake::gateEntry(const pair<int, int> pos, const Direction dir){  auto head = body.front();  pair<int, int> newHead = head;  switch(dir){  case UP:  newHead.first = pos.first - 1;  newHead.second = pos.second;  break;  case DOWN:  newHead.first = pos.first + 1;  newHead.second = pos.second;  break;  case RIGHT:  newHead.first = pos.first;  newHead.second = pos.second + 1;  break;  case LEFT:  newHead.first = pos.first;  newHead.second = pos.second - 1;  break;  }  body.push\_front(newHead);  body.pop\_back();  }  //게이트 진출 시 방향 설정  Direction Snake::gateDicisionDir(int width, int height, Direction dir, const pair<int, int> pos, const vector<vector<int>>& map){  int dirNum;  Direction dirList[4] = {UP, RIGHT, DOWN, LEFT};  for(int i = 0; i < 4; i++){  if(dir == dirList[i]) {  dirNum = i;  break;  }  }  for (int i = 0; i < 4; ++i) {  Direction newDir = dirList[(dirNum + i) % 4];  switch (newDir) {  case UP:  if (pos.first - 1 >= 0 && map[pos.first - 1][pos.second] == 0) return UP;  break;  case RIGHT:  if (pos.second + 1 < map[0].size() && map[pos.first][pos.second + 1] == 0) return RIGHT;  break;  case DOWN:  if (pos.first + 1 < map.size() && map[pos.first + 1][pos.second] == 0) return DOWN;  break;  case LEFT:  if (pos.second - 1 >= 0 && map[pos.first][pos.second - 1] == 0) return LEFT;  break;  }  }  return dir;  }  void Snake::grow(){  body.push\_back(body.back());  }  int Snake::getLength(){  return body.size();  }  void Snake::resetSnake(int width, int height){  body.clear();  dir = LEFT; // 처음엔 LEFT로  // 초기 Snake의 위치는 가운데  body.push\_back(make\_pair(height/2, width/2-1));  body.push\_back(make\_pair(height/2, width/2));  body.push\_back(make\_pair(height/2, width/2+1));  } |
| --- |

**2.3.3 3단계**

**2.3.3.1 Item.h / Item.cpp**

* 김민찬

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | pair<int, int> | pos | item의 위치 좌표 |
| private | int | curTime | item이 생성된 이후 몇 초가 지났는지 나타내는 변수 |
| private | int | itemType | item 종류 1 : GrowthItem  2. : PoisonItem  3 : FastItem  4 : SlowItem |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Item | width, height | 생성자  item을 랜덤으로 생성함 |
| public | void | generateNewPosition | width, height | item의 x., y 좌표값을 랜덤으로 지정함 |
| public | pair<int, int> | getPosition | x | pos 변수값을 리턴함 |
| public | int | getItemType | x | itemType 변수값을 리턴함 |
| public | void | setTime | t | curTime 변수값을 t로 지정함 |
| public | int | getTime | x | curTime 변수값을 리턴함 |

1. item은 generateNewPosition함수에 의해 매 순간 랜덤 좌표에서 생성된다. generateNewPosition 함수에선 ctime헤더파일의 rand함수를 통해 랜덤 좌표를 생성한다.
2. item은 snake와 벽이 없는 부분에서 생성되며 동시에 최대 3개까지만 생성 가능하다.
3. itemType도 랜덤으로 정해지는데 itemType값에 따른 효과는 아래와 같다.

* 1 : GrowthItem (몸 길이 1증가)
* 2 : PoisonItem (몸 길이 1감소)
* 3 : FastItem (속도 증가=>틱이 2배 빨라짐)
* 4 : SlowItem (속도 감소=> 틱이 2배 느려짐)

1. Item의 최대 지속시간은 5초이며 5초가 지나면 item이 삭제되고 다른 위치에 생성된다.

| #include "Item.h"  #include <utility>  #include <cstdlib>  #include <ctime>  #include <vector>  Item::Item(int width, int height) {  srand(time(0));  generateNewPosition(width, height);  curTime = 0;  itemType = rand() % 4; // 0 이면 Growth 1이면 Poison 2이면 FastTick  }  void Item::generateNewPosition(int width, int height) {  pos.first = rand() % height;  pos.second = rand() % width;  }  pair<int, int> Item::getPosition() {  return pos;  }  int Item::getItemType() {  return itemType;  }  void Item::setTime(int t) {  curTime = t;  }  int Item::getTime() {  return curTime;  } |
| --- |

**2.3.4 4단계**

**2.3.4.1 Gate.h / Gate.cpp**

* 장종아

변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | pair <int, int> | g1pos | 첫 번째 게이트의 좌표 |
| private | pair <int, int> | g2pos | 두 번째 게이트의 좌표 |
| private | int | curTime | 게이트 생성 이후 시간을 기록하는 변수 |
| private | int | pausedTime | 일시정지 된 시간을 저장하는 변수 |
| private | bool | isPaused | 일시정지 상태인지 판단하는 변수 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Gate | width, height | 생성자  curTime을 Gate 재생성 대기시간으로 초기화 |
| public | void | genGate | width, height, map, snakeBody | Gate의 좌표를 랜덤으로 설정하고 Rule에 맞는 좌표인지 확인 |
| public | pair <int, int> | getGate1pos | x | Gate1의 좌표 반환 |
| public | pair <int, int> | getGate2pos | x | Gate2의 좌표 반환 |
| public | void | setTime | t | curTime을 t로 설정 |
| public | int | getTime | x | curTime 값을 반환 |
| public | void | pauseTime | x | pauseTime 변수에 curTime을 저장하고 isPaused 값을 True로 설정 |
| public | void | resumeTime | x | curTime 변수에 pauseTime을 저장하고 isPaused 값을 False로 설정 |

1. Gate는 생성 주기에 따라 랜덤한 위치에 genGate에 의해 생성한다.
2. genGate에서 rand() 함수를 통해 g1pos와 g2pos를 맵 좌표 내에서 랜덤으로 설정한다.
3. Gate는 벽에 생성되어야 하기 때문에 if문으로 랜덤으로 설정된 좌표가 벽인지 확인한다.
4. 두 Gate의 좌표가 달라야 하기 때문에, 좌표가 다른지 확인한다.
5. 위 두 조건을 만족할 때까지 반복해서 좌표 랜덤 생성한다.
6. Snake가 Gate에 진입 중일때, Gate가 사라지는 것을 방지할 때 사용하기 위해 pauseTime과 resumeTime 함수를 선언했다.

Gate.cpp

| g1pos.first = rand() % height;  g1pos.second = rand() % width;  g2pos.first = rand() % height;  g2pos.second = rand() % width;  //random으로 생성된 Gate의 위치를 반환  pair<int, int> Gate::getGate1Pos() {  return g1pos;  }  /Gate는 두 개 가 한 쌍이므로 두개의 위치를 반환한다  pair<int, int> Gate::getGate2Pos() {  return g2pos;  } |
| --- |

SnakeGame.cpp

| void SnakeGame::checkGateEnter(){  auto head = snake.body.front();  if(head.first == gate.getGate1Pos().first && head.second == gate.getGate1Pos().second){  snake.dir = snake.gateDicisionDir(map.getHeight(), map.getWidth(), snake.dir, gate.getGate2Pos(), current\_map);  snake.gateEntry(gate.getGate2Pos(), snake.dir);  gate.pauseTime();  head\_lc = snake.body.front();  } else if(head.first == gate.getGate2Pos().first && head.second == gate.getGate2Pos().second){  board.increase(7);  snake.dir = snake.gateDicisionDir(map.getHeight(), map.getWidth(), snake.dir, gate.getGate1Pos(), current\_map);  snake.gateEntry(gate.getGate1Pos(), snake.dir);  gate.pauseTime();  head\_lc = snake.body.front();  }  if(head\_lc.first == snake.body.back().first && head\_lc.second == snake.body.back().second) gate.resumeTime();  }  void SnakeGame::manageGate(){  //SnakeGame 클래스에서 Gate클래스의 getGate1Pos, getgate2Pos 함수를 호출하여 Map에 반영한다.  // 게이트가 GATE\_DURATION보다 더 필드 위에 있으면 삭제하고 대기시간 시작  if (gate.getTime() > GATE\_DURATION) {  map.setMap(stage, gate.getGate1Pos().first, gate.getGate1Pos().second, 2);  map.setMap(stage, gate.getGate2Pos().first, gate.getGate2Pos().second, 2);  gate.setTime(-GATE\_COOLDOWN);  }  // 대기시간이 끝나면 새로운 게이트 생성  if (gate.getTime() == 0) {  gate.genGate(WIDTH, HEIGHT, current\_map, snake.body);  map.setMap(stage, gate.getGate1Pos().first, gate.getGate1Pos().second, 0);  map.setMap(stage, gate.getGate2Pos().first, gate.getGate2Pos().second, 0);  }  } |
| --- |

Snake.cpp

| void Snake::gateEntry(const pair<int, int> pos, const Direction dir){  auto head = body.front();  pair<int, int> newHead = head;  switch(dir){  case UP:  newHead.first = pos.first - 1;  newHead.second = pos.second;  break;  case DOWN:  newHead.first = pos.first + 1;  newHead.second = pos.second;  break;  case RIGHT:  newHead.first = pos.first;  newHead.second = pos.second + 1;  break;  case LEFT:  newHead.first = pos.first;  newHead.second = pos.second - 1;  break;  }  body.push\_front(newHead);  body.pop\_back();  }  //게이트 진출 시 방향 설정  Direction Snake::gateDicisionDir(int width, int height, Direction dir, const pair<int, int> pos, const vector<vector<int>>& map){  int dirNum;  Direction dirList[4] = {UP, RIGHT, DOWN, LEFT};  for(int i = 0; i < 4; i++){  if(dir == dirList[i]) {  dirNum = i;  break;  }  }  for (int i = 0; i < 4; ++i) {  Direction newDir = dirList[(dirNum + i) % 4];  switch (newDir) {  case UP:  if (pos.first - 1 >= 0 && map[pos.first - 1][pos.second] == 0) return UP;  break;  case RIGHT:  if (pos.second + 1 < map[0].size() && map[pos.first][pos.second + 1] == 0) return RIGHT;  break;  case DOWN:  if (pos.first + 1 < map.size() && map[pos.first + 1][pos.second] == 0) return DOWN;  break;  case LEFT:  if (pos.second - 1 >= 0 && map[pos.first][pos.second - 1] == 0) return LEFT;  break;  }  }  return dir;  } |
| --- |

Snake.cpp와의 상호작용

* gateEntry 함수

진입하지 않은 나머지 Gate의 좌표와 진출할 때의 Snake의 방향을 인자로 받아 Snake의 위치를 변경시킨다.

* gateDicisionDir 함수

map 배열의 값과 Snake의 현재 방향, 좌표 등을 인자로 받아 Gate 진출 시 Snake의 방향을 반환한다.

SnakeGame.cpp와의 상호작용

* manageGate 함수

GATE\_DURATION 상수와 GATE\_COOLDOWN 상수를 이용하여 Gate의 지속시간과 대기시간에 따라 출현시키고 소멸시킨다.

* checkGateEnter 함수

Gate의 위치와 Snake head의 위치를 비교하여 Gate에 진입한지 판단하고 진입하였을 시 Snake의 Gate와의 상호작용 함수들을 불러온다.

**2.3.5 5단계**

**2.3.5.1 Mission.h / Mission.cpp**

* 유동현

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | vector<int> | stage1 | Stage 1의 미션 |
| private | vector<int> | stage2 | Stage 2의 미션 |
| private | vector<int> | stage3 | Stage 3의 미션 |
| private | vector<int> | stage4 | Stage 4의 미션 |
| private | vector<int> | stage5 | Stage 5의 미션 |
| current | vector<int> | current | 현재 Stage의 Mission 저장 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Mission | x | 생성자 |
| public | vector<int> | getMission | stage | 현재 stage의 Mission 반환 함수 |

1. 1차원 vector stage1, 2, 3, 4 ,5에 각각 1, 2, 3, 4, 5 스테이지의 미션을 저장한다

* {LengthScore, GrowthScore, PoisonScore, GateScore}

1. getMission 함수를 통해 현재 stage의 Mission을 반환한다.

**2.3.5.2 Score.h / Score.cpp**

* 유동현

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | int | lengthScore growthScore poisionScore gateScore | Snake의 길이와 각 아이템의 사용 횟수 |
| private | vector<int> | score | 현재 점수를 저장하는 1차원 배열 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| private | void | update | x | 점수 업데이트 함수 |
| public | void | increaseLengthScore increaseGrowthScore  increasePoisonScore  increaseGateScore | x | 각 점수 증가 함수 |
| public | void | decreaseLengthScore | x | Snake의 길이 점수 감소 함수 |
| public | void | resetScore | x | 점수 초기화 함수 |
| public | vector<int> | getScore | x | 현재 점수 반환 함수 |

1. 각 점수를 lengthScore, growthScore, poisonScore, gateScore 변수에 저장한다. 초기값은 0
2. Item을 획득하면 increaseLengthScore, increaseGrowthScore, increasePoisonScore, increaseGateScore, decreaseLengthScore을 호출하여 점수를 증가시킨다.
3. 다음 Stage로 넘어갈 경우 resetScore을 호출하여 점수를 초기화 한다.
4. getScore 함수를 통해 현재 점수를 1차원 배열에 담아 반환한다.

**2.3.5.3 StageManager.h / StageManager.cpp**

* 유동현

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | int | stage | 현재 Stage 저장 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | StageManager | x | 생성자 |
| public | vector<int> | getScore | x | 현재 점수 반환 함수 |
| public | void | increaseLengthScore increaseGrowthScore  increasePoisonScore  increaseGateScore | x | 각 점수 증가 함수 |
| public | void | decreaseLengthScore | x | Snake의 길이 점수 감소 함수 |
| public | void | resetScore | x | 점수 초기화 함수 |
| public | int | getCurrentStage | x | 현재 Stage 반환 함수 |
| public | void | nextStage | x | 다음 Stage 업데이트 함수 |

1. stage 변수에 현재 진행중인 stage의 정보를 저장한다 (초깃값 0)
2. increaseLengthScore, increaseGrowthScore, increasePoisonScore, increaseGateScore, decreaseLengthScore, resetScore 함수는 ScoreBoard.cpp 와 Score.Cpp 사이의 상호작용을 위해 추가된 함수이다.
3. getCurrentStage 함수를 통해 현재 진행중인 Stage의 정보를 반환한다
4. 모든 Mission이 클리어 되었을 경우 nextStage 함수를 호출하여 stage를 1 증가 시킨다.

**2.3.5.4 ScoreBoard.h / ScoreBoard.cpp**

* 유동현

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | vector<vector<int>> | scoreBoard | ScoreBoard 표시 위한 2차원 배열 |
| private | vector<int> | currentMission | 현재 미션 저장 1차원 배열 |
| private | vector<int> | currentScore | 현재 점수 저장 1차원 배열 |
| private | wstring | lengthProgressBar growthProgressBar  poisonProgressBar  gateProgressBar | 현재 Stage의 Mission 진행상황 시각적 표시 |
| private | string | LENGTH GROWTH POISON GATE | 현재 Stage의 Mission 저장 |
| private | int | lengthScore  growthScore  poisonScore  gateScore | Snake의 길이 점수와 Item의 사용 점수 |
| private | int | currentStage | 현재 Stage 저장 |
| private | int | adjust | ScoreBoard의 위치 보정 |
| private | int | duration | 게임 진행 시간 저장 |
| private | time\_t | TIME timeScore | 게임 진행 시간을 계산하기 위한 변수 |
| public | bool | lengthCleared  growthCleared  poisonCleared  gateCleared | Mission의 클리어 여부 저장 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | ScoreBoard | x | 생성자 |
| public | void | resetScore | x | 점수 초기화 함수 |
| public | void | drawBoard | x | ScoreBoard 템플릿 그리는 함수 |
| public | void | printScore | x | 점수 표시 함수 |
| public | int | getCurrentStage | x | 현재 스테이지 반환 함수 |
| public | void | increase | item | 점수 증가 함수 |
| public | bool | isCleared | length growth poison gate | 전체 Mission 클리어 여부 반환 함수 |

1. scoreBoard 2차원 vector에 그릴 ScoreBoard의 형태를 저장한다 Wall은 1로, 공백은 0과 2 로 구성되어있다.
2. Map의 구현 방식과 동일한 방식이다.
3. currentMission 1차원 vector에 Mission 클래스로부터 현재 Stage의 Mission을 받아와 저장한다.
4. currentScore 1차 1차원 vector에 Score 클래스로부터 현재 Score을 받아와 저장한다.
5. LENGTH, GROWTH, POISON, GATE는 currentMission의 Mission을 파싱하여 양식에 맞게 저장하는 문자열이다.
6. lenghtScore, growthScore, poisonScore, gateScore는 currentScore의 Score을 파싱하여 각 점수를 저장한다.
7. lengthProgressBar, growthProgressBar, poisonProgressBar, gatePrograssBar는 현재 미션의 진행상황을 시각적으로 표시한다

* 한계 - 반복문을 통하여 각 진행상황에 따라 + 연산을 통해 ProgressBar에 추가하고자 하였으나 wstring 자료형에서 + 연산을 지원하지 않아 Mission에 맞게 수동으로 조건문을 추가하여 ProgressBar 가 증가하도록 하였다.

1. 게임의 진행 시간을 계산하기 위해 <ctime> 라이브러리를 사용하였다

* duration에 현재 진행중인 시간이 저장된다
* 계산식 duration = ((double)(CURRENT - TIME) / CLOCKS\_PER\_SEC)\*1000000
* 초당 1 씩 증가한다
* Stage 클리어시 0으로 초기화된다.

1. bool자료형 legnthCleared, growthCleared, poisonCleared, gateCleared 에 각 미션의 클리어 여부를 저장한다
2. increase 함수는 item의 번호를 인자로 입력받아 조건문을 통하여 StageManager 클래스의 increaseLengthScore, increaseGrowthScore, increasePoisonScore, increaseGateScore, decreaseLengthScore을 호출한다
3. resetScore 함수는 StageManager 클래스의 resetScore 함수를 호출한다.
4. isCleared 함수는 lengthCleared, growthCleared, poisonCleared, gateCleared 를 인자로 받아 네 개의 변수 모두가 true이면 Stage가 클리어 된 것으로 간주하고 StageManager 클래스의 nextStage 함수를 호출한다.

ScoreBoard.cpp

| scoreBoard = {  {2,0,1,1,1,1,1,1,1,1,1,1,1,1,1},  {2,0,1,0,0,0,0,0,0,0,0,0,0,0,1},  …중략…  {2,0,1,0,0,0,0,0,0,0,0,0,0,0,1},  {2,0,1,0,0,0,0,0,0,0,0,0,0,0,1},  };  …중략…  //ScoreBoard 화면에 출력하는 함수  void ScoreBoard::drawBoard(){  for (int y = 0; y<BOARD\_H; ++y){  for (int x=0; x<BOARD\_W; ++x){  if(scoreBoard[y][x] == 1){  **mvaddnwstr(y+1, x\*2+MAP\_W+adjust, &boardWall, 1);**  …중략…  //클리어 여부 판단 함수  bool ScoreBoard::isCleared(bool &length, bool &growth, bool &poison, bool &gate){  if (length && growth && poison && gate){  length = false;  growth = false;  poison = false;  gate = false;  resetScore();  TIME = time(NULL);  stageManager.nextStage();  return true;  }  //StageManager 클래스의 resetScore 함수 호출  void ScoreBoard::resetScore(){  **stageManager.resetScore();**  } |
| --- |

SnakeGame.cpp

| void SnakeGame::draw(const vector<vector<int>> current\_map){  **board.drawBoard();**  **board.printScore();**  …중략…  void SnakeGame::checkItemCollision(){  …중략…  //ScoreBoard 클래스의 increase 함수 호출  if (it->getItemType() == 0) {  **board.increase(5);**  snake.grow();  } else if (it->getItemType() == 1){  if (snake.getLength() > 3) { // snake의 몸이 3이하면 사망  **board.increase(6);**  …이하 생략… |
| --- |

**2.3.6 추가 구현 사항**

**2.3.6.1 Credit.h / Credit.cpp**

* 유동현

- 변수

| 접근자 | 자료형 | 변수명 | 비고 |
| --- | --- | --- | --- |
| private | vector<vector<int>> | creditMap | 시작화면 그리기 위한 2차원 배열 |
| private | wstring | title1 title2 title3 title4 title5 title6 | SnakeGame ASCII\_ART 문자열 |
| private | string | menu1 menu2 menu3 | 메뉴 문자열 |
| private | wstring | maker maker\_end  name1 name2 name3 | 제작자 문자열 |
| private | int | currentSelection | 현재 선택되어 있는 메뉴의 번호 저장 |
| private | wchar\_t | wall lud rud | 시작 화면 그리는 기호 |

- Method

| 접근자 | 리턴 타입 | 함수명 | 인자 | 비고 |
| --- | --- | --- | --- | --- |
| public | None | Credit | x | 생성자 |
| public | void | init | x | 화면 초기화 |
| public | void | draw | x | 메인 화면 출력 함수 |
| public | void | showHowToPlay | x | HowToPlay 출력 함수 |
| public | int | showMenu | x | Menu 출력 함수 |

1. 2차원 vector creditMap 에 시작화면을 그리기위한 템플릿을 공백을 0 으로, 벽을 0이 아닌 숫자로 표시한다.
2. title1, title2, title3, title4, title5, title6에 SnakeGame 텍스트를 시각적으로 표시하기 위한 아스키아트를 담고있다
3. init 함수를 통해 화면을 ncurses 라이브러리로 화면을 출력하기위한 초기화를 한다. Map의 방식과 동일하다.
4. draw 함수를 통해 템플릿을 화면에 출력한다 Map의 방식과 동일하다
5. showMenu 함수를 통해 메뉴 3가지 (GameStart, How To Play, Exit) 를 출력한다
6. How To Play가 선택되었을 경우, showHowToPlay 함수를 호출하여 화면에 게임에 대한 정보를 표시한다.
   1. **활용된 기술**

**2.4.1 ncurses**

* 게임의 전반적인 출력을 하기위한 라이브러리로 컴파일시 -lncurses 태그를 통하여 컴파일이 가능하다.
* 기존의 -lncurses 태그가 아닌 -lncurses**w** 태그를 통하여 컴파일하여 유니코드 특수문자 출력이 가능하다.
* mvprintw, mvaddnwstr, clear, refresh, initscr, endwin 등의 화면과 관련된 method를 제공한다
* getch method를 사용하여 사용자의 키보드 입력을 받아 제어가 가능하다.

**2.4.2 라이브러리**

* **<vector>**
* **<locale.h>**
* **<deque>**
* **<unistd.h>**
* **<algorithm>**
* **<cstdlib>**
* **<ctime>**

**2.5 제한 요소 / 해결 방안**

1. **더 나은 시각적 표시**

* **로고의 입체적 시각화**
  + 문제점 : 기존의 문자출력 만으로는, 화면 내의 여백이 많을 뿐만 아니라 너무 딱딱해보이는 사용자 경험을 줄 수 있었다.
  + 해결방안 : 아스키 아트를 활용하여 SnakeGame을 시각적으로 표현하고, 6줄로 표현된 아스키아트를 각각 title1~6 string에 저장하고 mvprintw method를 통해 화면에 출력하였다.
* **진행 상황의 시각적 표시**
  + 문제점 : 기존의 ScoreBoard 에서는 획득한 아이템의 수와, 미션을 숫자로만 표시하였다. 진행 상황을 한번에 알아보기 어렵고, 사용자가 미션의 달성 여부를 확인하기 위하여 상단에 있는 미션과, 아래에 있는 점수를 비교하여야 하는 불편한 사용자 경험을 제공 하였다.
  + 해결 방안 : ScoreBoard 클래스에서 ProgressBar를 구현하였다. 구현하는데 있어, 점수와 현재 Stage의 Mission을 활용하여 계산한 뒤, 반복문을 통하여 ProgressBar를 구성하려고 하였다. 하지만 wstring type에서는 더하기 연산을 지원하지 않아 switch-case 조건문을 추가하여 ProgressBar가 증가하는 로직을 구현할 수 있었다.
* **특수문자의 가로와 세로 크기의 차이로 인한 이동속도의 차이**
  + 문제점 : 21 \* 21 크기의 정사각형 배열임에도 불구하고, 특수문자 자체의 가로크기와 세로크기의 차이로 인하여 Snake가 가로로 이동할 때와, 세로로 이동할 때, 이동속도가 다른 것 처럼 보이는 사용자 경험이 존재하였다.
  + 해결 방안 : 반복문 내에서 mvaddnwstr 호출 할때 인자로 y좌표와 x좌표를 주게된다. 기존에 x좌표를 그대로 주었지만, x \* 2 를 인자로 주었을때, 가로의 크기가 세로의 크기가 달라 생기던 문제를 해결할 수 있었다.
* **유니코드를 활용한 출력**
  + 문제점 : 초기 SnakeGame을 개발진행 당시, 벽은 ‘#’문자와, Head는 ‘H’, Body는 ‘D’ 문자를 사용하였다. 이것이 게임이 너무 딱딱해보이는 사용자 경험을 주는 것을 파악하였다.
  + 해결방안 : 기존 ncurses 라이브러리를 컴파일할때 사용하는 -lncurses 태그가 아닌 -lncurses**w** 를 통하여 컴파일을 하게 되면, 유니코드 특수문자를 화면에 출력하였다.

1. **아이템의 추가**

* 기존아이템 Growth Item, Poison Item 만으로는 게임 진행에 있어 큰 재미를 줄 수 있는 요소가 부족하다고 생각하여 Fast Item, Slow Item을 구현하여 Snake의 이동속도가 다른 것 처럼 보이도록 구현 하였다.
* Fast Item 을 획득하면 화면을 업데이트하는 Tick이 빠르게하고, Slow Item 을 획득하는 화면을 업데이트 하는 Tick이 느려지게 하는 로직을 추가하였다.
* 실제로 Snake의 속도가 느려지는 것이 아니라 화면을 업데이트 하는 Tick을 변경하여 속도가 느려진 것 처럼 보이게 하는 로직이기 때문에, Gate, Item의 생성 등 또한 이 Item을 통해 속도가 변경될 때 같이 영향을 받는 것이 한계이다.

1. **최적화의 부재**

* SnakeGame클래스에서 지도정보를 불러올 때, Map에 있는 21 \* 21 크기의 2차원 배열을 Call by Reference 로 받게 하는 등의 최적화를 완벽히 수행하지 못하였다.
* 초기 개발 당시, SnakeGame 클래스에서 Map정보를 얻어와 화면에 출력하고, Snake 클래스에서 Snake의 위치 정보를 불러와 화면에 출력하고,.... 이와 같이 순차적으로

Map - Snake - Item - Gate 를 순서대로 반복문을 통하여 출력하였다. 이를 해결하기위해 클래스 설계를 변경하고, Snake 클래스, Item 클래스, Gate 클래스 와 Map 클래스가 상호작용 하도록 변경하여, Snake, Item, Gate의 정보를 Map에 반영하여 SnakeGame 클래스에서는 Map의 정보를 얻어와 한번의 draw 만으로 모든 정보를 출력할 수 있게 변경하였다.

* 이외에도 화면을 구성하는데 있어 여러번의 객체 생성과, 함수 호출 등의 최적화 가능성이 아직 존재한다.

# **자기평가**

**20203104 유동현 ( ydh91026@kookmin.ac.kr)**

* [**https://github.com/DongHyeonYu/SnakeGame**](https://github.com/DongHyeonYu/SnakeGame)

| **본인이 맡은 역할**  **- Mission과 ScoreBoard, Stage에 관련된 전반적인 클래스 설계를 진행하였다.**  **- Map 클래스, Mission 클래스, Score 클래스, ScoreBoard 클래스, StageManager 클래스, Credit 클래스를 작성하였다.**  **- Map클래스에서 게임 맵의 설계와 SnakeGame 클래스에서 지도정보를 얻어와 Map을 그리는 로직을 구현하였다.**  **- Mission 클래스에서 게임 미션의 설계를 진행하였고, ScoreBoard클래스에서 Mission에 대한 정보를 얻어와 ScoreBoard에 표시하는 로직을 구현하였다.**  **- ScoreBoard 클래스에서 Score 정보를 얻어와 Mission 달성여부를 시각적으로 표시하고, 미션의 클리어 여부를 판단하는 로직, Mission이 클리어 되었다면, 다음 Stage로 넘어가는 로직을 구현하였다.**  **프로젝트 수행시 어려웠던 점**  **화면 출력에 있어 문자의 크기와 관련하여 가로의 크기와 세로의 크기가 달랐던 점이다.**  이번에 사용하였던 유니코드 특수문자의 경우 가로의 크기와 세로의 크기에 차이가 존재하여 21 \* 21 크기의 정사각형 배열임에도 불구하고 Snake가 이동하는 것이 가로로 이동할 때, 세로로 이동할 때 속도가 다른 것 처럼 문제가 존재 했다. 이제 문자를 출력할때, y좌표는 그대로, x좌표에는 \*2를 하는 로직을 추가하여 해결 가능하였다.  **Stage클리어와, nextStage로 넘어가는 로직을 구현하는데 있어 ncurses 라이브러리의 getch() 함수의 특성에 대해 알 수 있었다**  구현 목표를 정할 당시, Stage가 클리어 되면, 사용자의 입력을 받기 전까지 클리어 화면을 출력하고 대기하는 것이 목표였다. 하지만, 개발을 진행하는데 있어 Snake의 이동에 사용되었던 timeout()함수의 설정으로 인하여 입력을 대기하지 않고 바로 넘어가는 문제가 존재하였다. 이에 nodelay() 함수를 통해 필요시 입력을 제한 할 수  있었다.  **C++ Language에 대한 지식의 부재로 여러 최적화 이슈들이 존재한다.**  초기에는 Map에 대한 정보, ScoreBoard에 대한 정보를 가져와 화면에 출력하는데 있어 단순히 반복문 여러개를 통해 수행하였다. 하지만, 클래스 설계를 진행하고 Snake, Item, Gate의 정보를 Map클래스 자체에 반영하고 SnakeGame 클래스에서는 Map의 정보만을 가지고 지도를 그린다면 한번의 Map을 그리는 로직 만으로도 화면 출력이 가능하였다.  **이것 외에도 SnakeGame클래스에서 지도정보를 불러올 때, Map에 있는 21 \* 21 크기의 2차원 배열을 Call by Reference 로 받게 하는 등의 최적화를 완벽히 수행하지 못하였다.**    **느낀점**  이번 프로젝트를 진행하는데 있어 크게 느낀 점은 **2 가지**이다.  **첫 번째로, 소규모 프로젝트임에도 불구하고 클래스로 구분하여 개발하는데 있어 파일의 갯수가 늘어나는 점이다.**  이전까지는 파일의 갯수가 많지 않아 떠오르는대로 주먹구구식으로 개발하였던 경험이 많았던 것이 사실이다. 이번 프로젝트 또한 초기 개발진행 당시에는 제대로된 클래스 설계를 진행하지 않고 개발을 진행하다 보니 개발도중에 클래스의 구조가 변경되거나, 연결되는 객체들의 순서가 변경되는 등 큰 변경이 존재했다.    **두 번째로, 단순히 학습만 진행 하는 것 보다, 프로젝트기반으로 학습의 장점이었다.**  기본적인 c++ language에 대한 지식이 부족한 상태에서 개발을 시작하였다. 초기에는 무수히 많은 Reference, Document, 클래스 설계 등 개발에 필요한 전반적인 부분에 대해 검색을 통하여 진행하였지만, 개발이 진행되어가며 c++ language에 대한 지식이 쌓이고 코드를 작성하며 프로그램의 실행 흐름을 이해할 수 있었다  **추가로 이번 기말고사에서 사용하였던 2차원 vector를 사용하는 법 또한 이번 프로젝트를 경험하였기에 해결 할 수 있었다.** |
| --- |

**20212972 김민찬 ( kmc0487@kookmin.ac.kr )**

| **본인이 맡은 역할**  제가 이번 프로젝트에서 제작한 기능들은 Snake와 Item구현, 그리고 draw기능 구현입니다.  Snake 클래스를 사용해 Snake의 전반적인 움직임과 벽에 부딪혔을 때 게임이 종료되는 등의 로직을 구현했습니다.  Item 클래스를 사용해 총 4가지의 Item 기능들을 구현했으며 Item이 랜덤 생성되고 시간이 지나면 삭제되는 로직들을 구현했습니다.  snake와 item 그리고 gate 등을 모두 Map 클래스의 map 변수에 정보를 int형 숫자로 표시해뒀으며 draw 함수에서 이 map 배열을 참조하여 게임을 그려 화면에 표시해줍니다.  **프로젝트 수행 시 어려웠던 점**  프로젝트 수행 시 젤 어려웠던 부분은 SnakeGame 클래스의 구현입니다. 각 클래스를 제작하는건 그렇게 어렵진 않았지만 SnakeGame클래스에 모두 모아서 기능들을 종합하려할때 크거나 작은 충돌들이 발생했고 이를 의도했던 기능들로 작동하도록 배치도 고치고 로직도 수정했던 부분들이 어려웠던 것 같습니다.  특히, 처음에 draw함수에서 snake와 item 및 Gate를 각 클래스의 위치를 나타내는 변수값을 참조해서 draw기능을 수행했지만 마지막에 map클래스의 map변수에 값을 넣고 map변수만을 이용해서 그리도록 로직을 변경할때 각 클래스들의 내용을 전부 변경해줘야해서 힘들었습니다.  그리고 SnakeGame 클래스에서 순서 배치가 특히나 힘들었습니다.  아이템 처리후에 이동을구현하면 주기가 맞지않아 순서를 바꿔줘야했고 또 충돌 후에 벽에 부딪히는 로직을 처리해 주어서 충돌과 벽에 부딪히는걸 판단하는 로직이 동시에 이루어지지않아 적절히 배치해주는데 어려움을 겪었습니다.  **프로젝트 운영에 개선이 필요하다고 생각하는 점**  해당 게임은 C++의 OOP를 준수하여 제작되었습니다. 하지만 모든 기능들이 아직 OOP를 제대로 준수하지 않은 것 같고 몇몇 코드들은 C++의 기능들을 제대로 사용하지 못하고 있는 것 같습니다.  후에 OOP 규칙에 맞춰 클래스들을 좀 더 세분화 시키고 팀 내에서 코드 작성 규칙을 정해 코드들을 좀 더 깨끗하게 작성 하도록 고칠 필요가 있을 것 같습니다.  **느낀 점**  C++ 수업시간때 배운 내용들을 거의 다 한번씩 사용했던 것 같습니다. 배운걸 되짚어보고 실제로 구현도 해보면서 실력이 더 성장하는걸 느낄 수 있었습니다. 팀원들과 협업도 해보며 재밌었던 시간이었습니다. |
| --- |

**20213074 장종아 ( jonga1224@kookmin.ac.kr )**

| **본인이 맡은 역할**  이번 프로젝트에서 맡은 역할은 **Gate 구현, Gate와 다른 객체들의 상호작용 부분**입니다.  처음에는 랜덤한 위치에 Gate가 생성되어 draw되는 로직을 구현했고, Rule을 다시 한 번 숙지하여 Gate가 Immune wall 이 아닌 벽에만 생기도록 하였습니다. 다음으로 Snake가 Gate에 진입했을 때, Rule에 따라 방향이 정해지도록 설계하였습니다. Rule에 나온 Gate 진출 시 방향 설정이 경우를 많이 나눠 굉장히 많아보이고 복잡해보이지만, 설계 과정에서 진행방향이 우선이고, 그 이후로는 시계방향 순으로 방향 우선순위를 가진다는 것을 파악하고, 방향 설정 로직을 제작하였습니다. 이어서 Snake의 Gate 진출 좌표 변경 로직을 제작하였습니다.  **프로젝트 수행 시 어려웠던 점**  **Gate 생성 시 두 Gate가 같은 좌표에 생성했다**  어려웠던 점이라기엔 그리 어렵진 않지만, 이 버그를 기능 구현 마지막에 알아서 적어봤습니다. 사실 Gate 생성이 난수를 이용해서 무작위하게 생성하는 것이었기 때문에, 같은 곳에 생기는 것을 막지 않아도 같은 곳에 생길 확률이 적습니다. 그래서 초반 로직 구현 때는 이것을 생각하지 못하고 만들었다가 다른 팀원들이 운이 좋게도 이 버그를 발견해주어서 고칠 수 있었습니다.  **Gate 진출 시 Snake의 방향 설정했다**  주어진 스네이크 게임의 룰에서 Gate 진출 방향 부분이 제일 길고 복잡해보였습니다. 그래서 그 부분을 설계하는데 어려운 점이 있었습니다. 진출하는 Gate가 형성된 벽이 좌우가 뚫려있는 벽인지, 상하가 뚫려있는 벽인지, 가장자리에 있는 벽인지 등등 경우의 수가 굉장히 많아 보여 어려울 것으로 보였습니다. 하지만 이 부분을 규칙이 있을 것이라고 생각하며 설계한 결과, 위치가 어디든 시계방향 순으로 우선 순위를 가진다는 결론이 나왔고, 성공적으로 구현해낼 수 있었습니다.  **개선이 필요한 점**  일단 제가 맡은 부분인 Gate에서는 좀 더 추가사항을 도입하고 싶습니다. 여유롭게 준비하지 않아 Rule대로만 구현하고 추가사항은 없어서 아쉬운 부분입니다.  전체적인 코드 부분로 봤을 땐, 구분하기 편하고 보기 좋기 위해 코드를 여러 개로 나누어 만들었지만, 실제로 제가 로직 구현을 하면서도, Gate에 대한 코드를 Gate 관련 파일에만 구현하지 못하고, 다른 파일에도 많이 수정을 하였습니다. 물론 모든 로직을 Gate 파일에만 넣는 것은 거의 불가능하겠지만, 레퍼런스 등을 활용하여 최대한 Gate 기능은 Gate 파일에만 넣어 정리하는 것이 코딩하기에 편할 것 같습니다. |
| --- |
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# **부록**

# **youtube 시연 영상**

<https://youtu.be/QjLppIQ78CA>

<https://youtu.be/5UV8QhsDFPY>

* 1. **사용자 메뉴얼**

**※ 해당 게임은 Ubuntu 20.04 버전 기준으로 제작되었으며 WSL 및 윈도우나 그 외 환경에서 실행할 시 시연 영상과 똑같이 작동하지 않을 수 있습니다. ※**

**![](data:image/png;base64,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)**

기본적인 PLAY 방법은 인게임 내에서 HOW TO PLAY 메뉴얼을 선택시 설명되는 규칙과 똑같습니다

* ↑↓←→ 상하좌우 키보드를 입력해 뱀의 위치를 조종할 수 있습니다.
* 뱀은 기본적으로 매 틱마다 자동으로 한칸씩 앞으로 이동합니다.
* 만약 뱀의 이동 방향과 반대 방향을 입력 시 바로 Game Over가 될 수 있습니다.
* 뱀의 길이가 3 이하로 줄어들면 Game Over가 될 수 있습니다
* Item들의 모양은 위의 사진과 같습니다. 해당 Item들의 모양과 기능들을 숙지하고 플레이하시길 바랍니다.

## **설치 방법**

| $ git clone <https://github.com/DongHyeonYu/SnakeGame.git>  $ sudo apt-get update  $ sudo apt-get install libncurses5-dev libncursesw5-dev |
| --- |

* 1. **실행 방법**

| $ cd ./SnakeGame/src  $ make  $ ./snake |
| --- |