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**Proiectarea Unui Circuit de Avertizare Sonoră**

Realizarea circuitului s-a efetuat, atât la nivel de simulare cât şi în format fizic. Pentru a proiecta şi simula circuitul, am folosit Proteus unde am realizat circuitul electric, fişierele codului sursă şi proiectarea PCB-ului.

Pentru realizarea circuitului am folosit un microcontroler PIC16F887, 5 butoane, 3 LEDu-ri şi un buzzer. Frecvenţa microcontrolerului este de 8 MHz realizată cu oscilatorul intern.

Pentru configurarea butoanelor am setat portul B ca intrare şi citirea acestuia să fie digitală. De asemenea am dezactivat rezistentele pull-up aferente portului B.

Pentru configurarea LED-urilor am setat portul A ca ieşire şi am dezactivat funcţiile analogice.

PWM-ului s-a realizat prin configurarea portului RC2 ca ieşire, a perioadei PWM prin setarea lui PR2 (124) la o frecventă de aproximativ 1kHz, activarea modulului PWM prin configurarea registrului CCP1CON şi activarea timerului 2 (T2CON) cu un prescaler de 1:16. Duty cycle – ul este iniţiat prin CCPR1L cu 0. În timpul funcţionarii buzzer-ului acesta este setat la 62 (aprox. 50%).

Formula de calcul pentru frecvenţa PWM este

Fosc = 8 MHz

Nprescaler = 16

PR2 = 124

fPWM = 1000 Hz

Formula pentru Duty-Cycle este

CCPR1L = 62

DC1B = 0

PR2 = 124

DutyCycle = 49.6%

Pentru a se putea genera delay-ul am folosit un timer0 (TMR0) care a fost cofigurat astfel:

* S-a ales un prescaler de 1:8 şi a fost iniţializat TMR0 cu 6 pentru a avea 250 ticks.
* S-a activat întreruperea de timer0 prin activarea bit-ului TMR0IE
* S-au activat întreruperile periferice prin setarea bit-ului PEIE la valoarea 1
* S-au activat întreruperile globale prin activarea bit-ului GIE

Rutina de întreruperi se va activa la fiecare 1ms. În interiorul acesteia se incrementează un counter care este verificat dacă depăşeşte valoarea 10. Dacă această condiţie este indeplinită, variabila folosită in program se va incrementa cu valoarea 10, generând astfel un delay-uri de 10ms.

* Formula pentru delay-ul generat este

if (INTCONbits.TMR0IF) { // Verifică flag-ul de întrerupere Timer0

TMR0 = 6; // Reîncarcă Timer0

overflow\_count++; // Incrementare contor overflow

if (overflow\_count >= 10) { // Aproximativ 10 ms

timer\_ms += 10; // Incrementare timp total cu 10 ms

overflow\_count = 0; // Resetează contorul overflow

Logica care stă la baza programului constă in verificarea butoanelor şi tratarea acestora conform cerinţelor:

* Portiera deschisă şi KLEM15(prima poziţie a contactului) activată, vor duce la: generarea unui semnal în care PWM-ul va fi ON 0.5s şi respectiv OFF 0.5s. Acest ciclu se repetă pe toată durata a celor 3s, după care PWM-ul va fi OFF şi LED-ul va rămâne aprins dacă butonul încă este apăsat.
* Centura deconectata şi KLEM15 cat si KLEM31(a doua poziţie a contactului) activate, vor duce la generarea unui semnal în care care PWM-ul va fi ON 0.3s şi respectiv OFF 0.2s. Acest ciclu se repetă pe toata durata a celor 3s, după care PWM-ul va fi OFF. LED-ul va urma şi nega funcţionalitatea de ON şi OFF a semnalului PWM iar la final rămâne aprins dacă butonul incă este apăsat.
* Luminile aprinse şi KLEM15 cât şi KLEM31 deconectate, vor duce la generarea unui semnal în care PWM-ul va fi ON 0.15s şi respectiv OFF 0.1s. Acest ciclu se repetă pe toată durata a celor 3s, după care PWM-ul va fi OFF şi LED-ul va rămâne aprins dacă butonul încă este apăsat.

Codul de mai jos arată cum este gestionat delay-ul la apelul unui caz citat mai sus.

timer\_ms = 150;

while(timer\_ms < 3150){

if((LIGHT\_SENSOR == 0) || (KLEM31\_SENSOR == 1) || (KLEM15\_SENSOR == 1)) {

LIGHTS\_LIGHT = 0;

light\_status = 0;

PWM\_DS = OFF;

break;

}

if ((timer\_ms - start\_time >= 150) && state == 0) {

PWM\_DS = ON;

start\_time = timer\_ms;

state = 1;

}

else if ((timer\_ms - start\_time >= 100 && state == 1)) {

PWM\_DS = OFF;

start\_time = timer\_ms;

state = 0;

}

}