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Chaîne de responsabilité

**C**e patron de conception,  
**H**abituellement utilisé dans les grosses applications,  
**A** pour but de faciliter les appels de méthodes distribuées en masses.  
**I**l permet aux instances de classes implémentant une certaine interface  
**N**onobstant le contexte de l’origine de l’appel de la méthode,  
**E**n fournissant leurs propres conditions d’exécution,  
**D**’exécuter  
**E**t de passer l’appel de la méthode à la prochaine instance,  
**R**éalisant à sa manière une liste chaînée.  
**E**n appelant la méthode homonyme de l’objet suivant  
**S**ous la condition qu’il ne soit pas null, la méthode  
**P**asse dans chaque  
**O**bjet de la chaine, afin d’y subir potentiellement un certain traitement.  
**N**ormalement, l’interface force l’implémentation de méthodes telles que  
**S**etNext(…), qui prend un pointeur vers le prochain objet de la chaine,  
**A**insi qu’une méthode qui vérifiera des conditions d’exécution et fera le traitement.  
**B**ien que le traitement de la méthode soit facultatif, selon les conditions spécifiées,  
**I**l est généralement important que cette méthode continue tout de même la chaine,  
**L**e cas contraire arrêterait nécessairement le traitement.  
**I**l se peut que l’on veuille,  
**T**outefois,  
**E**mpêcher le traitement inutile quand on considère qu’il est terminé.

Description générale :
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Dans ce diagramme, un objet quelconque (possiblement le formulaire) appelle la méthode Executer() du premier objet de la chaîne, qui effectue un traitement quelconque puis appelle la méthode Executer() du deuxième objet, qui effectue à son tour le traitement puis appelle la méthode Executer() du troisième objet, et ainsi du suite. Le quatrième objet, par contre, ne peut pas continuer la chaîne, puisque son attribut Next n’est pas défini. La chaîne est donc terminée, les méthodes retournent et le fil d’exécution revient à l’objet appelant.

Ce patron est particulièrement utile lorsque l’on veut appeler une méthode qui sera traitée par plusieurs objets selon des conditions spécifiques à chaque objet. Dans le diagramme précédant, on peut imaginer que les objets obj1 et obj2 ont des attributs différents et que le traitement effectué par chacun sera différent selon ces attributs.

Fonctionnement :

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtEAAADbCAYAAACrzc1IAAAgAElEQVR4nO3de8wcVf3H8akI3tonEqJWS9X8aEmBxmAZBBIjWEWbplZEScMlXpg+lSaNRC6hguBjiAQlax9CJCpJFRGbijHQdCFEEbGKAjbWiG1ZbAjRaGkk4kOpiZZ8f3/szu6ZM+fMfS8z5/1KJumzc9/O2fns2TPneJ7nCRMTU/kJAAC4w+PmD5RHOQIAwC2EaKAClCMAANxCiAYqQDkCAMAthGigApQjAADcQogGKkA5AgDALYRooAKUIwAA3EKIBipAOQIAwC2EaBER6UjLt/T/67ekM4Q9toPofoJ2eCgt8T1P/FbOvbaD6HaGJnyvAhn6rmqEcgQAgFsI0bqhh9FeCFXCeafli+f50upI8RA9Em0J+sGfEK2iHAEA4BZCtC4SovXA2w2RfqvTX84PAvF7wTISfHthuBs4ewE5tn2DMET7fr+WWt1uN3B78XnqdsNt5D22xPXUAE2I1lGOAABwCyFap4XcbmjtBUZ1Xu/fYcAOw20kxPYCaLfpRncbkVpnkzDg+i3p6E0nOi3xlXXV7ZpCtHEbYRjunaCpFty6nvF1iBCiAQBwDSFap9cU94Jl0DYH6n5NrRKcY0FZ2WYk+JokBHD9GCM1yaaa6CwhXl02y74J0UaUIwAA3EKI1sWaW/RCY9DuhspwRmy5QQ2v3uRCbXqRtSbaGGT7zTC6f3fnlQzRas00IbowyhEAAG4hROsMbZbD4On78TbImWqiU7YfkSMApzXnoCZ6dChHAAC4hRCtM4XcfvOJeBONaJtocw8b0eBq650jawAOjy180C9fTXS/NjuhTTQhOj/KEQAAbiFE64w1xb3AqvYZndY7R6Tdsr69eL/Utn6io0E2ul4QxB90TA3Ryj6svXMQonOjHAEA4BZCdCbRHi26LwXx4AxnUY4AAHALITrF4CFBcw8ZhGiIEKIBAHANIRqowOjLUVsCmtQAADA2hGigAqMtR+FDpYRoAADGhRANVGB05agjLT+QNjXRyCz80qU9HJ1FpyU+1xkAGBGigQrQnAOTqdubTvhMdKflRx+QTtLvYYjrDABMCNFABQjRmEzadZKxZrk/GmqbmmgAsCFEAxUgRGMidVriR5pwtCWwjaZqW5/rDACMCNFABQjRmEjtQGsHTYgGgKp46qh5TExMxafRIkQjA2qiAWBovNHf/IHmoRxhMhVrE91HiAYAK0I0UIGs5eixxx6TXbt2DflogFC3d45wZNVcvXN0VyBEA4AFIRqoQFo5OnjwoGzYsEEWLVokCxculI0bN8qhQ4dGdHRwm6WfaDUg28IyIRoArAjRQAWSylGr1ZL58+fLtddeK0eOHJHDhw/L1VdfLVNTU7Jly5YRHiUAAKgKIRqogKkc7dy5U1asWCFr166VPXv2xObv3r1b1qxZI2eeeaY8+OCDozhMAABQEUI0UAG1HHU6Hbn44otl2bJlsn379tR1t23bJkuXLpXLLrtMDhw4MMzDBAAAFRl/iK7iafH+8LQp7f6GeVxwWliOZmZmxPM8WblyZe5tnHfeeWPvpo+pWdOSJUtk1apVsmnTJpmdnZVOJ2vfdgCANJ7n1TtEd1q+eNr67cAbBGnCMEZALUfURGMSHD16VPbv3y87d+6U2dlZ2bRpk3ieJzfffPO4Dw0AGqFYiO514N8KBjUe0V6TlKfBlQDbDvSulgLjcv19pD4tbhs4oNutU9AeLB/YjrXTEt8zzNOfXC9wvunroSlM5Yg20Zg0nU5H1q1bJ8uXL5eHH3543IcDALVWPER7g0CsDy0bD8v9GN3r+F8ZAKBMTXRsSNu8x6qFcFuXTznONzIvZT00R1I5oncOTJrNmzfL8uXLx30YAFBrJUK0bRQsvXY4OmJWt/mFEizLhui0qt3EY9VZwn3q+arbU84/175RZ2nliH6iMWnWrVtH0w4AKMEaottKE4RYUE0NlfoDLnptr6X2NwtDM4v0mujkIBs517whOra9jrR8QrRrsn4ZZcRCTIpOpyOe5/GwIQAUNKSaaHtQbAeeBIFSg1zqwcLsbaKTAr+1HTQ10cho7A/oAgWEvXYAAPIbQohOaSPst6STVFubc9+5e+dIDceG4ypzvoRoJxCiUUdhrx0AgPyGEqKjTTrCmmKldlhECZvd14v1zqFsS20+ktRPtDGEh+sFEphqsHOdb8JyhOjGIkSjjnbu3CmrVq0a92EAQC2Nv59ooAEoR6ij/fv3y5IlS8Z9GABQS4RooAKUI9TR0aNHuXYBoCBCNFAByhHqimsXAIohRAMVoByhrrh2AaAYQjRQAcoR6oprFwCKIUQDFaAcoa64dgGgGEI0UAHKEeqKaxcAiiFEAxWgHKGuuHYBoBhCNFAByhHqimsXAIohRAMVoByhrrh2AaAYQjRQAcoR6oprFwCKIUQDFaAcoa64dgGgGEI0UAHKESbdli1bjK/brl3b8gCALkI0UAHKESbZ3NycLFiwQPbu3RubZ7p29+3bJwsWLJC5ublRHB4A1JLneZ4wMTGVn4BJNjMzI9PT07HXTdfu9PS0zMzMjOKwAKC2PG7+QHmUI0w6W220fu1SCw0A2RCigQpQjlAHMzMzsn79+shr+rVLLTQAZEOIBipAOUIdzM3NydTUVKQ2Wr129+3bJ1NTU9RCA0AGhGigApQj1IVeG61eu9RCA0B2hGigApQj1IVeGx1eu9RCA0A+hGigApQj1IlaGx1eu+vXr6cWGgByIEQDFaAcoU7U2mjP86iFBoACCNFABShHqJuwNtrzPGqhAaAAQjRQAcoR6iasjfY8j1poACiAEA1UgHKEOpqZmZHFixdTCw0ABYwvRHda4nuBtPv/9iRoJyxTZvv9l3zxW52iR5x5P7mXbwfRIaT9lnSSlh/GcRXZvnqcw9qH9Rw60vIN18yYEKJRR+EohtRCA0B+ExWiPT0wVRmihxX6SoboTsuPnXc7UIL0sMNwCUP5UpJ974ToBol8iWRicmgCUF9eeiFuS5AW4iI1qfqybQli87TXwqDYDsRTU1EsQJq21Q2dYZjrtHzxgiC2XDtQAlcvULeCwQdZNIwV34/92E2vtyXwfInnUCUg9pYPbMfa/wKizdO/pBQ432zrpZ1jdFuDU+1Iyw/PPWH/tv9/P5CAEN0YvH/jQy30+HDdA/VWQYiOzu+GSyX2xIJnO1xQq4m2hN3EENuf0zsG5VhiYVUPZ4NtSTuINKEovp8M1OW1/dqXtx2rFsIt72me843MS1kvXDdbkFVDs0RCdfL+zf//4Rc3QnQz8P7BRVz3QL3ZQ7TeTrc3xX++t9WmmuZZwqceeI0hKmFbEjaLUI7PUBNrbWdc1X6y0EN0WgpMPFZdlvfXdL56bW/v/DPsO0+TDnXZwb+z7l9fjuYcTcL7Bxdx3QP1Vk1zjkiTAj2A6kHcEJAM7YT9VscQoizb6m/DUiur16CmhsqC+8kiKdynLW/ZXztQjzVniI5tT6kxrjhED843YR+2eZbznqQQ/fzzz4/7MGqLMAEXcd0D9VZNiI4srjc3sKybJci1k2oi9d16EgSBvblIrhBdcD9ZFGwTnRT4re2gJ6wmOvL/ar1G6lsT/ba3vU3e+c53yqc+9Sn5xje+Ib/85S/llVdeGfeh1QJhAi7iugfqLUOITqHX8uZqb5vQrtjQY0fithJrOE1tou1/F99PBmV750gNxxlqcfOcb4Za8DxBNtYcJsf+69Am+tlnn5V7771XrrzySjnnnHPkmGOOkRUrVsgVV1whW7dulaeffnrMRzqZCBNwEdc9UG/lQ7RYmhMM5irNI9Ra125NYqR3Dm278YBp2pZWI9kPYcr2JfmBxeReQPLtR6zbTHg9Tz/RxhBu6LEiR4jO3DuGcb2M5xiZp9e+Z+2dI3yv69M7x9GjR+W3v/2t3H777XLppZfK0qVL5c1vfrN85CMfkS9/+cuyY8cOOXjw4IiPdvIQJjLI8gyFiHTLSY4v9pFd9MrXpBSshuO6B+qtkhBdC8PqJ9ph4+0nerLkKUcHDx6UHTt2yI033igf/ehH5fjjj5clS5bIJZdcIrOzs/L444/L0aNHDQ/32h7gDSkP5ZYy+qYyznwOlZC5vGXp9ce8Yr6meyiN6x6oN3dCtBD6KsWXkoiy5ejpp5+WrVu3yhVXXCFnnHGGvOY1r8lR89hT2f9J/hD93e9+t9QeXfocUrUDe61vdJ7WRWT4han/RUttxhWtTY78WqXuqx2IF7QGv+4Y+tY3/jqmzVM/U8376v7SZP7sTZrXfK5e90BTOBWigWGpuhwdOXLEGqIjbeZ7gddvtZWmLr15ak22+iCsOkiQsv1+AIo0lelEQpYt7BxzzDHyxS9+sfD5uvQ5pAZN/b/XPk+rJQ7/b5WgHP7fqE3XOi0/dq1E5im/buhdUNr6+4+G+8FxJe2r+Hk3m0vXPdBEhGigAkMpRwlt5cNQEwk0ak20VivdD1a2B24Ng/MEbdGCvPnn/j/+8Y9y8skny0UXXSSrV6+WQ4cO5T5VNz6HStTIav+fesgd/K2PBKo1AVL+PyMP6kryQ8L9Za3POyTvy7S9IvOaxo3rHmguQjRQgaGFaGuY6NUQ6w+hmmqh1VrkSBgbBC69qVM0dCc/bHbXXXfJpz/9aRERufHGG+Wkk06SXbt25TpVlz6HBrWu8Tbu1nnatdAOovMHAVj5omMZMCsetiX2d/RhcaWG2NbeOnFf+rlREx1y6boXEfM1wsRU78mtQgwMw1DKUVKI7odb81Dq1nXzhujY/uIhZ8OGDXLHHXf0//7hD38or33ta+Wuu+7KfKpufg71vggZ/4+j8zotX3nfU/pWV68BWxt5U9/51vWU7duuq8SHGWkTbePade/a+aLZqgnRkdEK1SmtJ4EK5e2rObZ6kVH3hijxfCZrkBF0jTZEK9eAsR9z0boS1AbvMYRo2yA+SW1jQ6effro88cQTkdeeeuopOe200+Saa67JdKrcXJNotcZpATjS/EZZrx0MPpf1a0v929DXv3Ek1H57/E7yvmDl2nXv2vmi2SoM0WPuFqnMMRQIxePt5YMQPYmGFqK1L6dBO157OWhD2utvO+3BQlOIlmhTAl+5xpJ6aXj55ZfluOOOMx7+3NycXHjhhfKxj31MXnzxxcRT5eaaxPBQYVIAVv+/I9dQtH95vVcN/ZeIcD0/CKx90/vRNiXGfcHOtevetfNFs2UM0Sl9h6YEWLXmKlqrZRlgIzYvbQhq03YSBu/o9TxgHIQlsxyDjMRCuv7gj+U4bYOhTNggI+hy9ebwyCOPyPvf//7EZa6//no5+eST5fHHH7cu4+r7B7e5dt27dr5otpGE6MH60e3Yw7VlZMAcw19bt632OpDl3BJkD9/2n2KbMNw1uly7Odxzzz3yzDPPyK233pqpa7u7775b5s2bJ1u3bjXOd+39A0Tcu+5dO180W3KItjxtHWvGYGsTrXfHFFlX7w7J0tVWbD9ZQnSObZdo35ynSYfe/+qgDWHCw0Gmbsi6W6A5xwRy7eZw0UUXybve9S5561vfKtu2bcu0zu9+9ztZtmyZXHfddbF5rr1/gIh7171r54tmG1FNdLiMHmwtDyLagm2uEJ2wbb1t4QhC9OCcbA9yiVgf8jK8v8WaoGCYXL05nHjiiXLgwIHMy//rX/+Sj3/843LBBRfISy+91H/d1fcPbnPtunftfNFsIwvR7cCTIEgftCFxe7lCdMZtj6gmuh+Q2+r+qIluEhdvDs8995y84x3vKLTuddddJ6ecckq/Vw8X3z/Ateu+sefb+0Vef1g3Vw814a/6eTNJpyV+oUAQHY3W1pIAdqPpncNUCysJ7YH1kBh5gFDvSSC9TXRSW+PRtIlWjzc+QhhtopuhsTeHBD/+8Y/lggsuKLz+1q1bZd68efKDH/zAyfcPcO26b+z5VhCiOy1fPN/XfrVP0/vlvWwgIFcUMuR+ogfdccUeEuz+Ee+Bo888L9q1UksJwOE3KlOTDu2hvqSmEbba7azhO+kLRaxJi36cSb1zKN8Y6Z1jIjX25pDgmmuukVtuuSXXOkeOHJGHHnpINm/eLGeffbYce+yxcv755zv5/mVmuMHpIwpGP8MKDF7CTXQsXLvuG3u+aSE6nB8E/bwULaNhn+vt+ABMvbIZLj/ot12rSfZb0ul3c+pHB+OK5DRDSI+Uf300XGVApPBYbOeRtp+GqSZE113t+onGJHKxHH3gAx+Qn//854nLvPrqq/LII4/ITTfdJOeee654nifnnnuu3HTTTfKLX/xCXn31VRFx8/3LLPEGZ7lZ8/lUC65d940934wh2uv/Km+qOFMGuNKf3TKGaJF4TXRYMRfftnn96D4GHZkpx6DOCzuc6H3+hBWb/YG80vbTMITonokbsRC142I5ev3rXy///ve/Y6//+te/lq997Wty/vnny3HHHSfnnHOObN68WR566CH5z3/+Y9yWi+9fZoabmLXGOLyR+eYBUdRf8yLz1O2m1ZrZaptSa9ugc+26b+z5Zq2JtgTMePNU7Rf8vCFa+YCINSsxfYbor9lCvXYs6nll2k/DEKKBirhWjp566il5z3veIyIiTz75pNx2222yZs0amT9/vpxxxhly1VVXyQMPPBDpgSOJa+9fLsrNKLWdZVKNl9akLHIzNoRoc61Z9Cadq7YNMa5d940931Ih2tx8Qh91tFyITumuOBZ4ByPjDkbENS032F+m/TQMIRqoiGvl6M4775R3v/vdcsIJJ8jy5ctl06ZNct9998mhQ4cKbc+19y8X5caV+hNpjp9uIzXJpppowzZiIV5d1sGfc8ty7bpv7vkq7YZ7TLXLxrJhfa7MXPtbuibaePjxWuNwPd+P/2KVqSbaAYRooCKulaPp6Wm599575W9/+1sl23Pt/culQE108s26+3d3XskQrd60CdG5uXbdN/d89V9etNrl1DJlCrCm8qi3eU4P0fq+jZ8hCU08TE00om2izbXtLoRqQjRQEcpRObx/CYq0ic4QgNOac1ATPXyuXffNPl99oLcsD/dZmj2FX3h7BX3QG08ggVau1HltW5d32gjUsc8P4+dK2NOH8gxYWu8caftpGEI0UBHKUTm8fwky9c6RNQCH2wlv+PlqovWbe56HpxDn2nXv2vnWmyGQ6805HEeIBipCOSqH9y+B7aEfU41PlgeYwnUCSw13WhhO652DEJ2Za9e9a+dbV4OHBM3PUxCiuwjRQEUoR+Xw/sFFrl33rp0vmq0fopmYmMpPKI73Dy5y7bp37XzRbJ7nCVc0gLHj5goXuXbdu3a+aDZCNICJwM0VLnLtunftfNFshGgAE4GbK1xU5Lqfm5sbwpGMBuUcTUKIBjARuLnCRXmu+7m5OZmZmZEFCxbI7OzsEI9qeCjnaBJCNICJwM0VLspy3avheXp6Wvbu3TuCI8tv165d8thjjyUuQzlHkxCiAUwEbq5wUdJ1H4bnqakpWb9+/cSG50OHDsnGjRtl4cKFsmjRItmwYYMcPHjQuOy4e1BiYqp8GnF5A4AYz+OjCO4xXfd1Cc8iIlu2bJGpqSm5+uqr5fDhw3LkyBG59tprZf78+dJqtWLLU87RJIRoABPB8zyZmZlhYnJqUkNlncLzgw8+KGeeeaasWbNGdu/eHZu/Z88eWbt2raxYsUJ27tzZf50QjSYhRAOYCNxc4SLP82oVng8cOCCXXXaZLF26VLZt25a6/Pbt22XZsmVy8cUXS6fToZyjUQjRACYCN1e45uDBg+J5nsybN08WL148/radGafzzjsv97muXLmyvz7QFIRoABOBmytcZKqJ3rdv37gPy4qaaGCAEA1gInBzhYuS2kRPcpimTTRAiAYwIbi5wkVpvXNMT09PdJgeSe8cnZb4hmYlfqtTwRmk7TeQdtH120H0mP2W9I+46LbLHlMVTMfQ1HNNQYgGMBEI0XBR0nVflzCdt5/o3Ixhqi2B58uwc3RRnZYvnnbM7UAJlzUIiFbasTf6XFP0vjSM/0EFJqYmTCjO87yxdzfGxDTqKcvnhj5i4aSG6aGNWGgMYR1p+Z4E/RfbEvQ/i5VlOy3x/UACP3y9Iy3fl1ZrUHPqtzqRmtR+DXdsv1n3YQv4yjH3th0Eg/tHoJ6gVvsetNXXe/vutMT3W9KybSPxeJPWS3rf9dcbcq4F9bbJzR8oi3JUDu8fXJTnulfD9Ozs7BCPangqC9GdlvhKeGsHg/DbafnihUmpF9AGwakb7vT50b+V4KbsN/M+2kG0OYP1nJTAHllHC6a2Y0rcRvR4I/NS1kulHkPTzzUFIRqoCOWoHN4/uKjIdT83NzeEIxmN4iE6/stftBZarQ1tS2AJwhLWRHdsfyvbSqxxTdhHOxgE7MRz0mpMrU0eLPtK3IayTuJ5pe075dibfq4pCNFARShH5fD+wUWuXfe2820rP7fHQllq8FF/yg8nS4gqFaIz7qPXhCC9djY53EXek7zBMum8qwzRTT/XFIRooCKUo3J4/+Ai16776tpEq/SayKR1y4TorPvI3k7YXrOa0DZ43LWzBdtE1/JcUxCigYpQjsrh/YOLXLvuhxOi09rEVhGi8+yjQI8VqYHRcEwpATHz8ZYK0Q0/1xSEaKAilKNyeP/gIteu+2GF6GhzC8uDat0XCofo7PsIF8/Rd7IxmIbrdXv+iNXqpgbEhB4rsgTLPK/X/VwLIkQDFaEclcP7Bxe5dt27dr5oNkJ0X6/bG8MTwFV2h6KKNqTX2wQVGI2p902wyj4QbfsYRn+LdedaObINplCUa+8fIOLede/a+aLZCNEmQw+jvcCuhPPuzxnqT0gjGNI0L+24IscM524O3/zmN+Wss86SG264QR599NHS2xvL+2fohzRW7sv8/GdpK1l52S7ZplFE6jlsb5aeAarYh/Uc9AE/8nPtc8O180WzEaJNIiFaD7zddjfqCEd+EPT7sIzcHCN9WyphMy2kh2HVH7QTUrcbaT+kdyLuqW2JChxb2nrW9wmulaNHH31Uli9fLtdff728733vk6mpKbnwwgvlzjvvlGeffTb39iYlROsPyFQaoocV+kb9YNAEGcqXkux7J0Tn5Nr5otkI0SZaOIzcYNR5Yc1N70YThttIiO19uHebbnS3kVqDG97M/ZZ0+s1M1Bt9dJQm47ElbSNsgN87QVMtuHk9/TCpiVa5Vo5eeukleeMb39j/+x//+Ifcc8898pnPfEYWLVokp556qnzhC1+QHTt2yJEjR1K3l/z+JXQv1V9ErUnVlzU9dKK9FgZFffCAjA+wxEczC2LLtQOt2VaBYWyz7Md+7KbX6z5sr+XaMJ177EuM+lBZxgeT1OXUh6AKcu1zw7XzRbMRok30GlblZ15ToO7XgijBORYwlW1Ggq9JQgDXjzFSk2yqic4S4tVls+xb3T/V0H0ulqOTTz5Z/vSnPxnn/f73v5dbb71VPvShD8m8efPk/PPPl69//euye/du4/LlQnR0fmRIXkkbrjf+9Hcs7CaG2P6c3jHYRjLTzkFvtpUwjG2+/WSgLt+AYXsj/1/JJx7tiUEJ1Vm7yIotV/LXONc+N1w7XzQbIdok9sHYq5EN2t1QGc6ILTeo4dWbXKhNL7LWRBuDrPaTc3deyRCt1kxnCdGR2mqEXCxH69atk3vuuSd1uVdeeUXuv/9+2bRpkyxbtkxOPPFE+exnPyv33nuvvPDCCyJief/0drrWJka22lTTvCzDyrYlMIaohG3J4Neo6BfraE1stm6fSuwnCz1E13zY3jxNOtRlB//Oun99OZpz5OXa+aLZCNEmhtqFMHj6frwWIlNNdMr2I3IE4LTmHNXXRPcCNwE6xsVydOutt8pVV12Ve71nnnlGvvWtb8knPvEJecMb3iBnn312+eYctnb+kZ/ptfkJIa8fsGIhyrKt/jYstbJ6DWpqqCy4nyySwn3a8pb9jXPY3lztovvnm7AP2zzLeROis3PtfNFshGgTU8jt14jFm2hE20Sbe9iIBldb7xxZA3B4bOGNNl9NdD9sJLSJNofosI007aBNXCxHDz/8sKxcubLw+rfccou85S1vkQceeKB8iI4srjc3sKybJci1k2oi9d16EgSBvblIrhBdcD9ZFGwTnRT4xzlsb76HC5X/V+s1Qk30sLh2vmg2QrSJsabYUAOb1jtHYp/K8X6pbf1Em4Nsb50g/qBjaohW9mGu4bKsZ/lpnWbRXUMpR7H3PO0LjNIMoZRs4eCFF16Q448/PvfWX375ZVm3bp18+MMflueee05ESr5/ei1vrva2Ce2KDT12JG4rsYbT1Cba/nfx/WRQtneO1HA82mF789YGx5rD5Ng/baLLce180WyE6MyiPVp0XwpiH8Rw19BCdL50UFEXaukh+i9/+Yv85Cc/kUWLFkmnk32Pv/nNb+SUU06JNQMp+/4ZmxMM5pqH61V7oLEE0XjANG1Le7/6ISzaw03SA4vxcFh8P2LdZsLrtR22N0fvHJF5+hfSrL1zKBUZ9M6Rm2vni2YjRGcwuEGYbzqEaIiMNkRHagl7N3W/1VZu7r15ajBSf/pXu0VTtt+/1iPhIPrrR3i9L168WNauXStnnXWWbN++PdPp3HnnnXLsscfK3XffHZvnxOdQZV9yEBpvP9HlOXHdK1w7XzQbIRqoyEiacxiaKER6jFFDmhbY+rWgtiYGhu7I+s2EYt2rDXz1q1+VL33pS6mncsUVV8gZZ5whf/jDH4zzXfkcqnvomygN+FLiynUfcu180WyEaKAio2/OEX9ANRIqDG3Y+71NRGqxuz9r6+EuGrrjtdahHTt2yKpVq6yn8Oc//1nOOeccufzyy+XVV1+1LsfnEFzk2nXv2vmi2QjRQEVGHqL74dY8eIR13bwhOra/6Ot//etfZeHChcZD3LZtm7zpTW+S2dnZ1FPlcwgucu26Nz2czsRU88mtQgwMw1DKkTVEKw+YGXtuEO3hKa27MkOItnVbljJyBL4AAA2QSURBVDT6X+jtb3+7PP/885HXNm/eLCeddJI8+uijmU6VzyG4yLXr3rXzRbMRooGKDC1Ea996g/ZgBM3BYuHfWleMtgcLTSFa1IdouwMLDQbnVI7B0AZ19erVcv/994uIyN///ndZvXq1XHjhhfLiiy9mPtVS71+ky0Z1GmGf5nm7mYutXmTAkCFKPJ/y/SOjy7X7r2vni2YjRAMVcbkc3XDDDfKVr3xFHnroITnxxBNlZmYm9zbKh+jiAbYSZY6hQCge7wOKhOiquPa54dr5otkI0UBFqixH+/btkx/96EeVbW/Y7rvvPjn11FPlhBNOkJ/+9KeFtpH8/qWMWJgSYNUmKNHmKZa+gWPz0kbPM20nod/hXheCxv6jM8vRP3IspKu/QGTtH1lZroL+kdHl2v13AtqvMjFVPY39AJiYGjEVsWfPHvn+978vV155pZx77rkyNTUl//d//yef/OQnK759Dc+zzz4rH/zgB+XAgQOFt5H8/pUL0YP1o9uxh2vLoCY5Ru6zblvtPjDLuSXIHr6jzXbUUD2ukfrQVfRzA8Bk8CjEQHlp5eh///ufPPnkk/Kd73xHNm7cKGeffba87nWvk1NOOUUuueQSue222+RnP/uZ/POf/xzREU8W4/tnGWo+1ozB1iZaqX2ND/XcliDSZtrSZ3ZsP1lCdI5tl2jfnKdJh7rs4N96gFeOO2nIcppzVIb7L1BvhGigAmo5Onz4sOzatUvuuOMOufzyy+W9732vzJs3T04//XT53Oc+J7fffrv86le/kpdffnmMRzxZhlsTHS6jB1s9eCsB0hRsc4XohG2r21Brf3Mq9jCirUcWEWtvLYb3t1gTFOi4/wL1RogGKuB5nlx66aVy2mmnyXHHHSdnnXWWfP7zn5dvf/vb8sQTT8h///vfcR/iRBt2iG4HngRB8uiLqdvLFaIzbntENdH9gNxW90dN9Lhx/wXqjRANVMDzPPne974ne/bsGfeh1FKpz6G0EG2qhZWE9sB6SIw8QKh3CZjeJjqprfFo2kSrx+vFBtWhTfT4cP8F6o0QDVSAclRO+RBtftgz7Fc79pBg9494Dxx95nmDvrQ98VstJQD3+u82NunQHupLahphq93OGr6TvlDEmrTox5nUO0d4fh69c1SIzw2g3gjRQAUoR+U4/f7Vrp9oVMXp6x5ogPGH6LyDFJiW15/iV29IRQdBmIQBHFAbYy9HNef6+zdxIxZiJFy/7oG6q32IjrRL7GkHXkIbRKB6Yy9HNcf7Bxdx3QP1VixE92pCWoHa9lBdwNzOLj4AQWAfMSzTE/J6f6z9hQbtIHvLB7Zj1dpTWtsmFjjf9PXQFNwMy+H9g4u47oF6Kx6iPduT7WnD7Gojh5Wpic7Sx2risWohPPGhnmznG3/C3b4emoObYTm8f3AR1z1QbyVCtO1J7oTRusTQzVLZEJ1WtZt4rDpLuE893yx9rRY4V9QGN8NyeP8m39zc3LgPoXG47oF6s4bottIEIRZUU0OlZbSu/rLJXT4lMjSzSK+JTg6ykXPNG6KzjvpV5FxRG9wMyzF1T8fE5MIEoL68QoU4V81sVGzksFIPFmZvE50U+HP30UpNNDTcDNFkc3NzsmDBAmqjAUAxhBCd0kZYHzls1L1zpIZjw3GVOV9CtBMI0WiymZkZWbx4sczMzIz7UABgYgwlRJtH67KNHKaP9GXbZsLrefqJNobwcD1lJK4cITrzqF+E6MYiRKOp5ubmZGpqSjzPk6mpKWqjAaCnWIgGEEE5QlPNzMzI+vXrxfM8Wb9+PbXRANBDiAYqQDlCE4W10Pv27RPP82Tv3r3URgNADyEaqADlCE0U1kKLDK5xaqMBoIsQDVSAcoSmUWuhRQbXOLXRANBFiAYqQDlC08zMzMj09HT/b/UapzYaAAjRQCUoR2gSvRZaJHqNUxsNAIRooBKUIzSJXgstEr/GqY0G4DpCNFAByhGaIhydUK2FFolf43v37mUUQwBOI0QDFaAcoSlMtdAi5mt8enqa2mgAziJEAxWgHKHpTNc4tdEAXEaIBipAOULT2a7xLVu2jPhIAGAyEKKBClCOMBnaEnieeJ4nnt+STp5VOy3xvUDaltlc4wAQRYgGKkA5wvh1pOV7EvRScKflixfYIrGmHXSDNyEaADIjRAMVoBxh/NoSqCE4pWa5v1bgief50mpTEw0AeXhe+NMfExNTqQkYq05L/EgTjrYEni+trG06aM4BALl4fDAC5VGOMHbtQGsHTYgGgGEiRAMVoBxh7KiJBoCRIkQDFaAcYfyKtYnuI0QDQC6EaKAClCOMX7d3Dr9X9Zyrd47uCoRoAMiBEA1UgHKEyWDpJ1oNyLawTIgGgFwI0UAFKEdoOq5xAIgiRAMVoByh6bjGASCKEA1UgHKEpuMaB4AoQjRQAcoRmo5rHACiCNFABUZfjrTuzIAh414BAFHjC9Gxp8U9ifXGlLef05R1Oy2/3/1TZaroi7UdRIeQtj1VP8zjKrL9yMAOQ9qH9Ry63Xnl6cFrmEZbjsIeGAjRGB1CNABETVSIjoWCKkP0sEJfyRDdafmx824HSpAedhguYShfSrLv3dEQ3ZGWH0ibmmiMGCEaAKIyhOgMN+tITaq+rNJvaX+e9loYFNtBdHCAWIA0basbOqMDDASx5dqBErh6gboVDGp/o2Gs+H7sx2563TYsrxIQe8sHtmPtfwHR5ulfUgqcb7b1MvY3G/sS05GWH557wv5t//9+IIGTITpEiMZoEaIBIKqCEB2dr4+SFQ+e7XBBY+f/sbCbGGL7c3rHoBxLLKzq4WywLWkHkSYUxfeTgbq8tl/78rZj1UK4bUCFHOcbmZeyXrhutiCrhmaJhOrk/Zv//8MvboRoYPiOHj1KiAYAjT1E6+10e1P853tbbappniV86oHXGKIStiVhswjl+Aw1sdZ2xlXtJws9RKelwMRj1WV5f03nq9f29s4/w77zNOlQlx38O+v+9eVcbc4RIkRjdPbv3y9LliwZ92EAwESppjlHpEmBHkD1IG4ISIZ2wn6rYwhRlm31t2GpldVrUFNDZcH9ZJEU7tOWt+yvHajHmjNEx7an1BhXHKIH55uwD9s8y3kTooHh27lzp6xatWrchwEAE6WaEB1ZXG9uYFk3S5BrJ9VE6rv1JAgCe3ORXCG64H6yKNgmOinwW9tBT1hNdOT/1XqNUBOdDSEaozM7OyubNm0a92EAwEQp3zuHXsubq71tQrtiQ48didtKrOE0tYm2/118PxmU7Z0jNRxnqMXNc74ZasHzBNlYc5gc+6dNNDAemzZtktnZ2XEfBgBMlEq6uDM2JxjMVZpHqLWu3ZrESO8c2nbjAdO0La1Gsh/ClO1L8gOLyb2A5NuPWLeZ8HqefqKNIdzQY0WOEJ25dwzjehnPMTJPr33P2jtH+F7Xr3eOxx57THbt2jWiowGq0+l0xPM86XTG1Z0lAEwmd0YsHFY/0Q4bbz/Rk8VWjg4ePCgbNmyQRYsWycKFC2Xjxo1y6NChER8dUNy6devk5ptvHvdhAMDEcSdEC6GvUnwpiTCVo1arJfPnz5drr71Wjhw5IocPH5arr75apqamZMuWLWM4SiCfzZs3y/Lly8d9GAAwkZwK0cCwqOVo586dsmLFClm7dq3s2bMntuzu3btlzZo1cuaZZ8qDDz44ysMEMul0OrJu3TpZvny5PPzww+M+HACYSIRooAJhm9GLL75Yli1bJtu3b09dZ9u2bbJ06VK57LLL5MCBAyM4SiDu6NGjsn//ftm5c2e/Fw7P82jCAQApCNFABcKHO1euXJl73fPOO884sBET06imJUuWyKpVq/q9cPAQIQCk8zyPEA2U5XnURAMA4JLyIToyWqE62YYCH4K8fTXHVi8y6t4QJZ7PZA0ygi61HNEmGgCA5qsoRI955LQyx1AgFI+3lw9C9CQylSN65wAAoLkyhOiU4YVTAqw6ylyn5Q+Gy7YNsBGblzYEtWk7CYN39AbpMA7CklmOQUZiIV0Z7TDzICPKchM2yAi6bOWIfqIBAGimoYfowfrR7djDtWVkwBzDX1u33Wt6MgigKeeWIHv4VkOzREJ1E4a7RldaOWLEQgAAmsUeovWhqHtTrBmDrU20UvsaDk09WLctQaTNtBJmsw6XbQ3RObZdon1zniYd6rKDf+sBXjnu2PnEh74mRE8WHtAFAMAtI6iJDpfRg63lQURbsM0VohO2rW5Drf3NqdjDiEqtdOx9s8wzvL/FmqBgmAjRAAC4ZSQhuh14EgSB1h7ask4lNdEZtz2imuh+QG6r+6MmukkI0QAAuGX4vXOYamEloT2wHhIjDxAO1u82EUlvE53U1ng0baLV4402h6FNdHMQogEAcMsQ+4n2JGhbHhLs/hHvgaPPPC8Mot0w2lICcHc/5t45tIf6kppG2Gq3s4bvpC8UsSYt+nEm9c4Rnh+9c0wqQjQAAG5hxMLa9RONSeR8OQIAwDGEaJnAEQtRO5QjAADcQogGKkA5AgDALYRooAKUIwAA3EKIBipAOQIAwC2EaKAClCMAANxCiAYqQDkCAMAthGigApQjAADcQogGKkA5AgDALZ5ppEEmJqb8EwAAcAd3fgAAACAnQjQAAACQEyEaAAAAyOn/Ad+CpiL/mynTAAAAAElFTkSuQmCC)

Le fonctionnement d’une chaîne de responsabilités rappelle énormément celui d’une liste chaînée. Le diagramme ci-haut ne représente qu’une idée générale de l’implantation de ce patron, car l’idée en soi peut être utilisée de manière très large. Généralement, un objet faisant partie d’une chaîne de responsabilité devra avoir les caractéristiques suivantes :

* Une méthode publique « SetNext(next : monInterface) » qui prend un pointeur vers le prochain chaînon;
* Une méthode publique « Executer(…) », qui exécute le traitement et appelle la méthode Executer du prochain chaînon;
* Implicitement, un attribut « Next », pour garder en mémoire le prochain chaînon.

La chaîne de responsabilités est construite en appelant la méthode SetNext(…) du dernier élément de la chaîne pour lui donner le prochain chainon (dont le « Next » sera null et qui deviendra conséquemment le nouveau dernier élément). Elle est utilisée en appelant la méthode « Executer(…) » du premier élément de la chaîne. L’appel de cette méthode devrait, si le programmeur sait bien s’en servir, propager cette méthode dans les objets appropriés afin de bien la traiter. Il peut donc être pertinent d’avoir une classe qui gère la chaîne de responsabilité, donc qui gardera en mémoire le premier et le dernier élément (ou encore un tableau contenant tous les éléments).

Avantages et Inconvénients:

Avantages :

* Réduit le couplage entre les objets.  
  (L'objet qui appelle la méthode n'a qu'à connaître le premier élément de la chaîne pour l'utiliser.)
* Facilite la gestion de code optionnel.  
  (Comme chaque objet peut géré lui-même les conditions d'exécution, il est plus facile de gérer les cas d'exception et les conditions particulières.)
* Peut être modifiée dynamiquement.  
  (En enlevant ou en ajoutant des objets dans la chaîne, de la même façon que dans une liste chaînée, on contrôle directement quels objets reçoivent l'appel de la méthode, et dans quel ordre.)
* Pratique lors de la création d'APIs.  
  (Comme on n'a qu'à savoir que l'objet a un certain interface, on peut utiliser des types créés par d'autres utilisateurs sans même en connaître le contenu (en utilisant une fabrique, par exemple, pour avoir un pointeur vers l'objet en question.))
* Standardise la diffusion de méthodes dans des groupes d'objets.  
  (Au lieu d'avoir à appeler une méthode en boucle dans tous les objets, on ne fait qu'un appel de fonction et tous les objets concernés reçoivent la demande.)  
  (Lorsque la chaîne risque de se complexifier et devenir difficile à gérer, il peut être recommandable d'avoir une classe dédiée à la chaîne (qui agit un peu en tant que façade et/ou d'objet composite) qui s'occupera de modifier la chaîne, d'appeler la méthode appropriée, de gérer les retours, etc.)
* Facilite la récolte d'information dans un groupe d'objets, ou les retours multiples.  
  (En passant un objet (une liste, une structure, etc) par référence en paramètre, chaque objet dans le chaîne peut le modifier, créant ainsi une manière facile et rapide de regrouper les retours de plusieurs objets.)

Inconvénients :

* Peut être dangereux si le traitement est lourd et la chaîne est longue.  
  (Comme les méthodes s'appellent entre elles avant leur fin, les ressources utilisées ne sont que libérées lorsque la chaîne se termine. Manquer de mémoire est donc un risque à considérer.)
* Rend le débogage difficile.  
  (Comme la chaîne peut être modifiée dynamiquement, il peut être difficile de prévoir le comportement d'une longue chaîne de responsabilité.)

Exemples :

*Chaîne simple :* Nous recevons des ingrédients par la ligne de commande et nous voulons les afficher. (Dans ce genre de cas simple, il peut être préférable d'utiliser une boucle.)

static void Main(string[] aliment)

{

if (aliment.Length == 0) return;

Ingredient premier, dernier, curr = null;

// Début de la chaîne. On garde le premier élément en mémoire

dernier = premier = new Ingredient(aliment[0]);

int i = 1;

// Construction de la chaîne à partir de chacun des arguments reçus

while (i < aliment.Length) {

curr = new Ingredient(aliment[i]);

dernier.SetNext(curr);// Spécification du prochain chaînon

dernier = curr; // Garder en mémoire le dernier élément

i++;

}

// À ce stade, notre chaîne ressemble à {Ing1 -> Ing2 -> ... -> null}

premier.Executer(); // Appel de la fonction

Console.Read();

}

}

public class Ingredient

{

private string m\_Nom;

private Ingredient m\_Next; // Prochain élément dans le chaîne

public Ingredient(string Nom) {

m\_Nom = Nom;

// Le prochain est null tant qu'il n'est pas spécifié

m\_Next = null;

}

public void SetNext(Ingredient i) {

m\_Next = i; // Modification du prochain élément

}

public void Executer() {

Console.WriteLine(m\_Nom); // Traitement de la méthode

// Appel de la méthode homonyme du prochain élément

// (s'il y a un prochain élément)

if (m\_Next != null)

m\_Next.Executer();

}

}

**Input ->**

CoR-Exemple1.exe patate celeri carotte navet poire citrouille tomate piment fraise

**Output ->** (traiter les \n comme des changements de ligne)

patate\nceleri\ncarotte\nnavet\npoire\ncitrouille\ntomate\npiment\nfraise

*Chaîne avec des conditions d’exécution :* Maintenant, seuls les ingrédients dont le nom commence par ‘p’ s’afficheront.

static void Main(string[] aliment) {

// ...

premier.Executer('p'); // Appel de la fonction

Console.Read();

}

public class Ingredient {

// ...

public void Executer(char c) {

if (m\_Nom != null && m\_Nom.Length >= 1 && Char.ToLower(m\_Nom[0]) == c)

Console.WriteLine(m\_Nom); // Traitement de la méthode avec conditions

if (m\_Next != null)

m\_Next.Executer(c); // Appel du prochain élément

}

}

**Input ->**

CoR-Exemple1.exe patate celeri carotte navet poire citrouille tomate piment fraise

**Output ->** (traiter les \n comme des changements de ligne)

patate\npoire\npiment

*Chaîne avec des conditions d’arrêt :* On ne veut plus que les deux premiers éléments.

static void Main(string[] aliment) {

// ...

int max = 2;

premier.Executer('p', ref max);// Appel de la fonction en spécifiant un max

Console.Read();

}

public class Ingredient {

// ...

public void Executer(char c, ref int max) {

if (m\_Nom != null && m\_Nom.Length >= 1 && Char.ToLower(m\_Nom[0]) == c) {

Console.WriteLine(m\_Nom); // Traitement de la méthode

max--; // Décrémentation du compteur

}

if (m\_Next != null && max > 0) // Si la fin n’est pas atteinte,

m\_Next.Executer(c, ref max); // continuer la chaine

}

}

**Input ->**

CoR-Exemple1.exe patate celeri carotte navet poire citrouille tomate piment fraise

**Output ->** (traiter les \n comme des changements de ligne)

patate\npoire\n

*Chaîne avec retour :* Au lieu d’afficher les éléments dans la console, on veut maintenant que la chaîne retourne le deuxième élément qui commence par ‘p’.

static void Main(string[] aliment) {

// ...

int max = 2;

string s = premier.Executer('p', ref max);

// On assigne à une variable le retour de la chaîne

Console.WriteLine(s);

Console.Read();

}

public class Ingredient {

// ...

public string Executer(char c, ref int max) {

if (m\_Nom != null && m\_Nom.Length >= 1 && Char.ToLower(m\_Nom[0]) == c)

max--; // Nous n’affichons plus les ingrédients

if (m\_Next != null && max > 0)

return m\_Next.Executer(c, ref max);

// On retourne le retour du restant de la chaîne.

// Lorsque l’un des chaînons retournera une valeur, elle sera

// transmise à l’objet appelant.

else

{

if (max == 0)

return m\_Nom;

// Si la condition est atteinte, on retourne notre nom

else

return "";

// Si on a atteint la fin de la chaîne,

// on retourne une chaîne vide

}

}

}

**Input ->**

CoR-Exemple1.exe patate celeri carotte navet poire citrouille tomate piment fraise

**Output ->** (traiter les \n comme des changements de ligne)

poire\n

*Chaînes multiples :* Au lieu d’appeler systématiquement la méthode du prochain chaînon, on a plusieurs branches différentes qui peuvent être appelées, à la manière d’un arbre. Par exemple, un interpréteur de commandes pourrait avoir différentes branches pour une même commande, ou un interpréteur XML pourrait avoir plusieurs nœuds à exécuter pour un même nœud.

Ex :   
<NoeudPrincipal>  
 <NoeudSecondaire1></NoeudSecondaire1>  
 <NoeudTertiaire1></NoeudTertiaire1>  
 <NoeudSecondaire2></NoeudSecondaire2>  
 <NoeudTertiaire1></NoeudTertiaire1>  
</NoeudPrincipal>

Réflexion :

De manière générale, le patron de conception de la chaîne de responsabilité est bénéfique à la qualité, à la modularité, à la lisibilité, à l’ouverture, etc. du code, en autant qu’il soit utilisé convenablement.

Il est basé sur le fait que chaque objet gère semi-indépendamment ses conditions d’exécution et son traitement, le code est par le fait même très modulaire et facilement maintenable. Si un problème advient, il suffit de modifier la classe responsable du problème et le régler. Par le fait même, puisque le code est spécifique aux cas d’utilisation de la classe, le principe « responsabilité unique » de SOLID est encouragé.

La structure de la chaîne ne requiert qu’une interface externe en commun. Donc, il est possible, dans le cadre d’un API par exemple, de créer une chaîne de responsabilité et de laisser l’utilisateur de l’API créer ses propres classes et les ajouter à la chaîne, en autant que celles-ci implémentent l’interface (ou héritent de la classe abstraite, etc.) Donc, le principe « ouvert-fermé » de SOLID est encouragé par ce patron.

Puisque les différents chaînons de la chaîne doivent en général avoir le même comportement que les autres chaînons, nonobstant leur type en autant que des conditions générales soient respectées, le principe de « substitution de Liskov » est encouragé par ce patron. Chaque chaînon de la chaîne devraient avoir un comportement semblable à celui des autres.

Comme il est encouragé d’utiliser des interfaces pour décrire le comportement des différentes classes utilisées, la dépendance entre les objets de la chaîne et le reste du code est très réduite. Et puisqu’en théorie, cette interface ne fait que décrire le comportement de la chaîne et rien d’autre, les principes de ségrégation d’interface et d’inversion de dépendance sont encouragés.  
 En général, c’est un bon patron à utiliser dans beaucoup de cas. Par contre, par souci d’optimisation et de facilité de maintenance (et de débogage), ce patron peut être vu comme étant négatif jusqu’à un certain point.