**Контейнеры, итераторы.**

STL – Standart Template Library. Контейнер – класс, предназначенный для хранения объектов. Последовательные контейнеры (sequence containers) :list, vector, string, wstring, deque, forward\_list.

В STL заголовочные файлы не имеют расширения: #include <vector>. Принято подключать сишные заголовочные файлы по-другому в С++: #include <cstdio>. Нельзя путать #include <cstring> (раньше было <string.h>) – набор функций для работы со строками. #include <string> - это строки STL. Не путать с <cstring>.

Vector – это динамически изменяющийся массив, размер может расти. В стандарте С++ сказано, что вектор – это непрерывная область памяти.

std::vector<int> v; // т.к. класс шаблонный, указываем тип хранящихся объектов. Как работает вектор? Есть массив, наполняем его числами, если добавляем больше, чем размер, происходит перевыделение (на сколько больше выделится – зависит от реализации, с каким-то запасом обычно в коэффициент между 1 и 2). Операция добавления в конец v.push\_back(5); Из знания такой организации можно уже сказать о сложности операций.

1) добавление / удаление в конец : O(1)\* - амортизированное О от единицы. v.size(); - то, насколько массив сейчас заполнен, v.capacity(); - сколько выделено сейчас памяти. Пока size < capacity добавление элемента занимает одну операцию, иначе надо перевыделять памяти и добавление занимает больше операций. Удаление всегда O(1). Сам по себе массив меньше не становится. v.pop\_back() – удаляет элемент с конца и уменьшает size на 1.

2) вставка / удаление в середину/начало : O(n) т.к. приходится сдвигать все n элементов (если вставляем в начало массива). Удаляя элемент тоже приходится смещать всё влево.

3) поиск элемента : O(n) – справедливо для всех последовательных контейнеров.

4) произвольный доступ : да, возможен. Перегружен оператор [], можно писать v[1]=6 (нет проверок выхода за границы), также есть v.at(1)=6 (здесь есть проверки на ошибку, работает медленнее, будет сгенерировано исключение при выходе за границу).

Хочется, конечно, избегать лишних перевыделений у вектора. В конструкторе можно указать размер : std::vector<int> v(10); - capacity=10, size=0. Есть конструктор v(10,0); - у каждого из 10 элементов будет инициализация нулём (если контейнер на вашем классе, то вместо 0 можно передать конкретное значение объекта). v.resize(100); - увеличивает size до 100 и если size превысит capacity, то произойдёт перевыделение. Если написано std::vector<MyArray> v; v.resize(100); сработает, если есть конструктор по умолчанию. Перегруженный метод v.resize(100,MyArray(10)); указываем, как должны быть проинициализированы элементы. Есть также метод v.reserve(100); - изменяет только capacity. Метод v.clear(); - устанавливает size в ноль. Как уменьшить размерность вектора?

В книге Скотта Мейерса указан способ swap trick:

vector<int>(v).swap(v); создаётся временный объект на основе v неименованный и они с v меняются местами, это вовсе не гарантирует, что памяти будет выделено ровно столько, сколько нужно, но, скорее всего, будет лучше, чем было. В новых версиях стандарта появился метод v.shrink\_to\_fit(); - запрос к контейнеру для уменьшения capacity до size, то есть выглядеть должно как-то так:

std::vector<int> v(100); .... v.resize(10); v.shrink\_to\_fit(); по идее метод выполняет для вас swap trick.

Двусвязный список “подмассивов” deque (double ended queue): std::deque<int> d; d.push\_back(5); d.push\_front(1); Благодаря такой организации в виде выделенных подмассивов фиксированного размера, а не как у вектора непрерывный участок памяти:

1) добавление в начало и в конец занимает O(1)\*, тоже амортизированное О от одного. В конец, как и у вектора, как только достигли границы, выделяется ещё какой-то кусок памяти и записываем туда. То же самое и в начало. Вообще двусвязные списки полезны, во многих алгоритмах надо и добавлять, и удалять как с головы, так и с конца. По стандарту deque, кроме того, занимает в памяти меньше места, чем вектор. Лишняя память используется только на подмассивы в голове и в хвосте (незаполненные участки этих подмассивов). Грубо говоря deque это вектор, использующий меньше памяти, есть указатели на голову и хвост. Однако обращение по индексу (произвольный доступ) происходит гораздо дольше.

2) вставка / удаление в середине – O(n) т.к. надо подвинуть элементы внутри подмассивов

3) поиск O(n)

4) Произвольный доступ есть d[9], d.at(9) – но эффективность хуже чем у вектора. Надо помнить, что с непрерывной областью памяти можно много штук интересных делать, копировать, кусок подставить и т.д.

String и wstring. В принципе очень похоже на вектор. На самом деле в STL есть шаблонный класс basic\_string. String – это typedef basic\_string<char> string; typedef basic\_string<wchar\_t> wstring; Вообще wchar\_t – это длинные символы, которые могут не по байту занимать. В Linux это 32 бита (можно юникод представлять в таких wchar\_t). Кроме похожести на вектор с символами, есть ещё методы специальные, облегчающие работу со строками. #include <string>

std::string s(“Hello world”); s+=”!”; Конкатенация строк (сложение). Можно складывать строки со строками, можно складывать строки C++ со строками Си, со строковыми литералами. Как внутри устроен string? Внутри возможно используется принцип COW copy on write (зависит от реализации). std::string s1=s; Нечто похожее на работу с умными указателями. s1 и s в памяти будут указывать на одну и ту же строку. Копирование будет производиться только в том случае, когда происходит позже модификация и при этом есть несколько хозяев (указывающих на эту строку). Это может быть реализовано для экономии памяти и эффективности операций.

std::string s1=s; Если бы это были вектора, то производилось бы копирование, со строками не так – просто два хозяина для строки, пока они не изменяют строку, не нужно создавать реальную копию. Если теперь s1[0]=’!’; то уже нужно делать реальную копию. Также для string есть операторы == , < , >, есть методы аналогичные сишным строкам: find(), substr(). Если нужно работать одновременно и с Си строками и с С++ есть полезная функция:

const char \* c\_str() // s1.c\_str(); // Т.к. это указатель на константу то менять строку по нему нельзя. Возвращается указатель на Си-строку, заканчивающуюся нулём, можно передать это printf(“%s”,s1.c\_str()); Ещё нюанс про string: пусть есть функция void f(std::string s) { printf(“%s”,s.c\_str()); } и её вызов f(“Hello”); В этом случае произойдёт создание временного безымянного объекта с помощью вызова конструктора string, потом по значению в функцию передастся такой объект. Как этого избежать? Если написать void f(std::string& s) то не скомпилируется, т.к. временный объект менять бессмысленно, надо тогда делать void f (const std::string& s);

Внутри basic\_string реализовано много алгоритмов в привычном виде индексов (в STL общие алгоритмы в виде итераторов все же представлены): find там и прочее.

Как преобразовывать все эти строки между собой? Здесь помогут конструкторы перегруженные, а также c\_str.

Двусвязный список List. Рисунок. 1) вставка в конец/начало O(1) 2) вставка / удаление в середину O(1) 3) Поиск O(n) 4) Произвольного доступа нет. #include <list>

std::list<int> l; l.push\_back(5); l.resize(10); всё очень похоже на предыдущие контейнеры. Как вставлять / удалять из середины? По вектору и деке можно бегать указателями, в списке такого принципиально нету. Нужно пользоваться итераторами.

Примеры использования:

Итераторы – это класс для доступа к контейнерам, синтаксически похожий на указатели. Для него определены операции ++, --, ->, \*. Цикл прохода по списку:

std::list<int> l; std::list<int>::iterator it; // мы уже это с вами видели, это вложенный класс.

for(it=l.begin(); it!=l.end(); ++it)

printf(“%d ”,\*it);

Рисунок. Begin() возвращает итератор на начало списка, на нулевой элемент, end() возвращает итератор на место за последним элементом списка. Внутри операции ++ реализован переход по ссылкам типа next. Результат перегруженной операции разыменования будет значение элемента, в нашем случае int. Почему именно ++it? В реализации it++ на одно копирование больше, кто его знает насколько эффективно там класс реализован. Принятая практика использовать префиксный инкремент. Постфиксный как правило реализован через префиксный.

it++ () {

tmp=curr;

++curr;

return tmp;

}

Альтернативные способы пробегаться по контейнерам:

Range-based for (цикл фор на основе диапазона значений):

List <string> l = {“One”, “Two”}; // std initializer list – список инициализации

for(string& s : l) { cout <<s; }

Точно также по другим контейнерам

vector <int> v = {0,1,2,3};

for(auto& i : v) { cout <<i; } // либо int& i

Для более сложных вещей все же нужны итераторы !

Бывают ещё другие итераторы. std::list<int>::const\_iterator it; При попытке (\*it)=...; будет ошибка компиляции. Как вставлять и удалять элементы? l.insert(it, 5);

!!! Смаль: в стандарте про List сказано либо size() за O(1) либо splice за O(1):
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Почему так? Есть разные реализации, возможно в каких-то задачах очень часто нужен splice(), но чаще нужен size() всё же и скорее всего вы будете попадать на реализацию size() за O(1).

Ещё забавный факт: в памяти нарисовать добавление элемента типа T в list:

![Новый точечный рисунок](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAeAB4AAD/2wBDAAIBAQIBAQICAgICAgICAwUDAwMDAwYEBAMFBwYHBwcGBwcICQsJCAgKCAcHCg0KCgsMDAwMBwkODw0MDgsMDAz/2wBDAQICAgMDAwYDAwYMCAcIDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAz/wAARCACFAdcDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACvkD/gtX/wVb/4c+fssaB8S/8AhAv+Fif254rt/DH9m/23/ZHkebaXlz5/m/Z592Psm3ZsGfMzuG3B+v6/ID/g9W/5RZeAf+yq6d/6aNYoA8A/4jnP+rXf/Mkf/euj/iOc/wCrXf8AzJH/AN66+n/+DcP/AIJ7fAL44/8ABGP4N+KfGvwP+EHjDxNqn9t/bNX1vwbp2oX935euahFH5k8sLSPtjREG4nCooHAAr7f/AOHTv7LP/RtPwA/8N5pH/wAj0AfkD/xHOf8AVrv/AJkj/wC9dH/Ec5/1a7/5kj/711+v3/Dp39ln/o2n4Af+G80j/wCR6P8Ah07+yz/0bT8AP/DeaR/8j0AfkD/xHOf9Wu/+ZI/+9dH/ABHOf9Wu/wDmSP8A711+v3/Dp39ln/o2n4Af+G80j/5Ho/4dO/ss/wDRtPwA/wDDeaR/8j0AfkD/AMRzn/Vrv/mSP/vXR/xHOf8AVrv/AJkj/wC9dfr9/wAOnf2Wf+jafgB/4bzSP/kej/h07+yz/wBG0/AD/wAN5pH/AMj0AfkD/wARzn/Vrv8A5kj/AO9dH/Ec5/1a7/5kj/711+v3/Dp39ln/AKNp+AH/AIbzSP8A5Hr+dL/goN+z34B8F/8AB2BoHw60fwP4P0n4fTfErwDYSeGLPRraDRnt7m30Y3EJtFQQmOUyyl12YcyPuB3HIB9X/wDEc5/1a7/5kj/710f8Rzn/AFa7/wCZI/8AvXX6/f8ADp39ln/o2n4Af+G80j/5Ho/4dO/ss/8ARtPwA/8ADeaR/wDI9AH5A/8AEc5/1a7/AOZI/wDvXR/xHOf9Wu/+ZI/+9dfr9/w6d/ZZ/wCjafgB/wCG80j/AOR6P+HTv7LP/RtPwA/8N5pH/wAj0AfkD/xHOf8AVrv/AJkj/wC9dH/Ec5/1a7/5kj/711+v3/Dp39ln/o2n4Af+G80j/wCR6+MP+C8n7ANh8C/2DJdc/ZX/AGSvghrnxB/4SCxt9QfTPhFoutanpult5hlntbN7ZxNIZxaxMPJmKxTzPsXZ50QB8of8Rzn/AFa7/wCZI/8AvXR/xHOf9Wu/+ZI/+9dfAH/CE/t1/wDRo3/mo3h//wCUNH/CE/t1/wDRo3/mo3h//wCUNAH3/wD8Rzn/AFa7/wCZI/8AvXR/xHOf9Wu/+ZI/+9dfAH/CE/t1/wDRo3/mo3h//wCUNcB8dPj3+0x+y/8A2X/wsv4I+APh3/bnm/2b/wAJP+zR4T0j+0PK2eb5P2jRU8zZ5se7bnb5iZxuFAH6ff8AEc5/1a7/AOZI/wDvXR/xHOf9Wu/+ZI/+9dfnh4Ttf21/HvhXTdd0L9lnT9a0TWrSK/0/ULD9k/w5c2t/byoHimilTQikkboysrKSGBBBINaH/CE/t1/9Gjf+ajeH/wD5Q0Aff/8AxHOf9Wu/+ZI/+9dH/Ec5/wBWu/8AmSP/AL118Af8IT+3X/0aN/5qN4f/APlDX2B/wQ0/Zy/aH+NX/BQTRNA/aB/Y98AN8IrjStQk1688Wfs66D4Yh0zZCWtpra4XTbUyXBuhBF5QMuYp528r935sQB3/APxHOf8AVrv/AJkj/wC9dH/Ec5/1a7/5kj/711+v3/Dp39ln/o2n4Af+G80j/wCR6P8Ah07+yz/0bT8AP/DeaR/8j0AfkD/xHOf9Wu/+ZI/+9dH/ABHOf9Wu/wDmSP8A711+v3/Dp39ln/o2n4Af+G80j/5Ho/4dO/ss/wDRtPwA/wDDeaR/8j0AfkD/AMRzn/Vrv/mSP/vXR/xHOf8AVrv/AJkj/wC9dfr9/wAOnf2Wf+jafgB/4bzSP/kej/h07+yz/wBG0/AD/wAN5pH/AMj0AfkD/wARzn/Vrv8A5kj/AO9dH/Ec5/1a7/5kj/711+h//BTX/gmV+zd4C/4Jt/tB67oX7PnwQ0XW9F+GviO/0/ULDwLpdtdWFxFpdy8U0UqQB45EdVZWUgqQCCCK/LH/AIM1v2TvhZ+1B/w0d/wsv4aeAPiJ/Yf/AAjP9m/8JP4etNX/ALP83+1/N8n7RG/l7/Kj3bcbvLTOdooA7/8A4jnP+rXf/Mkf/euj/iOc/wCrXf8AzJH/AN66/X7/AIdO/ss/9G0/AD/w3mkf/I9H/Dp39ln/AKNp+AH/AIbzSP8A5HoA/IH/AIjnP+rXf/Mkf/euj/iOc/6td/8AMkf/AHrr9fv+HTv7LP8A0bT8AP8Aw3mkf/I9H/Dp39ln/o2n4Af+G80j/wCR6APyB/4jnP8Aq13/AMyR/wDeuj/iOc/6td/8yR/966/X7/h07+yz/wBG0/AD/wAN5pH/AMj0f8Onf2Wf+jafgB/4bzSP/kegD8gf+I5z/q13/wAyR/8Aeuj/AIjnP+rXf/Mkf/euv1+/4dO/ss/9G0/AD/w3mkf/ACPR/wAOnf2Wf+jafgB/4bzSP/kegD8gf+I5z/q13/zJH/3ro/4jnP8Aq13/AMyR/wDeuv1+/wCHTv7LP/RtPwA/8N5pH/yPXiH/AAU1/wCCZX7N3gL/AIJt/tB67oX7PnwQ0XW9F+GviO/0/ULDwLpdtdWFxFpdy8U0UqQB45EdVZWUgqQCCCKAM/8A4IY/8Fzv+H0f/C0f+LXf8K2/4Vt/ZP8AzMn9sf2j9u+2/wDTrb+Xs+x/7W7zP4dvP3/X4A/8GMf/ADdF/wByp/7mq/f6gAooooAKKKKACiiigAooooAKKKKACiiigAooooAK/ID/AIPVv+UWXgH/ALKrp3/po1iv1/r8gP8Ag9W/5RZeAf8Asqunf+mjWKAPoD/g1x/5QUfAz/uP/wDqQanX3/XwB/wa4/8AKCj4Gf8Acf8A/Ug1Ovv+gD8Qf+Cff/B3JefEH9uHxB8M/wBpvwN4f+DPh/UNVl0rRb9FurebwfeJPJH9i1w3L/7sT3Kx26wyxEyQpFI72/7fV+aH/Bcf/g3F8G/8FW9RX4g+ENX0/wCHHxos7RoJ9TeyMun+LUjgZbaC/VCHjkR1iRbxBI6Q7kaKcJAsX5g/8Eiv+C4/xc/4IwftP6j+zt+1cvjCb4faTdw6Ld2+sSSX+p/Dd44o4oJbQguZtLMAhPkQlk8ry57Xdlo7oA+/v2UP+Difx9+0D/wX38T/ALK+ofD/AMH2Pw+tfEHiLwtpmoW9xc/2zb3GkQ3LtdzSsxhmjmNjPiFYYjGLmP8AeyeS3nfp/wDH74/eDf2Wvg14h+IPxB8Q6f4V8G+FbQ3mp6neMRHbpkKoCqC8kjuyokaBnkd0RFZ2VT/Kl+zv+3T8OP2SP+Dlv4gfHjxFrP8Aanw50b4geP8AV4r/AEJV1L+14rmDWI7MWhjby5PtEk8CRuXWL96rNIke5x2Hiz4tftgf8HY37T+peEPD7afoPw08J3cuvWukXMzW3hfwUjxGG2N7dxQNNeXkojdI2dJHLy3bQxQQecIwD+l39kP9tD4Yft6fBqHx/wDCPxfp/jPwpNdzWDXdvHLBJbXERAeGaCZEmhkAKOFlRSUkjcApIjN6hXzf/wAErP8Agmf4N/4JQ/sj6d8LfCF7qGtSPdvrGv61eErJrmqSxxRzXIh3MlvHshijSFCQqRJuaSQvK/0hQAV/MF/wUs/5XJPDn/ZVfhx/6TaFX9PtfzBf8FLP+VyTw5/2VX4cf+k2hUAf0+0UUUAFFFFABRRRQAUUUUAFfgD/AMHzn/Nrv/c1/wDuFr9/q/AH/g+c/wCbXf8Aua//AHC0Afr9/wAEnf8AlFl+zT/2Srwv/wCmi1r6Ar5//wCCTv8Ayiy/Zp/7JV4X/wDTRa19AUAFFFFABRRRQAUUUUAFFFFAHz//AMFYv+UWX7S3/ZKvFH/pouq/IH/gxj/5ui/7lT/3NV+v3/BWL/lFl+0t/wBkq8Uf+mi6r8gf+DGP/m6L/uVP/c1QB+/1fhj/AMF5P+Cxf7b3/BMH/gorLqvhrw/p9t+zvb2ljaeHzqfhdbzQPE1xPZSNL9qv42FxHeJcLdbbeO4tz5dlC5iZHZ5v3Orn/il8J/C3xx8CX3hbxr4a8P8AjDwzqnl/bNI1vTodQsLvy5Flj8yCVWjfbIiONwOGRSOQDQB8Qf8ABNH/AIORf2cf+Cjf9k6B/b3/AAq/4m6h5Nv/AMIp4qmS3+23T/Zo/LsLziC733Fx5UUeY7qXynb7Miiug/4OQ/8AhKf+HJXx7/4Q7/hIP7W/sqy+0f2N532n+zv7TtP7R3+V832f7D9p8/PyeR52/wCTdX54f8FU/wDgzjt9d1HUfGf7KWq6fosaWiM3w7127naOR4oJS5sdSmeRvMmdIFWC6wgeWZzdRxhIl+IPCX/BfX9qP9lb4BfGf9m79oTTPGHjmPxj4K1HwtBaeOWm03xR4QuNRtpSt3LPPC11dRmK83+TdZJRbYRSwxqVcA/U7/gy5+LP/CX/APBMrxp4WuvEv9qah4P+IF39n0iXUfPm0TTrmyspYtkBYmC3luhfuuAqPKLkjLeYa+wP+Crn/Ba74N/8El/Akv8AwmWp/wBt/EbUtKl1Lw34JsC32/WcSCJGllCNHZ25kLZmmxuWC48pJ5IjEf5sf+CPX/BbTVf+COvwa+Ni+EPCmn+JviD8Srvw8mkS6wHbRtNt7I6i13JcJFLHNLIwuokjjRkGXd2f90IpvqD/AIJFf8EOPi5/wWf/AGn9R/aJ/aubxhD8PtWu4dau7jWI5LDU/iQ8kUcsEVoAEMOliAwjz4QqeV5cFrtw0lqAfb3/AAbM/wDBU39rT/gpx8ffi1rvxWi0/Vvgva2jNp+oW2h2+nWugaybmN4tKspU2y3Ef2SaVpBMbiSMQ2heVDN+/wD2Prn/AIW/Cfwt8DvAlj4W8FeGvD/g/wAM6X5n2PSNE06HT7C08yRpZPLgiVY03SO7naBlnYnkk10FABXz/wD8FYv+UWX7S3/ZKvFH/pouq+gK+f8A/grF/wAosv2lv+yVeKP/AE0XVAH5A/8ABjH/AM3Rf9yp/wC5qv3+r8Af+DGP/m6L/uVP/c1X7/UAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABX5Af8AB6t/yiy8A/8AZVdO/wDTRrFfr/X5Af8AB6t/yiy8A/8AZVdO/wDTRrFAH0B/wa4/8oKPgZ/3H/8A1INTr7/r4A/4Ncf+UFHwM/7j/wD6kGp19/0AFfiD/wAHmv8Awzj/AMKJ8Kf8JL/yc1+6/wCEP/sjZ9s/sf7QftP9qf8AUP8A9f5G7959qz5P7v7bX2//AMHCH/BQT4j/APBNj/gnHrHj/wCF3h/+1PE2oarbeH/7YktmubbwdFcpN/xNJYtjRvtkSKCMTFYvPuoN/mD9zL+QP/BH/wD4N1Pin/wVH8d+G/2i/wBqbxD4gufhz4k26kbbW9Wu7jxZ47ghjhS0aSaTMkGnyxjaJjL57wwKIUSOaG6UA/ID4T/8It/wtPw1/wAJ1/wkH/CE/wBq2v8AwkP9heT/AGr/AGd5yfafsnnfuvtHk7/L8z5N+3dxmv7TP+CTHwU+A3wN/YM8C2P7N0+n6r8LtVtP7TtNchfzbrxFcPhJ7y9kKo5vC8flyo6IYTD5AjhWFYk/mC/4N/P+CZ/g3/gq9+0r8T/hb4vvdQ0WRPhrfaxoGtWZLSaHqkWpaZHDcmHcqXEeyaWN4XIDJK+1o5Akqeofsm/tz/tHf8GsX7ZPi/4V+PfC/wDwk3hLUN17f+FJdSe30rXdytHa63pN4Yn8vf5SoziI+YkTQzRpNAn2cA/q9orx/wDYW/bp+HH/AAUX/Zx0b4ofC/Wf7V8P6rmG4t5lWO/0W8VVMtjeRBm8q4j3LlclWVkkRnikjkb2CgAr+YL/AIKWf8rknhz/ALKr8OP/AEm0Kv6fa/mC/wCCln/K5J4c/wCyq/Dj/wBJtCoA/p9ooooAKKKKACiiigAooooAK/AH/g+c/wCbXf8Aua//AHC1+/1fgD/wfOf82u/9zX/7haAP1+/4JO/8osv2af8AslXhf/00WtfQFfP/APwSd/5RZfs0/wDZKvC//pota+gKACiiigAooooAKKKKACiiigD5/wD+CsX/ACiy/aW/7JV4o/8ATRdV+QP/AAYx/wDN0X/cqf8Auar9fv8AgrF/yiy/aW/7JV4o/wDTRdV+QP8AwYx/83Rf9yp/7mqAP3+ooooAK/nC/wCDnP8A4Ls/A/8AbK8CXvwQ+F/g/wAP/ELVtB1VrW4+JeoafBPDpMUcltNKmgXAYynz5oFhmuPkieK3YILhJo5oz/gtr/wWb/aC/wCCiH7cPir9jb9nPSvEGk+H/wC1b/4e6pplhHD/AGv44vIZzHetLcc/ZNPT7PKpCyRq1t9okun8qQwwfb3/AAQM/wCDbrwt+wL4E0/4kfGzQfD/AIw+OeqeRe29pdww6hYfD/y5EnijtSQ0b6gsiI0l4mfLZBHA2wSTXIB/Nl+yf+z18UPj98QruX4T+B9Q+IPiLwJaReKLjSbPRotbkNvFe2tuHOnyJIL2MT3NuHh8qUFGcuhiWQj9vv8AglZ/weOW+u6jp3gz9q3StP0WNLR1X4iaFaTtHI8UEQQX2mwpI3mTOk7NPa4QPLCgtY4w8q8/+wL/AME1/jz8PP8Ag7A8YfEXXPhV4w0v4fWHjXxn4ofxPcWezRp7DUrfUBZvDd58meSQ39qDDE7SoWk3ovkzbP0P/wCCl3/Bt1+zj/wUb/tbX/7B/wCFX/E3UPOuP+Er8Kwpb/bbp/tMnmX9ngQXe+4uPNlkxHdS+Ui/aUUUAfb/AMLfiz4W+OPgSx8U+CvEvh/xh4Z1TzPser6JqMOoWF35cjRSeXPEzRvtkR0O0nDIwPIIroK/DH/gg3/wR0/be/4Jg/8ABRWLS/EviDT7f9ne2tL678QDTPFC3mgeJrieyjWL7LYSKLiO8S4W13XElvbny7KZBKyOqTfudQAV8/8A/BWL/lFl+0t/2SrxR/6aLqvoCvn/AP4Kxf8AKLL9pb/slXij/wBNF1QB+QP/AAYx/wDN0X/cqf8Auar9/q/AH/gxj/5ui/7lT/3NV+/1ABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV+QH/AAerf8osvAP/AGVXTv8A00axX6/1+QH/AAerf8osvAP/AGVXTv8A00axQB9Af8GuP/KCj4Gf9x//ANSDU6+/6/EH/ggr/wAF6v2T/wBi7/gk98Kfhp8S/it/wjXjbw3/AGv/AGlpv/CM6xefZvP1i+uYv3tvaSRNuhmjb5XON2DgggfX/wDxFG/sKf8ARcv/ACzPEH/yDQB9/wBFfAH/ABFG/sKf9Fy/8szxB/8AINH/ABFG/sKf9Fy/8szxB/8AINAHyB/wbRf8ENP2gv8Agmj+318TvGvxZ0Tw/pHhmPwrdeE9KvLPWob3/hIpZdRtJluraOMmRLcR2LMftKwS/wCkQgRE+YI/1e/bp/YW+HH/AAUX/Zx1n4X/ABQ0b+1fD+q4mt7iErHf6LeKrCK+s5SreVcR7mw2CrKzxurxSSRt8wf8RRv7Cn/Rcv8AyzPEH/yDR/xFG/sKf9Fy/wDLM8Qf/INAHj//AAQE/wCCAnxT/wCCQn7U/wAUvFPin4peH/EfgnxFpX9iaRpGiG7T+2Nt2JYNRv4JAsUFxDCjIkaG5x9vuAJlCkzfq/XwB/xFG/sKf9Fy/wDLM8Qf/INH/EUb+wp/0XL/AMszxB/8g0Aff9fzBf8ABSz/AJXJPDn/AGVX4cf+k2hV+v3/ABFG/sKf9Fy/8szxB/8AINfhD+3D+3r8J/jB/wAHLei/tA+HfFf9o/CK0+IHgrW5de/sy8h2WenwaUl5L9mkiW5PltbTjaItzbPlDZXIB/W7RXwB/wARRv7Cn/Rcv/LM8Qf/ACDR/wARRv7Cn/Rcv/LM8Qf/ACDQB9/0V8Af8RRv7Cn/AEXL/wAszxB/8g0f8RRv7Cn/AEXL/wAszxB/8g0Aff8ARXwB/wARRv7Cn/Rcv/LM8Qf/ACDR/wARRv7Cn/Rcv/LM8Qf/ACDQB9/0V8Af8RRv7Cn/AEXL/wAszxB/8g0f8RRv7Cn/AEXL/wAszxB/8g0Aff8AX4A/8Hzn/Nrv/c1/+4Wvv/8A4ijf2FP+i5f+WZ4g/wDkGvk//gql+35/wS4/4K+eFfB+n/E749+MNJu/At3c3Gk6n4b8O65a3USXKRrcQMs2lzQtHIYbdiTHvUwLtdVaRXAP0v8A+CTv/KLL9mn/ALJV4X/9NFrX0BX5wfCf/g48/wCCe3wO+FnhrwV4W+Mn9l+GfB+lWuiaRZ/8Il4ln+yWdtCkMEXmSWTSPtjRV3OzMcZJJya6D/iKN/YU/wCi5f8AlmeIP/kGgD7/AKK+AP8AiKN/YU/6Ll/5ZniD/wCQaP8AiKN/YU/6Ll/5ZniD/wCQaAPv+ivgD/iKN/YU/wCi5f8AlmeIP/kGj/iKN/YU/wCi5f8AlmeIP/kGgD7/AKK+AP8AiKN/YU/6Ll/5ZniD/wCQaP8AiKN/YU/6Ll/5ZniD/wCQaAPv+ivgD/iKN/YU/wCi5f8AlmeIP/kGj/iKN/YU/wCi5f8AlmeIP/kGgD3/AP4Kxf8AKLL9pb/slXij/wBNF1X5A/8ABjH/AM3Rf9yp/wC5qvp//goT/wAHHn7GPxx/YF+OHgrwt8ZP7U8TeMPh/r2iaRZ/8IlrkH2u8udOuIYIvMksljTdI6rudlUZySBk1+cP/BqV/wAFR/gT/wAE1/8AhfP/AAuvxz/whf8Awmn/AAj39jf8SXUNR+2fZf7U8/8A49IJdm37RD9/bnfxnBwAf0+0V8Af8RRv7Cn/AEXL/wAszxB/8g0f8RRv7Cn/AEXL/wAszxB/8g0AfZ+jfs9+AfDnxl1b4i6f4H8H2PxB160Ww1PxPb6NbRazqNuoiCwzXaoJpIwIIAFZyAIY+PkXHYV8Af8AEUb+wp/0XL/yzPEH/wAg0f8AEUb+wp/0XL/yzPEH/wAg0Aff9FfAH/EUb+wp/wBFy/8ALM8Qf/INH/EUb+wp/wBFy/8ALM8Qf/INAH3/AEV8Af8AEUb+wp/0XL/yzPEH/wAg0f8AEUb+wp/0XL/yzPEH/wAg0Aff9fP/APwVi/5RZftLf9kq8Uf+mi6rwD/iKN/YU/6Ll/5ZniD/AOQa8f8A+ChP/Bx5+xj8cf2Bfjh4K8LfGT+1PE3jD4f69omkWf8AwiWuQfa7y5064hgi8ySyWNN0jqu52VRnJIGTQB8wf8GMf/N0X/cqf+5qv3+r8Af+DGP/AJui/wC5U/8Ac1X7/UAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXzf/wAFQP8Agl/4B/4Ky/ALSPh18RdX8YaLomi+IIfEkE/hu6tra6e4itrm3VGaeCZDHsupCQEByF+YAEH6QooA/ID/AIgqf2Wf+h++P/8A4PNI/wDlZR/xBU/ss/8AQ/fH/wD8Hmkf/Kyv1/ooA/ID/iCp/ZZ/6H74/wD/AIPNI/8AlZR/xBU/ss/9D98f/wDweaR/8rK/X+igD8gP+IKn9ln/AKH74/8A/g80j/5WUf8AEFT+yz/0P3x//wDB5pH/AMrK/X+igD8gP+IKn9ln/ofvj/8A+DzSP/lZR/xBU/ss/wDQ/fH/AP8AB5pH/wArK/X+igD8gP8AiCp/ZZ/6H74//wDg80j/AOVlH/EFT+yz/wBD98f/APweaR/8rK/X+igD8gP+IKn9ln/ofvj/AP8Ag80j/wCVlH/EFT+yz/0P3x//APB5pH/ysr9f6KAPyA/4gqf2Wf8Aofvj/wD+DzSP/lZR/wAQVP7LP/Q/fH//AMHmkf8Aysr9f6KAPyA/4gqf2Wf+h++P/wD4PNI/+VlH/EFT+yz/AND98f8A/wAHmkf/ACsr9f6KAPyA/wCIKn9ln/ofvj//AODzSP8A5WUf8QVP7LP/AEP3x/8A/B5pH/ysr9f6KAPyA/4gqf2Wf+h++P8A/wCDzSP/AJWUf8QVP7LP/Q/fH/8A8Hmkf/Kyv1/ooA/ID/iCp/ZZ/wCh++P/AP4PNI/+VlH/ABBU/ss/9D98f/8AweaR/wDKyv1/ooA/ID/iCp/ZZ/6H74//APg80j/5WUf8QVP7LP8A0P3x/wD/AAeaR/8AKyv1/ooA/ID/AIgqf2Wf+h++P/8A4PNI/wDlZR/xBU/ss/8AQ/fH/wD8Hmkf/Kyv1/ooA/ID/iCp/ZZ/6H74/wD/AIPNI/8AlZR/xBU/ss/9D98f/wDweaR/8rK/X+igD8gP+IKn9ln/AKH74/8A/g80j/5WUf8AEFT+yz/0P3x//wDB5pH/AMrK/X+igD8gP+IKn9ln/ofvj/8A+DzSP/lZR/xBU/ss/wDQ/fH/AP8AB5pH/wArK/X+igD8gP8AiCp/ZZ/6H74//wDg80j/AOVlH/EFT+yz/wBD98f/APweaR/8rK/X+igD8gP+IKn9ln/ofvj/AP8Ag80j/wCVlH/EFT+yz/0P3x//APB5pH/ysr9f6KAPyA/4gqf2Wf8Aofvj/wD+DzSP/lZR/wAQVP7LP/Q/fH//AMHmkf8Aysr9f6KAPyA/4gqf2Wf+h++P/wD4PNI/+VlH/EFT+yz/AND98f8A/wAHmkf/ACsr9f6KAPyA/wCIKn9ln/ofvj//AODzSP8A5WUf8QVP7LP/AEP3x/8A/B5pH/ysr9f6KAPkD/glJ/wRU+Fn/BHz/hPf+Faa/wDEDXP+Fif2f/aX/CT31pc+R9i+1eV5P2e2g25+1ybt27O1MYwc/X9FFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAH/2Q==)

Про перегрузку оператора new для типа T: допустим вы его перегрузили, а на самом деле он может не вызываться вообще, т.к. там будет некая новая структура, которая внутри себя будет содержать T и как минимум два указателя.

Итератор помечает место для вставки/удаления. l.erase(it); После выполнения некоторых операций итератор указывает туда, куда не должен. Такой итератор называется инвалидированным (неправильным). Когда это происходит? Когда происходит инвалидация итераторов?

Был вектор, были итераторы указывающие куда-то. После этого можно сделать push\_back или shrink\_to\_fit после resize. По идее некоторые итераторы могут инвалидироваться. Либо при перевыделении памяти (при добавлении элементов и изменении capacity). Т.к. выделяется новый непрерывный кусок памяти где-то, то итераторы уже указывают совсем не туда, куда нужно.

Был list. Инвалидации итераторов происходит при удалении, например. Именно поэтому erase возвращает новый правильный итератор. Пример:

auto seed = chrono::high\_resolution\_clock::now().time\_since\_epoch().count();

mt19937 mt\_rand(seed);

std::list<int> l;

int count = 10;

while (count)

{

l.push\_back(mt\_rand() % 10);

count--;

}

for (auto& i : l) { cout << i << " "; } cout << endl;

std::list<int>::iterator it = l.begin();

while (it != l.end()) {

if ((\*it) % 2 == 0)

l.erase(it); //it=

else ++it;

}

for (auto& i : l) { cout << i << " "; } cout << endl;

Такая программа скорее всего упадёт. После erase итератор не понятно на что указывает, и упадёт после ++it в следующем else. Если сделать it=l.erase(it); то все будет ок, запишется итератор на следующий элемент. Insert возвращает итератор на вставленный элемент.

Примеры использования list.

**Адаптеры и псевдо-контейнеры.**

Адаптеры – это такие обертки над контейнерами, сами по себе не имеют внутри себя хранилища. Они параметризуются тем хранилищем, который будут использовать. В них внутри логики хранения нету, они используют внутри себя тот тип (контейнер), который вы передаёте.

1.stack 2.queue 3.priority\_queue

По умолчанию stack и queue используют контейнер deque, а priority\_queue использует vector. Но никто не запрещает вам создать stack на списке, если из каких-то соображений вы считаете, что это будет эффективно. Ну или очередь построить на list, а не на vector.

stack<int,vector<int>> numbers;

int value = 99;

while (value)

{

numbers.push(value % 2);

value /= 2;

}

while (numbers.empty()==false)

{

cout << numbers.top();

numbers.pop();

}

cout << endl;

Чем вообще deque лучше, чем список? Возможность обращения по индексу – да, но допустим мы не хотим обращаться по индексу, но в каких случаях все равно deque лучше list? Если храним небольшие объекты, например инты, то меньше памяти тратится при хранении в deque, и соотношение (кпд) контейнера дека получится больше (ну или накладных расходов меньше), чем контейнера list (ведь там два указателя ещё рядышком).

Адаптеры ограничивают методы контейнера, который внутри них вшит. Например, в стеке, построенном на deque уже нельзя пробежаться по всем элементам, стек выдаёт только то, что на вершине. А зачем вообще это нужно? ОЧЕНЬ Много алгоритмов естественным образом реализуются в терминах стеков, очередей, приоритетных очередей. Это некое самоограничение программистов от самих себя, чтобы не сделать лишних неправильных вещей.

Можно передать свой контейнер для создания стека.

A priority queue is a container adaptor that provides constant time lookup of the largest (by default) element, at the expense of logarithmic insertion and extraction.

A user-provided Compare can be supplied to change the ordering, e.g. using std::greater<T> would cause the smallest element to appear as the top().

Working with a priority\_queue is similar to managing a heap in some random access container, with the benefit of not being able to accidentally invalidate the heap.

**Псевдоконтейнеры** 1.vector<bool> // ненастоящий контейнер, то есть не хранит реально байты

для обращения здесь [] просто не подойдёт, используются proxy – объекты

Вы можете на один бит (bool 1/0) тратить либо 8 битов (unsigned char например использовать внутри контейнера) либо реально 1 бит (запаковывать как-то) и тут уж сами думайте, насколько это важно (КПД 100% или КПД 12.5%). Реальный пример из жизни. Перебор графов в памяти (на HDD долго сбрасывать и прочее) в качестве курсовой работы, один граф занимает порядка 4 гигабайт. В результате правильной упаковки – уже 500 мегабайт. Это позволит уже проводить модификации графа, ещё лишний раз проверить его на нужное нам свойство (переборная задача) и не свопая ничего на диск, продолжить дальше. В общем не стоит думать что память сейчас резиновая, она никогда не была резиновая, и забывать (или не знать) механизмы эффективной работы с памятью – слишком дорогое удовольствие.

2.std::bitset <size\_t s> служит для хранения битовых масок. Похож на vector<bool> фиксированного размера. Это не контейнер, не хранит никакие типы, шаблон, который параметризуется количеством битов. Удобно можно доставать биты, записывать биты. Есть операторы с этими масками, and or и т.д. очень удобно. Пример перевода числа из 10 в 2:

int j = -1;

cout << j << endl;

bitset<32> bits(j);

cout << bits << endl;

bitset<32> bits2(bits);

bits2[0] = 0;

bits2[31] = 0;

cout << bits2 << endl;

bits ^= bits2;

cout << bits << endl;

3.valarray – шаблон для хранения числовых массивов, оптимизированный для достижения повышенной вычислительной производительности. Например на компиляторе intel этот шаблон может быть специализирован так, что используются SSE, многопоточность и прочее. Если перемножать два valarray то возможно будет эффективнее.

Можно сказать, что в текущее время не особо полезная штука, т.к. есть более специализированные библиотеки и подходы.

Про vector ещё: как на место десятого элемента вставить новый? erase(v.begin()+10), insert(v.begin()+10,5), итераторы ведут себя как указатели.

**Ассоциативные контейнеры**: set, multiset, map, multimap.

1.std::set<int> s; s.insert(10); s.insert(20); s.insert(10); s.size()==2;

Элементы в множестве могут встречаться только один раз. Второй десятки не будет, set будет состоять из {10,20}. Как устроен внутри set? Это бинарное дерево поиска. Рисунок бинарного дерева. Если тебе нужно найти элемент, в каждой вершине начиная с корня дерева надо понять, куда тебе идти – влево или вправо. Слева допустим меньше , справа больше значения в вершине дерева. Это даёт быстрый поиск O(logn). Если делать insert бездумно, то оно может расти вниз неправильно и поиск будет O(n), вставлять нужно правильно. Сбалансированные деревья получаются таким образом. Set хранит внутри себя элементы в отсортированном виде. Нам понадобится вспомогательный класс STL:

Примеры операций взять с C:\\_main\\_univer\Documents\Chelgu\PP\Prog\Cpp\Get\Александр Смаль\часть 2 - 2017\Ассоциативные контейнеры и итераторы.pdf

std::pair<T,V> T first V second // Внутри два параметра разных типов, ключ+значение. Insert возвращает пару:

std::pair<iterator, bool> если элемент был вставлен (такого не было ещё в множестве), тогда bool==true а итератор указывает на вставленный элемент, если элемент уже имелся, то bool==false, а итератор указывает на тот элемент, который уже есть в множестве. Какие есть полезные методы?

iterator find(const T& obj) // например:

std::set::iterator it=s.find(10);

if(it==s.end())

printf(“not found”);

Предположим, элемент нашелся и я хочу сделать \*it=15; Так делать нельзя, т.к. структура множества сложная, это дерево. Если просто в узле поменять значение, нарушится структура и нельзя будет эффективно искать. Поэтому возвращаемый итератор константный у метода find. Можно только удалять + вставлять новые элементы. iterator lower\_bound (const T& obj); // возвращает итератор на элемент с условием >=obj, iterator upper\_bound (const T& obj); // возвращает итератор на первый элемент, который >obj. Find работает и для multiset (там повторяющиеся элементы, там тоже дерево). Если для multiset сделать lower\_bound (10) и upper\_bound (10) я получу два итератора на начало и конец участка, где лежат 10. То есть если в multiset 10 10 10 20, то lower вернёт итератор указывающей перед первым, upper вернёт итератор указывающий на 20. Вся прелесть этих операций в том, что они выполняются за логарифм. С помощью двух этих функций можно реализовать поиск диапазона / поиск объектов, находящихся в диапазоне. Очень эффективно. Чем мы заплатили за такое счастье? Добавление элементов теперь тоже занимает логарифм, у последовательных контейнеров это было O(1).

lower\_bound

Returns an iterator pointing to the first element in the range [first, last) that is *not less* than (i.e. greater or equal to) value, or last if no such element is found.

The range [first, last) must be partitioned with respect to the expression element < value or comp(element, value), i.e., all elements for which the expression is true must precede all elements for which the expression is false. A fully-sorted range meets this criterion.

The first version uses operator< to compare the elements, the second version uses the given comparison function comp.

upper\_bound

Returns an iterator pointing to the first element in the range [first, last) that is *greater* than value, or last if no such element is found.

Примеры использования map multimap set multiset: C:\\_main\\_univer\Projects\C++\КОД ДЛЯ ЛЕКЦИЙ\map examples

https://en.cppreference.com/w/cpp/iterator/iterator\_traits

Функторы, предикаты.

Если хочется свои объекты класть в Set, использовать в качестве ключа в Map для них нужно перегрузить оператор<. Реализация:

bool Person::operator<(const Person& p) {

return age<p.age;

}

Таким образом внутри Set объекты Person будут отсортированы автоматически по возрасту, внутри map<Person,int> тоже по возрасту. Вдруг в другом месте программы понадобится сортировать не по возрасту, а по имени.

Способ № 2. Функторы – это классы, с перегруженным operator().

Как показывает практика, если большая программа состоит из большого количества маленьких и максимально независимых друг от друга кусочков — тем легче ее развивать, чинить и менять. Современные объектно-ориентированные языки программирования в качестве кусочка предлагают нам объекты — собственно, отсюда и название. Объектом как правило является экземпляр класса, который делает что-то нужно и полезное. Можно всю программу сделать из одного ба-а-а-альшого класса — 'god object antipattern' — и через пару лет внесение любого изменения превратится в проклятье шестого уровня. А можно разбить программу на мелкие, максимально независящие друг от друга классы, и тогда всем будет сухо и комфортно. Но разбив программу таким образом возникает второй вопрос — а как эти классы будут взаимодействовать между собой? Тут на помощь программисту приходят средства декомпозиции, предоставляемые языком программирования. Самое простое средство декомпозиции в C++ — это сделать классы глобальными и непосредственно вызывать их методы. Подход не лишен недостатков — понять кто кого вызывает по прошествии времени становится все труднее, и через пару лет такой подход приведет к тем же последствиям, что и использование единственного класса. Одобренный святой инквизицией вариант — это передача классам указателей на те классы, с которыми им надобно общаться. Причем желательно, чтобы указатели были не просты, а на интерфейсы — тогда менять и развивать программу по прошествии времени станет намного проще.

Тем не менее, интерфейсы не являются серебряной пулей (некоторые говорят, что такой пули, как и ложки — вообще нет). Если объекту нужно всего несколько взаимодействий, например кнопке уведомить о том, что на нее кликнули — то реализация для этих целей отдельного интерфейса займет ощутимое количество строк кода. Также интерфейсы не решают задачу когда одному объекту нужно уведомить о чем-то несколько других — создание и поддержание листа подписки на основании интерфейсов тоже не самое малое число строк кода.

В динамических языках программирования конкуренцию интерфейсам составляют делегаты. Как правило, делегат очень похож на «указатель на функцию» в C++, с той основной разницей, что делегат может указывать на метод произвольного объекта.

Если operator() возвращает bool, то такой функтор называется предикатом. Это такой жесткий способ добавить в С++ указатели на функции. Пример, напишем функтор, который позволит нам сортировать по имени объекты Person:

struct by\_name {

bool operator()(const Person& a, const Person& b) {

return (a.name < b.name); }

};

Параметрами, которые берёт такой перегруженный оператор будут являться объекты класса Person. Фактически записали одну функцию внутри объекта. Будем передавать туда, где нужна функция сравнения ссылку на этот объект. Создаем объект: by\_name cmp; Теперь в

Person p1(“Ivanov”,20); Person p2(“Petrov”,40);

printf( “%d”, cmp(p1,p2) ); // вызываем у объекта перегруженный оператор(), то есть объектом пользуемся типа как функцией, синтаксис похож. На экран выведется 1, т.к. ‘I’ < ‘P’.

У шаблонов могут быть аргументы по умолчанию, у map на самом деле три аргумента.

В заголовочном файле написано что-то типа std::map<K,V,std::less<K> >; где less – это стандартный функтор в STL, который написан примерно следующим образом, он сравнивает по ключу:

template <class K> struct less {

bool operator() (const K& a, const K& b) {

return a<b;

}

};

На самом деле функтор по умолчанию в STL всегда использует оператор< для класса, которые сравниваются. Не самая очевидная вещь. Таким образом, когда мы пишем map<Person,int> компилятор видит:

std::map<Person,int,std::less<Person>> m; Можно использовать наш функтор для сравнения по умолчанию!

map<Person, int, by\_name> m1;

Вообще идеологически вещь простая (использование указателей на функции). Но т.к. в шаблонах надо использовать типы объектов, пришлось создавать именно объект, так и появились именно классы функторов. Остались ещё объекты, построенные поверх контейнеров : стек, ...

**АЛГОРИТМЫ.**

STL. Алгоритмы. Итератор – класс имитирующий правила работы с указателем. Обычно есть операторы \*, ->. Ещё у итератора может быть [], ++, -- тогда он называется RA (random access) итератор. Есть BiDi (BiDirectional) ++, --. Есть однонаправленные итераторы (только для чтения или только для записи потока). RA итераторы у vector, deque контейнеров. Алгоритмы зависят от итераторов. Пример того, почему важно понимать, с каким итератором вы работаете:

size\_t std::distance(It I, It j); // обычно итератор указывает на положение элемента внутри контейнера, функция distance вычисляет расстояние. Для итератора RA сложность такого алгоритма будет O(1). Для итератора BiDi сложность будет O(n). Ещё необходимо помнить, при работе с итераторами, что begin() указывает на начало контейнера, а end() указывает на место после последнего элемента контейнера. Если бы end() указывал на последний, то сложно было бы различить ситуацию, когда вообще нет элементов и есть один элемент в контейнере, надо бы было заводить спец. переменную и прочее.

Бывает iterator, бывает const\_iterator, бывает reverse\_iterator:

l.rbegin() --- l.rend() итератор, который при ++(увеличении) идёт с конца в начало контейнера. В принципе можно обычным итератором встать в конец и делать --.

Вспомним ещё про функторы и предикаты. Функтор – класс у которого перегружен оператор(). Если возвращает bool, то это предикат.

class compare {

int operator()(int a, int b) { return (a-b); } }; Раньше мы использовали предикат bool less(a,b), если a<b то true. Некоторые контейнеры хранят упорядоченно значения. Поэтому им нужно уметь сравнивать. У map например есть три параметра, третий может быть функтором по умолчанию: map<K,V,F> m; Можно сделать свой функтор для сравнения элементов в map, F f; f(3,5); Это чем-то похоже на указатель на функцию, но поскольку в шаблонах нужен тип, сделали функторы. Такой класс – типа функция (больше ничего в нём полезного нет).

#include <algorithms> // всего там порядка 100 штук алгоритмов, посмотреть подробно можно на cplusplus.com например

1)Микроалгоритмы: swap(T &a, T &b), iter\_swap(It p, It q) – меняет местами два элемента, на которые указывают два итератора, T& max(const T& a, const T& b), T& min(const T& a, const T& b).

2)Немодифицирующие алгоритмы: find(It p, It q, const T& value) – между итераторами p и q ищется элемент value, возвращаемое значение сравнивается с end(), если не равно end() то нашёлся. find\_if(It p, It q, Pred pr) – если в find мы искали совпадающий элемент с value, то в find\_if мы ищем согласно предикату, то есть о равенстве/неравенстве говорит предикат. Пример предиката:

class A {

bool operator()(int a) {

return a%2; } };

find\_if(i, j, A()); // используем неименованный объект класса A – предикат.

Ещё алгоритм count(It p, It q, const T& value) и аналогичный count\_if – подсчет количества вхождений.

bool equal(It p, It q, Itr i) // вернёт true / false, если равны / не равны элементы в контейнерах

pair<It, Itr> mismatch(It p, It q, Itr i) // вернёт итераторы на первое различие в 1 и 2 контейнере

Пусть есть два контейнера или две пары итераторов, нужно посмотреть одинаковые ли внутри них элементы. Например, есть вектор и список, их подмножества надо проверить на равенство. Параметра три, а не четыре, т.к. длина должна быть одинаковая.

F& for\_each (It p, It q, F func); // к каждому элементу контейнера применяется функтор, можно в функторе завести переменную и в неё накапливать.

bool binary\_search(It p, It q, const T& value); // предполагается, что контейнер отсортирован, тогда в нём будет сделан двоичный поиск, который вернёт true, если такой элемент в контейнере есть.

3)Модифицирующие контейнер алгоритмы: fill(It p, It q, const T& value); // заполнить контейнер между p и q значениями элементов value, в Си был аналог memset().

copy(It p, It q, It out); // Есть один контейнер между его p и q итераторами всё копируется в другой/этот же контейнер начиная с out.

generate(It p, It q, F gen); // похож на fill, но здесь функтор будет задавать значение. Например функтор может генерировать случайные числа.

random\_shuffle(It p, It q); // случайным образом переставляются элементы между p и q.

reverse(It p, It q); // изменить порядок элементов на обратный.

sort(It p, It q); // сортировка quicksort, есть версии с предикатом.

Есть стандартные шаблонные функторы: less, greater шаблонные. Отсортировать вектор по убыванию:

sort(v.degin(), v.end(), greater<int>());

**ПОКАЗАТЬ ТАБЛИЧКУ ВЫБОР АЛГОРИТМА STl**