Hystrix

1.信号量模式

2.线程池模式

**1.初始化**

org.springframework.cloud.openfeign

FeignClientFactoryBean

getTarget()

loadBalance

HystrixTargeter

**使用hystrix通信初始化流程：**

1.为indfect的client创建动态代理

//FeignClientFactoryBean.java

<T> T getTarget() {

**if** (!StringUtils.*hasText*(**this**.**url**)) {  
 **if** (!**this**.**name**.startsWith(**"http"**)) {  
 **this**.**url** = **"http://"** + **this**.**name**;  
 } **else** {  
 **this**.**url** = **this**.**name**;  
 }  
 **this**.**url** += cleanPath();  
 **return** (T) loadBalance(builder, context,  
 **new** HardCodedTarget<>(**this**.**type**, **this**.**name**, **this**.**url**));  
}

Targeter targeter = get(context, Targeter.**class**);

**return** (T) targeter.target(**this**, builder, context,  
 **new** HardCodedTarget<>(**this**.**type**, **this**.**name**, url));

}

通过HystrixTargeter对象创建动态代理对象。

//HystrixTargeter.java

@Override  
**public** <T> T target(FeignClientFactoryBean factory, Feign.Builder feign,  
 FeignContext context, Target.HardCodedTarget<T> target) {  
 **return** feign.target(target);  
}

//Feign.java

**public** <T> T target(Target<T> target) {  
 **return** build().newInstance(target);  
}

创建ReflectiveFeign对象来实例化动态代理对象.

**public** <T> T newInstance(Target<T> target) {  
 **for** (Method method : target.type().getMethods()) {  
 **if** (method.getDeclaringClass() == Object.**class**) {  
 **continue**;  
 } **else if** (Util.*isDefault*(method)) {  
 DefaultMethodHandler handler = **new** DefaultMethodHandler(method);  
 defaultMethodHandlers.add(handler);  
 methodToHandler.put(method, handler);  
 } **else** {  
 methodToHandler.put(method,

nameToHandler.get(Feign.*configKey*(target.type(), method)));  
 }  
 }   
 InvocationHandler handler = **factory**.create(target, methodToHandler);  
 T proxy = (T) Proxy.*newProxyInstance*(target.type().getClassLoader(),  
 **new** Class<?>[] {target.type()}, handler);  
  
 **for** (DefaultMethodHandler defaultMethodHandler : defaultMethodHandlers) {  
 defaultMethodHandler.bindTo(proxy);  
 }  
 **return** proxy;  
}

target是要代理的feign client接口类。

遍历其所有方法，保存在容器中，创建动态代理对象对应的InvocationHandler

最终通过Proxy.*newProxyInstance方法创建对应的动态代理对象。*

Feign build(**final** FallbackFactory<?> nullableFallbackFactory) {  
 **super**.invocationHandlerFactory(**new** InvocationHandlerFactory() {  
 @Override  
 **public** InvocationHandler create(Target target,  
 Map<Method, MethodHandler> dispatch) {  
 **return new** HystrixInvocationHandler(target, dispatch, **setterFactory**,  
 nullableFallbackFactory);  
 }  
 });  
 **super**.contract(**new** HystrixDelegatingContract(**contract**));  
 **return super**.build();  
}

HystrixInvocationHandler就是动态代理对象对应的InvocationHandler。

**2.通过jdk的动态代理调用:**

调用feign client注入对象就是调用其创建的动态代理对象，最终调用

HystrixInvocationHandler.invoke方法：

@Override  
**public** Object invoke(**final** Object proxy, **final** Method method, **final** Object[] args)**throws** Throwable {

HystrixCommand<Object> hystrixCommand =  
 **new** HystrixCommand<Object>(**setterMethodMap**.get(method)) {  
 @Override  
 **protected** Object run() **throws** Exception {  
 **try** {  
 **return** HystrixInvocationHandler.**this**.**dispatch**.get(method).invoke(args);  
 } **catch** (Exception e) {  
 **throw** e;  
 } **catch** (Throwable t) {  
 **throw** (Error) t;  
 }  
 }

**return** hystrixCommand.execute();

}

为每一个feign请求创建一个HystrixCommand对象，调用HystrixCommand的execute方法。

在这个地方区分是线程池模式还是信号量模式。

最终调用HystrixInvocationHandler.**this**.**dispatch**.get(method).invoke(args)方法。

通过方法名称找到对应的SynchronousMethodHandler进行处理。

//SynchronousMethodHandler.java

**public** Object invoke(Object[] argv) **throws** Throwable {

//将请求参数封装成http请求头结构  
 RequestTemplate template = **buildTemplateFromArgs**.create(argv);  
 Retryer retryer = **this**.**retryer**.clone();  
 **while** (**true**) {  
 **try** {  
 **return** executeAndDecode(template);  
 } **catch** (RetryableException e) {  
}

Object executeAndDecode(RequestTemplate template) **throws** Throwable {  
 Request request = targetRequest(template);

Response response;  
**long** start = System.*nanoTime*();  
**try** {  
 response = **client**.execute(request, **options**);  
} **catch** (IOException e) {

}

}

调用Default类的execute使用okhttp发送http请求并且接收响应。

//Client.java

@Override  
**public** Response execute(Request request, Options options) **throws** IOException {  
 HttpURLConnection connection = convertAndSend(request, options);  
 **return** convertResponse(connection, request);  
}

将响应数据解析成对象返回。

**3.负载均衡代理对象的创建：**

**protected** <T> T loadBalance(Feign.Builder builder, FeignContext context,  
 HardCodedTarget<T> target) {  
 Client client = getOptional(context, Client.**class**);  
 **if** (client != **null**) {  
 builder.client(client);  
 Targeter targeter = get(context, Targeter.**class**);  
 **return** targeter.target(**this**, builder, context, target);  
 }  
  
 **throw new** IllegalStateException(  
 **"No Feign Client for loadBalancing defined. Did you forget to include spring-cloud-starter-netflix-ribbon?"**);  
}

创建LoadBalancerFeignClient，调用HystrixTargeter的target方法和走okhttp一样的动态代理对象创建的流程。

也就是直接用okhttp和用ribbon的区别是创建的client对象不一样，一个是Default，一个是

LoadBalancerFeignClient。

4.负载均衡方法的调用：

//LoadBalancerFeignClient.java

@Override  
**public** Response execute(Request request, Request.Options options) **throws** IOException {  
 **try** {  
 URI asUri = URI.*create*(request.url());  
 String clientName = asUri.getHost();  
 URI uriWithoutHost = *cleanUrl*(request.url(), clientName);  
 FeignLoadBalancer.RibbonRequest ribbonRequest = **new** FeignLoadBalancer.RibbonRequest(  
 **this**.**delegate**, request, uriWithoutHost);  
  
 IClientConfig requestConfig = getClientConfig(options, clientName);  
 **return** lbClient(clientName)  
 .executeWithLoadBalancer(ribbonRequest, requestConfig).toResponse();  
 }  
 **catch** (ClientException e) {  
 **throw new** RuntimeException(e);  
 }  
}

总结：

注解和动态代理结合使用。

使用动态代理完成http协议rpc调用，对接口创建动态代理对象使用InvocationHandler进行统一处理，使用注解中的参数作为http调用路径，参数作为http请求体。接口的方法的返回类型进行解析响应体。

**Hystrix细化学习：**

**HystrixInvocationHandler创建流程：**
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**HystrixInvocationHandler成员：**

**成员1：Map<Method, MethodHandler> dispatch;**

MethodHandler创建流程：

通过ParseHandlersByName类的apply方法将client的方法名称创建对应的SynchronousMethodHandler。

**//**ReflectiveFeign.java

ParseHandlersByName

**public** Map<String, MethodHandler> apply(Target key) {  
 List<MethodMetadata> metadata = **contract**.parseAndValidatateMetadata(key.type());  
 Map<String, MethodHandler> result = **new** LinkedHashMap<String, MethodHandler>();  
 **for** (MethodMetadata md : metadata) {  
 result.put(md.configKey(),  
 **factory**.create(key, md, buildTemplate, **options**, **decoder**, **errorDecoder**));  
 }  
 **return** result;  
 }  
}

SynchronousMethodHandler.Factory

**public** MethodHandler create(Target<?> target,  
 MethodMetadata md,  
 RequestTemplate.Factory buildTemplateFromArgs,  
 Options options,  
 Decoder decoder,  
 ErrorDecoder errorDecoder) {  
 **return new** SynchronousMethodHandler(target, **client**, **retryer**, **requestInterceptors**, **logger**,  
 **logLevel**, md, buildTemplateFromArgs, options, decoder,  
 errorDecoder, **decode404**, **closeAfterDecode**, **propagationPolicy**);  
}

SynchronousMethodHandler:

Client **client**: 主要使用client来处理http请求。

Options **options: h**ttp请求的时候connect/read超时时间。

默认connectTimeoutMillis 10 \* 1000

默认readTimeoutMillis 60 \* 1000

**//**Feign.java

**private** Options **options** = **new** Options();

**public** Options() {  
 **this**(10 \* 1000, 60 \* 1000);  
}

之后在ReflectiveFeign遍历反射的fegin clien的Method，创建对应SynchronousMethodHandlerMap映射。

创建HystrixInvocationHandler对象的时候传递给dispatch成员。

**成员2：Map<Method, Setter> setterMethodMap;**

包含fegin接口方法对应的setter。

**HystrixCommand**

通过**setterMethodMap 中的**Setter来创建HystrixCommand

AbstractCommand：

**commandGroup：temperature-client**

**commandKey：TemperatureClient#findLatestAbnormal(Integer,Integer)**

HystrixCommandProperties **properties**

定义在工程配置文件中hystrix开头的配置属性。

//AbstractCommand.java

**private static** HystrixCommandProperties initCommandProperties(HystrixCommandKey commandKey, HystrixPropertiesStrategy propertiesStrategy, HystrixCommandProperties.Setter commandPropertiesDefaults) {  
 **if** (propertiesStrategy == **null**) {  
 **return** HystrixPropertiesFactory.*getCommandProperties*(commandKey, commandPropertiesDefaults);  
 } **else** {  
 *// used for unit testing* **return** propertiesStrategy.getCommandProperties(commandKey, commandPropertiesDefaults);  
 }  
}

使用HystrixPropertiesFactory来创建feign client接口的属性。

最终调用到HystrixPropertiesStrategy的getCommandProperties。

|  |  |  |
| --- | --- | --- |
| 属性名称 | 属性作用 | 默认值 |
| **circuitBreaker.enabled** | 是否打开熔断 | True |
| **circuitBreaker.requestVolumeThreshold** |  |  |
| **circuitBreaker.requestVolumeThreshold** |  |  |
| **circuitBreaker.sleepWindowInMilliseconds** |  |  |
| **circuitBreaker.errorThresholdPercentage** |  |  |
| **circuitBreaker.forceOpen** |  |  |
| **circuitBreaker.forceClosed** |  |  |
| **execution.isolation.strategy** |  |  |
| **execution.isolation.thread.timeoutInMilliseconds** |  |  |
| **execution.timeout.enabled** |  |  |
| **execution.isolation.thread.interruptOnTimeout** |  |  |
| **execution.isolation.thread.interruptOnFutureCancel** |  |  |
| **execution.isolation.semaphore.maxConcurrentRequests** |  |  |
| **fallback.isolation.semaphore.maxConcurrentRequests** |  |  |
| **fallback.enabled** |  |  |
| **metrics.rollingStats.timeInMilliseconds** |  |  |
| **metrics.rollingStats.numBuckets** |  |  |
| **metrics.rollingPercentile.enabled** |  |  |
| **metrics.rollingPercentile.timeInMilliseconds** |  |  |
| **metrics.rollingPercentile.numBuckets** |  |  |
| **metrics.rollingPercentile.bucketSize** |  |  |
| **metrics.healthSnapshot.intervalInMilliseconds** |  |  |
| **requestCache.enabled** |  |  |
| **threadPoolKeyOverride** |  |  |

HystrixCommandMetrics **metrics**

HystrixThreadPoolKey **threadPoolKey**

以feginClient的name作为一个key。

HystrixThreadPool **threadPool**

**//**AbstractCommand.java

**Command构造函数来创建或者获取线程池：**

**this**.**threadPool** = *initThreadPool*(threadPool, **this**.**threadPoolKey**, threadPoolPropertiesDefaults);

//HystrixThreadPool.java

**static** HystrixThreadPool getInstance(HystrixThreadPoolKey threadPoolKey, HystrixThreadPoolProperties.Setter propertiesBuilder) {String key = threadPoolKey.name();

*//以***threadPoolKey来保存*threadPools map容器中，所以线程池隔离是以一个client***

***//类型来进行隔离的***HystrixThreadPool previouslyCached = ***threadPools***.get(key);  
 **if** (previouslyCached != **null**) {  
 **return** previouslyCached;  
 }**synchronized** (HystrixThreadPool.**class**) {  
 **if** (!***threadPools***.containsKey(key)) {  
 ***threadPools***.put(key, **new** HystrixThreadPoolDefault(threadPoolKey, propertiesBuilder));  
 }  
 }  
 **return *threadPools***.get(key);  
}

**![1605257987(1)](data:image/png;base64,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)**

**//**HystrixThreadPoolDefault 构造函数。

**public** HystrixThreadPoolDefault(HystrixThreadPoolKey threadPoolKey, HystrixThreadPoolProperties.Setter propertiesDefaults) {  
 **this**.**properties** = HystrixPropertiesFactory.*getThreadPoolProperties*(threadPoolKey, propertiesDefaults);  
 HystrixConcurrencyStrategy concurrencyStrategy = HystrixPlugins.*getInstance*().getConcurrencyStrategy();  
 **this**.**queueSize** = **properties**.maxQueueSize().get();  
  
 **this**.**metrics** = HystrixThreadPoolMetrics.*getInstance*(threadPoolKey,  
 concurrencyStrategy.getThreadPool(threadPoolKey, **properties**),  
 **properties**);  
 **this**.**threadPool** = **this**.**metrics**.getThreadPool();  
 **this**.**queue** = **this**.**threadPool**.getQueue();  
HystrixMetricsPublisherFactory.*createOrRetrievePublisherForThreadPool*(threadPoolKey, **this**.**metrics**, **this**.**properties**);  
}

线程池属性获取：

HystrixThreadPoolProperties **properties**;

|  |  |  |
| --- | --- | --- |
| 属性名称 | 属性作用 | 属性默认值 |
| **allowMaximumSizeToDivergeFromCoreSize** | **True：Coresize大于maximum的时候使用coresize** | **false** |
| **coreSize** | **线程池线程基本大小** | 10 |
| **maximumSize** | **线程池最大线程数** | 10 |
| **keepAliveTimeMinutes** | **如果一个线程处在空闲状态的时间超过了该属性值，就会因为超时而退出。** | 1 |
| **maxQueueSize** |  | -1 |
| **queueSizeRejectionThreshold** |  | 5 |
| **metrics.rollingStats.timeInMilliseconds** |  | 10000 |
| **metrics.rollingStats.numBuckets** |  | 10 |

线程池的创建：

**//HystrixConcurrencyStrategy.java**

**public** ThreadPoolExecutor getThreadPool(**final** HystrixThreadPoolKey threadPoolKey, HystrixThreadPoolProperties threadPoolProperties) {  
 **final** ThreadFactory threadFactory = *getThreadFactory*(threadPoolKey);  
  
 **final boolean** allowMaximumSizeToDivergeFromCoreSize = threadPoolProperties.getAllowMaximumSizeToDivergeFromCoreSize().get();  
 **final int** dynamicCoreSize = threadPoolProperties.coreSize().get();  
 **final int** keepAliveTime = threadPoolProperties.keepAliveTimeMinutes().get();  
 **final int** maxQueueSize = threadPoolProperties.maxQueueSize().get();  
 **final** BlockingQueue<Runnable> workQueue = getBlockingQueue(maxQueueSize);  
  
 **if** (allowMaximumSizeToDivergeFromCoreSize) {  
 **final int** dynamicMaximumSize = threadPoolProperties.maximumSize().get();  
 **if** (dynamicCoreSize > dynamicMaximumSize) {  
 **return new** ThreadPoolExecutor(dynamicCoreSize, dynamicCoreSize, keepAliveTime, TimeUnit.***MINUTES***, workQueue, threadFactory);  
 } **else** {  
 **return new** ThreadPoolExecutor(dynamicCoreSize, dynamicMaximumSize, keepAliveTime, TimeUnit.***MINUTES***, workQueue, threadFactory);  
 }  
 } **else** {  
 **return new** ThreadPoolExecutor(dynamicCoreSize, dynamicCoreSize, keepAliveTime, TimeUnit.***MINUTES***, workQueue, threadFactory);  
 }  
}

线程池创建线程的方法：

**private static** ThreadFactory getThreadFactory(**final** HystrixThreadPoolKey threadPoolKey) {  
 **if** (!PlatformSpecific.*isAppEngineStandardEnvironment*()) {  
 **return new** ThreadFactory() {  
 **private final** AtomicInteger **threadNumber** = **new** AtomicInteger(0);  
  
 @Override  
 **public Thread newThread(Runnable r) {  
 Thread thread = new Thread(r, "hystrix-" + threadPoolKey.name() + "-" + threadNumber.incrementAndGet());  
 thread.setDaemon(true);  
 return thread;  
 }**  
 };  
 } **else** {  
 **return** PlatformSpecific.*getAppEngineThreadFactory*();  
 }  
}

HystrixCommand一个command对象创建完成。

**HystrixCommand的执行：**

SynchronousMethodHandler.invoke

在线程池中调用Client的execute

LoadBalancerFeignClient.execute

总结：

一个注解的fegin client相同name类型对应一个HystrixThreadPool。

一个注解的fegin client对象对应一个HystrixInvocationHandler。

一个client对象的Method对应一个MethodHandler。

一次服务之间的rpc调用对应一个HystrixCommand。

做一个http发送的通用写法，可以使用接口类和方法加上注解（请求方法/请求的路径/请求url）

加动态代理实现统一的发送动作。