![logo2](data:image/png;base64,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)

课程实验报告

课 程 名 称： 编译原理

实验项目名称： 上下文无关文法的DFA构建

专 业 班 级： 软件工程2201

姓 名： 滕明君

学 号： 202226010111

指 导 教 师： 黎文伟

完 成 时 间： 2025 年 04 月 26 日

信息科学与工程学院

|  |  |
| --- | --- |
| 实验题目：  上下文无关文法的DFA构建 | |
| 实验目的：   1. 学习和掌握算术表达式文法的LR语法分析 2. 构建TINY语言的完整语法分析器 3. LR(0)自动机构建 4. 语法分析表生成 | |
| 实验环境：  Cangjie、CodeArts IDE for Cangjie | |
| 实验内容及操作步骤：  **一、**  基于给出的数据结构，对文法写出下列功能函数的实现代码：  1) 产生式的FIRST函数求解；  2) 非终结符的FIRST函数求解；  3) 非终结符的FOLLOW函数求解；   1. 产生式的FIRST函数求解；   设计思路：函数从左至右遍历产生式体中的每个文法符号，区分终结符和非终结符处理。遇到终结符时，直接加入First集合并停止推导；遇到非终结符时，合并其First集合，并处理空符的情况。定义循环控制变量nullStand用于判断是否继续推导，当所有符号都可推导为空时添加空符。  代码的大致流程：初始化一个布尔变量nullStand为true，和一个索引`i`从0开始。然后进入一个循环，处理产生式体中的每个文法符号。如果是终结符，就将其加入FIRST集并停止继续处理；如果是非终结符，合并其FIRST集，并检查是否包含空（这里可能是ε）。如果处理完所有符号且nullStand仍为true，就将空符加入FIRST集。  // 核心功能：计算单个产生式的FIRST集合  public func get\_Production\_FIRST(production:Production) {      var nullStand:Bool = true; // 空推导状态标记      var i:Int64 = 0;      // 核心循环：遍历产生式符号      while(nullStand && i<production.pBodySymbolTable.size) {          var currGrammarSymbol = production.pBodySymbolTable[i];            // 关键点1：终结符处理          if(currGrammarSymbol is TerminalSymbol) {              production.pFirstSet.put(currGrammarSymbol as TerminalSymbol); // 直接加入集合              nullStand = false; // 终止推导          }          // 关键点2：非终结符处理          else {              var nts = currGrammarSymbol as NonTerminalSymbol;              production.pFirstSet.putAll(nts.pFirstSet); // 合并FIRST集合              production.pFirstSet.remove(ts\_null); // 临时移除空符                if(!nts.pFirstSet.contains(ts\_null)) {                  nullStand = false; // 发现不可推导为空的符号              }          }          i++;      }      // 关键点3：空符处理      if(nullStand && i == production.pBodySymbolTable.size) {          production.pFirstSet.put(ts\_null); // 所有符号可空时添加      }  }  2）非终结符的FIRST函数求解；  设计思路：函数首先初始化依赖表task\_table和完成集合accomplish\_set，然后进入多轮迭代处理，直到所有非终结符处理完毕。在每轮迭代中，遍历所有非终结符，检查它们的产生式首符号，处理终结符和非终结符的情况，并管理依赖关系。  假设产生式为 E → T E' ：  1. 首符号T是非终结符  2. 检查T是否在accomplish\_set中：  - 若T已完成：将T的FIRST集合合并到E的FIRST集合  - 若T未完成：将T添加到E的依赖表(task\_table)  3. 后续处理E'时，需判断T的FIRST集合是否包含ε  需要特别注意的要点 ：  1. 循环依赖处理 ：  - 通过 if(insert\_nts != nts) 防止非终结符依赖自身  - 使用 task\_table 跟踪未解决的依赖链，通过多轮迭代逐步解决  2. 空产生式处理 ：  - 需要特别注意当产生式体可为空时，需要将ε（ts\_null）加入FIRST集合  - 在合并其他非终结符的FIRST集时需保留ε传播的可能性  public func get\_All\_NTS\_FIRST(){  // ===== 依赖关系管理 =====  // 创建依赖关系表：记录每个非终结符的未解决依赖项  var task\_table:HashMap<NonTerminalSymbol, HashSet<NonTerminalSymbol>> = HashMap<NonTerminalSymbol, HashSet<NonTerminalSymbol>>();  // ... existing code ...  // ===== 多轮迭代处理 =====  // 循环直到所有非终结符完成计算（终止条件：完成集合大小等于总集合大小）  while(accomplish\_set.size != all\_NonTerminalSymbol\_Set.size) {  for(nts in all\_NonTerminalSymbol\_Set) {  var independent = true; // 独立性标志位（当前NT是否无未解决依赖）    // ===== 产生式处理 =====  for(production in nts.pProductionTable) {  // 核心处理逻辑：分析产生式首符号  var grammarSymbol:GrammarSymbol = production.pBodySymbolTable[0];    if(grammarSymbol is NonTerminalSymbol) {  // 处理非终结符依赖链  if(accomplish\_set.contains(insert\_nts)) {  // 依赖项已完成：合并FIRST集合并更新依赖表  nts.pFirstSet.putAll(insert\_nts.pFirstSet);  task\_table[nts].remove(insert\_nts);  } else {  // 检测并处理循环依赖（insert\_nts != nts）  // ... existing code ...  independent = false; // 存在未解决依赖  }  } else {  // 首符号为终结符：直接加入当前NT的FIRST集合  // ... existing code ...  }  }    // ===== 状态更新 =====  // 当所有产生式处理完毕且无依赖时，标记为已完成  if(independent) {  accomplish\_set.put(nts);  }  }  }  }  3）非终结符的FOLLOW函数求解；  设计思路：  将结束符$加入开始符号的FOLLOW  A → αBβ：将FIRST(β)（不含ε）加入B的FOLLOW  A → αB 或 A → αBβ(β→ε)：将FOLLOW(A)加入FOLLOW(B)  代码分为初始化阶段和依赖解析阶段。在初始化阶段，代码遍历所有非终结符及其产生式，建立依赖关系。反向扫描产生式体，从右向左处理符号，合并右侧符号的FIRST集合到当前非终结符的FOLLOW集合中，并处理可能的依赖关系。在依赖解析阶段，使用拓扑排序处理正常依赖，并在检测到循环依赖时进行特殊处理，如强制合并相关FOLLOW集合并标记为已完成。  伪代码：  while 存在未完成的非终结符:  for 每个产生式 A → X1X2...Xn:  for i from n downto 1:  if Xi 是非终结符:  # 处理右侧符号  temp = FIRST(Xi+1...Xn) - {ε}  Xi.FOLLOW |= temp  if ε ∈ FIRST(Xi+1...Xn):  Xi.FOLLOW |= A.FOLLOW  # 记录依赖关系  if A.FOLLOW 未完成:  Xi.dependencies.add(A)  需要特别注意的要点 ：  代码维护了一个依赖图，并通过不断移除已完成的节点来处理依赖关系。但当存在循环依赖时，拓扑排序无法进行，因此需要额外的处理机制。这里的处理方式是在检测到依赖边数量未减少时，强制选择一个未完成的非终结符，合并其相关FOLLOW集合，这可能在某些情况下导致结果不准确，但确保了算法的终止。  代码中的依赖关系管理需要确保不会出现自环边，即非终结符不能依赖自身。这一点通过条件判断temp\_nts != nts来实现，避免了无限循环的产生。  public func get\_All\_NTS\_FOLLOW(){  // ===== 初始化阶段 =====  // 遍历所有非终结符及其产生式，建立FOLLOW依赖关系  for(nts in all\_NonTerminalSymbol\_Set) {  // ... existing code ...    // 反向扫描产生式体（从右向左处理符号）  while(i>=0) {  if(curr\_gs is NonTerminalSymbol) {  // ===== 核心处理逻辑 =====  // 1. 合并右侧符号的FIRST集合（不含空符）  var k:Int64 = i+1;  while(k<=j) {  // 合并右侧符号的FIRST集合到当前非终结符的FOLLOW  temp\_nts.pFollowSet.putAll(FIRST(insert\_k\_gs));  temp\_nts.pFollowSet.remove(ts\_null);  k++;  }  // 2. 动态调整处理区间边界  if(!temp\_nts.pFirstSet.contains(ts\_null)) {  j = i; // 当右侧符号无法推导为空时缩小处理范围  }  // 3. 建立FOLLOW集合的依赖关系  if(nullStand && temp\_nts != nts) {  // 当后续符号都可推导为空时，建立非终结符间的FOLLOW依赖  temp\_nts.pDependentSetInFollow.put(nts);  }  }  // ... existing code ...  }  }  // ===== 依赖解析阶段 =====  // 使用拓扑排序处理正常依赖  while(accomplishment.size != all\_NonTerminalSymbol\_Set.size) {  // ... existing code ...    // ===== 循环依赖处理 =====  if(curr\_dependence\_edge\_num == before\_dependence\_edge\_num) {  // 使用BFS遍历所有相关非终结符  while(!task\_queue.isEmpty()) {  // 广度优先遍历依赖链中的非终结符  var headNts:NonTerminalSymbol = task\_queue[0];  // ... existing code ...  }    // 强制合并循环依赖中的所有FOLLOW集合  for(cNTS in has\_show\_nts) {  deal\_nts.pFollowSet.putAll(cNTS.pFollowSet);  }    // 强制标记为已完成并更新依赖计数  accomplishment.put(deal\_nts);  curr\_dependence\_edge\_num -= dependence\_map[deal\_nts].size;  }  }  }  **二、**  基于给出的数据结构，就LR语法分析写出下列功能函数的实现代码：  1) 一个项集中LR(0)核心项的闭包求解，即实现函数：  void getClosure( ItemSet \*itemSet)；  2) 穷举一个LR(0)项集的变迁，其中包括驱动符的穷举，后继项集的创建，后继项集中核心项的确定，后继项集是否为新项集的判断。即实现函数：  void exhaustTransition(ItemSet \*itemSet)；  3) 文法的LR(0)型DFA求解；  4) 文法是否为SLR(1)文法的判断；  5) LR语法分析表的填写；  1）一个项集中LR(0)核心项的闭包求解，即实现函数：  void getClosure( ItemSet \*itemSet)；  闭包：对于每个项A→α·Bβ，需要将B的所有产生式B→γ的项B→·γ加入闭包。这需要遍历所有相关的非终结符及其产生式。  设计思路：  闭包计算的核心是处理每个项点后的非终结符，将其所有产生式加入闭包，并继续处理这些产生式中的非终结符。BFS确保所有可能的产生式都被覆盖，避免重复处理。  伪代码：  # 伪代码流程  def closure(I):  queue = deque()  # 初始化队列：收集I中所有点号后的非终结符  for item in I:  if item.dot后的符号是B且B是非终结符:  queue.append(B)    # BFS处理  while queue:  B = queue.popleft()  for B→γ in B的所有产生式:  新项 = B→·γ  if 新项不在闭包中:  加入闭包  if γ的第一个符号是C且C是非终结符:  queue.append(C)  return 闭包  需要特别注意的要点 ：  1. 双阶段架构 ：初始化阶段收集核心项符号，BFS阶段展开产生式  2. 防重复机制 ：hasShowSet确保每个非终结符只处理一次  3. 项生成规则 ：为非终结符的每个产生式创建 B→·γ 形式的新项  4. 广度优先优势 ：保证闭包项的生成顺序符合规范要求  5. 类型安全处理 ：通过 is 和 as 运算符确保符号类型转换安全  public func getClosure(itemSet: ItemSet){  // ===== 初始化阶段 =====  // 创建防重复集合和BFS队列  var hasShowSet:HashSet<NonTerminalSymbol> = HashSet<NonTerminalSymbol>();  var prepare\_queue:ArrayList<NonTerminalSymbol> = ArrayList<NonTerminalSymbol>();    // 遍历核心项收集初始非终结符  for(item in itemSet.pItemTable) {  // ... existing code ...  // 核心逻辑：仅处理点号后符号为非终结符的情况  if(curr\_symbol is NonTerminalSymbol) {  // ... existing code ...  }  }  // ===== BFS展开阶段 =====  while(!prepare\_queue.isEmpty()) {  var curr\_NTS:NonTerminalSymbol = prepare\_queue[0];  prepare\_queue.remove(0);  // 遍历当前非终结符的所有产生式  for(production in curr\_NTS.pProductionTable) {  // 核心操作：生成点号在首部的新项  var item:LR0Item = LR0Item(curr\_NTS,production,0,"NONCORE");  itemSet.pItemTable.append(item);  // 处理新项首符号的非终结符  var curr\_symbol:GrammarSymbol = production.pBodySymbolTable[0];  if(curr\_symbol is NonTerminalSymbol) {  // ... existing code ...  // 核心逻辑：发现新非终结符时入队继续展开  if(!hasShowSet.contains(temp\_NTS)) {  // ... existing code ...  }  }  }  }  }  2) 穷举一个LR(0)项集的变迁，其中包括驱动符的穷举，后继项集的创建，后继项集中核心项的确定，后继项集是否为新项集的判断。即实现函数：  void exhaustTransition(ItemSet \*itemSet)；  3) 文法的LR(0)型DFA求解；  状态转移规则 ：  对每个项集I和文法符号X：  创建新项集J = GOTO(I,X)  J包含所有[A→αX·β]形式的项  计算CLOSURE(J)  # 伪代码流程  def build\_automaton():  queue = deque([closure(I0)]) # 初始状态  visited = set()    while queue:  I = queue.popleft()  for X in 所有可能符号:  J = goto(I, X)  if J not in visited:  visited.add(J)  queue.append(J)  record\_transition(I, X, J)  设计思路：  函数使用BFS队列transition\_queue来处理状态项集，初始项集L0被放入队列。然后，遍历队列中的每个项集，收集驱动符号（非终结符和终结符），生成新的项集，并处理状态转移。  关键实现细节：  1. 驱动符号分类：     - 使用drive\_NTS和drive\_TS分别存储不同类型符号     - 通过类型检查(is运算符)实现自动分类  2. 新项集生成：     for(nts in drive\_NTS) {         // 遍历匹配相同非终结符的项         if(curr\_Nts == nts) {             // 创建点号后移的新核心项         }     }  3. 状态去重机制：     if(!contains(Inew)) {         // 计算闭包并注册新状态         getClosure(Inew);         pItemSetTable.append(Inew);     }  public func exhaustTransition(itemSet0:ItemSet) {  // ===== 自动机构建入口 =====  var transition\_queue = ArrayList<ItemSet>();  transition\_queue.append(itemSet0); // 初始化队列放入L0  // ===== 广度优先处理状态 =====  while(!transition\_queue.isEmpty()){  var itemSet = transition\_queue[0];  transition\_queue.remove(0);  // ===== 驱动符号收集阶段 =====  var drive\_NTS = HashSet<NonTerminalSymbol>();  var drive\_TS = HashSet<TerminalSymbol>();  for(item in itemSet.pItemTable) {  // 核心逻辑：仅处理可移入项（点号不在末尾）  if(item.dotPosition < item.production.pBodySymbolTable.size) {  var curr\_symbol = item.production.pBodySymbolTable[item.dotPosition];  // 分类收集驱动符号  if(curr\_symbol is NonTerminalSymbol) {  // ... existing code ...  } else {  // ... existing code ...  }  }  }  // ===== 非终结符转移处理 =====  for(nts in drive\_NTS) {  // 核心操作：生成点号后移的核心项  var Inew = ItemSet(pItemSetTable.size,ArrayList<LR0Item>());  for(item in itemSet.pItemTable) {  if(item.dotPosition < item.production.pBodySymbolTable.size) {  var curr\_Symbol = item.production.pBodySymbolTable[item.dotPosition];  if(curr\_Symbol is NonTerminalSymbol && curr\_Symbol == nts) {  // 创建点号后移的新核心项  var new\_item = LR0Item(..., item.dotPosition+1, "CORE");  Inew.pItemTable.append(new\_item);  }  }  }  // ===== 新状态注册机制 =====  if(!contains(Inew)) {  getClosure(Inew); // 核心操作：计算闭包  pItemSetTable.append(Inew);  transition\_queue.append(Inew);  }  pTransitionEdgeTable.append(...); // 记录转移边  }  // ===== 终结符转移处理（与非终结符对称逻辑）=====  // ... existing code ...  }  }  4) 文法是否为SLR(1)文法的判断；  SLR(1)冲突定义 ：  - 当同一项集中出现以下情况时存在冲突：  - 移进符集合(S) ∩ 规约符FOLLOW集(R) ≠ ∅  - 多个规约项的FOLLOW集存在交集  伪代码：  # 伪代码流程  def check\_conflict():  for 每个项集I in 所有LR(0)项集:  移进符集合 = {a | [A→α·aβ] ∈ I}  规约符集合 = [FOLLOW(B) | [B→γ·] ∈ I]    if 移进符集合与任意FOLLOW集有交集:  return False  if 任意两个FOLLOW集有交集:  return False  return True  设计思路：  代码遍历每个LR(0)项集，收集所有可能的移进和规约动作的终结符集合，然后检查这些集合之间是否有交集。如果有交集，说明存在冲突，文法不是SLR(1)；否则是。  代码使用双重循环，外层遍历项集，内层处理每个项。对于每个项，如果是可移进项，收集对应的终结符；如果是可规约项，添加其FOLLOW集。然后调用judgeSetHasUnion检查冲突。  核心检测流程分解：  1. 冲突集合初始化：  - drive\_nt\_set收集移进动作的终结符（可移入项）  - all\_Set存储所有可能冲突的集合（移进符+各规约符FOLLOW集）  2. 双重循环检测：  var hasSame = judgeSetHasUnion(all\_Set); // 检测集合两两交集  public func judge\_SLR1():Bool {  // ===== 遍历所有LR(0)项集 =====  for(itemSet in pItemSetTable) {  // 冲突检测数据结构初始化  var all\_Set = ArrayList<HashSet<TerminalSymbol>>(); // 存储所有可能冲突的符号集合  var drive\_nt\_set = HashSet<TerminalSymbol>(); // 移进动作的终结符集合  all\_Set.append(drive\_nt\_set); // 首元素为移进符集合  // ===== 遍历项集中每个项目 =====  for(item in itemSet.pItemTable) {  // 可移进项处理（点号不在末尾）  if(item.dotPosition < item.production.pBodySymbolTable.size) {  var currSymbol = item.production.pBodySymbolTable[item.dotPosition];  // 收集移进动作的终结符  if(currSymbol is TerminalSymbol) {  var currTs = currSymbol as TerminalSymbol ?? none\_TerminalSymbol;  if(currTs != none\_TerminalSymbol) {  drive\_nt\_set.put(currTs); // 核心操作：记录移进符  }  }  }  // 可规约项处理（点号在末尾）  else {  var currNts = item.nonTerminalSymbol;  all\_Set.append(currNts.pFollowSet); // 核心操作：添加FOLLOW集合  }  }  // ===== 冲突检测 =====  var hasSame = judgeSetHasUnion(all\_Set);  if(hasSame) return false; // 发现冲突立即返回  }  return true; // 全部项集无冲突  }  5) LR语法分析表的填写；  设计思路：  遍历所有LR(0)项集  对每个项集I：  移进项：收集所有可能的移进符号（终结符）  规约项：收集对应非终结符的FOLLOW集  填充ACTION表：  移进符号→s+目标状态  FOLLOW集符号→r+产生式编号  填充GOTO表：  非终结符→目标状态  public func create\_LR1\_Analysis\_Table(){  // ===== 初始化阶段 =====  // 获取接受状态（acc状态）  var accItemSet:ItemSet = getAcc();  // 初始化ACTION和GOTO表数据结构  for(itemSet in pItemSetTable) {  pActionCellTable.put(itemSet,HashMap<TerminalSymbol, ActionCell>()); // 每个状态的ACTION表（终结符→动作）  pGOTOCellTable.put(itemSet,HashMap<NonTerminalSymbol, GotoCell>()); // 每个状态的GOTO表（非终结符→转移）  }  // ===== 处理状态转移边 =====  for(edge in pTransitionEdgeTable) {  var currGS:GrammarSymbol = edge.driverSymbol;    // 终结符处理（移进动作）  if(currGS is TerminalSymbol) {  var currTS:TerminalSymbol = currGS as TerminalSymbol ?? none\_TerminalSymbol;  if(currTS != none\_TerminalSymbol) {  // 核心操作：创建移进动作（s+目标状态）  var new\_ac:ActionCell = ActionCell(edge.fromItemSet.stateId,edge.driverSymbol.name,"s",edge.toItemSet.stateId);    // 特殊处理接受状态  if(edge.toItemSet.stateId == accItemSet.stateId) {  new\_ac.actionType = "acc"; // 标记为接受动作  }  pActionCellTable[edge.fromItemSet].put(currTS,new\_ac)  }  }  // 非终结符处理（GOTO转移）  else {  var currNTS:NonTerminalSymbol = currGS as NonTerminalSymbol ?? none\_NonTerminalSymbol;  if(currNTS != none\_NonTerminalSymbol) {  // 核心操作：记录GOTO转移  var new\_gt:GotoCell = GotoCell(edge.fromItemSet.stateId,currNTS.name,edge.toItemSet.stateId);  pGOTOCellTable[edge.fromItemSet].put(currNTS,new\_gt);  }  }  }  // ===== 处理规约项 =====  for(itemSet in pItemSetTable) {  for(item in itemSet.pItemTable) {  // 检测规约项（点号在产生式末尾）  if(item.dotPosition == item.production.pBodySymbolTable.size) {  var currHeadNTS:NonTerminalSymbol = item.nonTerminalSymbol;  // 核心操作：遍历FOLLOW集添加规约动作  for(ts in currHeadNTS.pFollowSet) {  var new\_ac:ActionCell = ActionCell(itemSet.stateId,ts.name,"r",item.production.productionId);  pActionCellTable[itemSet].put(ts,new\_ac);  }  }  }  }  }  **三、**  首先以算术运算表达式的文法来验证程序代码的正确性，然后再以TINY语言的文法来验证程序代码的正确性，并得出TINY语言的语法分析表。  文法定义层  // 典型文法构造过程（以算术表达式为例）  public func create\_Arithmetic\_Grammar() {      // 非终结符层次构建      var nts\_E = NonTerminalSymbol("E","NONTERMINAL");      var nts\_T = NonTerminalSymbol("T","NONTERMINAL");        // 运算符终结符定义      var ts\_plus = TerminalSymbol("+","TERMINAL","OPERATOR");        // 产生式定义（体现运算符优先级）      var production = Production(1,3);      production.pBodySymbolTable.append(nts\_E, ts\_plus, nts\_T);  }   * 采用面向对象方式管理符号体系 * 通过产生式层级体现运算符优先级 * 全局符号表实现符号统一管理   自动机构建层  public func create\_Arithmetic\_Grammar\_LR0\_DFA() {      // 初始化核心项      var I0\_0\_item = LR0Item(...);        // 项集闭包计算      getClosure(I0);        // 状态转移构建      exhaustTransition(I0);  }   * 实现LR(0)项集闭包算法 * 自动生成DFA状态转移关系 * 可视化展示项集族   语法分析层  // 状态栈驱动逻辑  while(!pStateStack.isEmpty()) {      // ACTION/GOTO表查询      var indicator = pActionCellTable[...];        // 移进-规约决策      match indicator.actionType {          case "s": handleShift();          case "r": handleReduce();      }  }   * 基于状态栈的移进-规约机制 * 双重哈希表实现快速ACTION/GOTO查询 * 实时状态追踪与错误中断   二、核心数据结构    class TerminalSymbol {          +String name          +String type          +String category      }        class NonTerminalSymbol {          +String name          +ArrayList~Production~ pProductionTable          +HashSet~TerminalSymbol~ pFollowSet      }        class Production {          +Int64 id          +ArrayList~Symbol~ pBodySymbolTable      }        class LR0Item {          +NonTerminalSymbol head          +Production production          +Int64 dotPos      }        TerminalSymbol <|-- NonTerminalSymbol      NonTerminalSymbol "1" \*-- "\*" Production      Production "1" o-- "\*" Symbol      LR0Item --> Production  三、关键算法实现  FIRST/FOLLOW集计算  // 非终结符FIRST集计算  public func get\_All\_NTS\_FIRST() {      // 递归处理空产生式      // 处理终结符首符号  }  // FOLLOW集传播算法  public func get\_All\_NTS\_FOLLOW() {      // 处理产生式右部符号关系      // 实现集合传播规则  }  SLR冲突检测  public func judge\_SLR1() {      // 遍历所有状态项集      // 检查FOLLOW集交集情况      // 返回是否满足SLR(1)条件  }  四、设计亮点  双文法支持架构  同时支持算术表达式和TINY语言文法  通过create\_Arithmetic\_Grammar/create\_TINY切换模式  可扩展产生式系统  // 动态添加产生式示例  nts\_E.pProductionTable.append(      Production(10,2)          .addSymbol(nts\_E)          .addSymbol(ts\_power)          .addSymbol(nts\_F)  );  可视化调试接口  // 输出产生式FIRST集  show\_All\_Production\_FIRST();  // 展示DFA状态转移图  show\_All\_itemSet();  该实现完整实现了从文法定义到语法分析的完整工具链，采用模块化设计便于教学演示和算法验证，其分层架构和面向对象设计为后续扩展LL(1)分析器等组件奠定了良好基础。  收获与体会：  一、理论落地能力提升  1. LR分析具象化 通过实现 create\_Arithmetic\_Grammar\_LR0\_DFA 方法，真正理解了项集闭包计算过程。调试时看到控制台打印的 I0: [E'→·E$] 等状态项，原本抽象的LR(0)自动机概念瞬间具象化。  2. 文法冲突检测 在 judge\_SLR1 方法中处理FOLLOW集交集问题时，深刻体会到教材中"两个产生式FOLLOW集不能相交"的理论约束。当测试用例 num\*(num+num) 触发规约冲突时，通过修改产生式优先级解决问题，这种实战经验非常宝贵。  二、工程实践突破  1. 符号表架构设计 创建 TerminalSymbol 和 NonTerminalSymbol 类时，最初纠结于是否要分离符号类型。当实现到 get\_All\_NTS\_FOLLOW 方法时，发现通过继承体系管理符号属性能显著简化集合运算，这种设计取舍经验是课堂上学不到的。  2. 调试技巧进阶 在 judge\_Sentence\_LR\_Grammar 中设置状态栈打印  通过观察状态跳转序列，成功定位了产生式编号映射错误，这种调试方法论对后续开发复杂系统至关重要。  三、认知维度拓展  1. 工具链认知 通过实现 show\_All\_itemSet 可视化方法，认识到编译器前端各阶段的衔接关系。当看到完整的DFA状态图时，突然理解到Yacc等工具的内部工作原理。  2. 错误处理哲学 在 judge\_Sentence\_LR\_Grammar 中设计立即失败策略：  这种"快速失败"的设计理念，改变了以往过度追求容错率的思维定式，对软件工程质量有了新认知。 | |
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