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# Формирования двумерной случайной величины

Формировать двумерную случайную величину будем согласно алгоритму, описанному в задаче.  
Для формирования эксперимента будем использовать следующую форму:  
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где из весов матрицы сформируем теоретическую матрицу вероятностей.  
Используем полученные ранее знания о генерации excel файлов для записи отчетов по экспериментам.

Теоретическая матрица вероятностей и значения векторов:
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Эмпирическая матрица вероятностей для 1000 случайных двумерных величин:  
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Группы по ячейкам матрицы, а также гистограммы A и B
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# Статистическое исследование

Все оценки полученных двумерных случайных величин выведем в таблицу

|  |  |
| --- | --- |
| (A)выборочное среднее: | 1.594 |
| (A)Несмещенная состоятельная оценка дисперсии S02: | 0.241405405 |
| (A)Cмещенная состоятельная оценка дисперсии S2: | 0.241164 |
| (A)Состоятельная оценка среднеквадратичного отклонения: | 0.491330241 |
| (A)Выборочный начальный момент 1-го порядка: | 1.594 |
| (A)Выборочный центральный момент 1-го порядка: | 0.001 |
| (A)Выборочный начальный момент 2-го порядка: | 2.782 |
| (A)Выборочный центральный момент 2-го порядка: | 241.165 |
| (A)Выборочный начальный момент 3-го порядка: | 5.158 |
| (A)Выборочный центральный момент 3-го порядка: | -45.337832 |
| (A)Выборочный начальный момент 4-го порядка: | 9.91 |
| (A)Выборочный центральный момент 4-го порядка: | 66.68477531 |
| (A)Выборочный начальный момент 5-го порядка: | 19.414 |
| (A)Выборочный центральный момент 5-го порядка: | -23.46964384 |
| (B)выборочное среднее | 3.707 |
| (B)Несмещенная состоятельная оценка дисперсии S02: | 0.207358358 |
| (B)Cмещенная состоятельная оценка дисперсии S2: | 0.207151 |
| (B)Состоятельная оценка среднеквадратичного отклонения: | 0.455366181 |
| (B)Выборочный начальный момент 1-го порядка: | 3.707 |
| (B)Выборочный центральный момент 1-го порядка: | 0.001 |
| (B)Выборочный начальный момент 2-го порядка: | 13.949 |
| (B)Выборочный центральный момент 2-го порядка: | 207.152 |
| (B)Выборочный начальный момент 3-го порядка: | 53.159 |
| (B)Выборочный центральный момент 3-го порядка: | -85.759514 |
| (B)Выборочный начальный момент 4-го порядка: | 204.725 |
| (B)Выборочный центральный момент 4-го порядка: | 78.4173896 |
| (B)Выборочный начальный момент 5-го порядка: | 795.167 |
| (B)Выборочный центральный момент 5-го порядка: | -50.22876153 |
| Несмещенная состоятельная оценка корреляционного момента kab: | -0.006964965 |
| Состоятельная оценка коэффициента корреляции rab | -0.031130398 |

По последним двум оценкам, приближающимся к 0 можно утверждать, что генерация двумерной случайной величины корректна.

Подсчет доверительных интервалов также выполняется автоматически:  
![Изображение выглядит как стол

Автоматически созданное описание](data:image/png;base64,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)  
Теоретические ma и mb находятся в пределах интервала, значит эксперимент корректен

# Листинг кода

## Главный файл

package ipr\_one  
  
import java.awt.FlowLayout  
import java.awt.event.KeyAdapter  
import java.awt.event.KeyEvent  
import javax.swing.\*  
  
class IprOneInputGetter : JFrame("VectorsGetter") {  
 companion object {  
 @JvmStatic  
 fun main(args: Array<String>) {  
 //remove annoying warning "Graphics2D from BufferedImage lacks BUFFERED\_IMAGE hint", was actual for 1/2 PC  
 System.setProperty("org.apache.batik.warn\_destination", "false")  
  
 SwingUtilities.invokeLater **{** IprOneInputGetter() **}** }  
 val excelReportGenerator = ExcelReportGenerator()  
 val random2DValueGenerator = Random2DValueGenerator(isRealRandom = true, isDebug = false)  
 }  
 var button = JButton("Process")  
 val label = JLabel("Задайте целочисленные значения")  
  
 val labelN = JLabel("n =")  
 val textFieldN = JTextField(ParamsSaver.loadIprOneParams().n.toString(), 4)  
  
 val labelM = JLabel("m =")  
 val textFieldM = JTextField(ParamsSaver.loadIprOneParams().m.toString(), 4)  
  
 val labelMatrix = JLabel("Веса матрицы =")  
 val textFieldMatrix = JTextField(ParamsSaver.loadIprOneParams().matrix, 23)  
  
 val labelA = JLabel("Значения вектора А =")  
 var textFieldA = JTextField(ParamsSaver.loadIprOneParams().vectorAString, 20)  
  
 val labelB = JLabel("Значения вектора B= ")  
 var textFieldB = JTextField(ParamsSaver.loadIprOneParams().vectorBString, 20)  
  
 val labelRVN = JLabel("Число случайных величин:")  
 var textFieldRVN = JTextField(ParamsSaver.loadIprOneParams().RVN.toString(), 10)  
  
 init {  
 *layout* = FlowLayout()  
 *defaultCloseOperation* = *EXIT\_ON\_CLOSE* setLocationRelativeTo(null)  
 *isVisible* = true  
 setSize(420, 200)  
  
 val keyListener = object : KeyAdapter() {  
 override fun keyTyped(e: KeyEvent) {  
 val c = e.*keyChar* if (!((c in '0'..'9')  
 || c.*code* == KeyEvent.*VK\_BACK\_SPACE* || c.*code* == KeyEvent.*VK\_SPACE* || c.*code* == KeyEvent.*VK\_DELETE*)) {  
 *toolkit*.beep()  
 e.consume()  
 }  
 }  
 }  
 textFieldN.addKeyListener(keyListener)  
 textFieldM.addKeyListener(keyListener)  
 textFieldMatrix.addKeyListener(keyListener)  
 textFieldA.addKeyListener(keyListener)  
 textFieldB.addKeyListener(keyListener)  
 textFieldRVN.addKeyListener(keyListener)  
  
 button.addActionListener **{** processButtonClick()  
 **}** add(label)  
 add(labelN)  
 add(textFieldN)  
 add(labelM)  
 add(textFieldM)  
 add(labelMatrix)  
 add(textFieldMatrix)  
 add(labelA)  
 add(textFieldA)  
 add(labelB)  
 add(textFieldB)  
 add(labelRVN)  
 add(textFieldRVN)  
 add(button)  
 }  
  
 private fun processButtonClick() {  
 try {  
 val n = textFieldN.*text*.*toInt*().*also* **{** *println*("n = $**it**") **}** val m = textFieldM.*text*.*toInt*().*also* **{** *println*("m = $**it**") **}** val matrixString = textFieldMatrix.*text*.*also* **{** *println*("matrix string = $**it**") **}** val vectorAString = textFieldA.*text*.*also* **{** *println*("Vector A = $**it**") **}** val vectorBString = textFieldB.*text*.*also* **{** *println*("Vector B = $**it**") **}** val RVN = textFieldRVN.*text*.*toInt*().*also* **{** *println*("число случайных величин = $**it**") **}** val vectorA = vectorAString.*trim*().*split*(" ").*map* **{ it**.*toInt*() **}** val vectorB = vectorBString.*trim*().*split*(" ").*map* **{ it**.*toInt*() **}** InputValidator.validateInput(n, m, matrixString, vectorAString, vectorBString, RVN)  
 val probMatrix = excelReportGenerator.generateProbabilityMatrix(n, m, matrixString, vectorA, vectorB)  
 val listToAnalyze = random2DValueGenerator.invoke(  
 probMatrix = probMatrix,  
 vectorA = vectorA,  
 vectorB = vectorB,  
 RVN = RVN  
 )  
 val empiricalMatrix = excelReportGenerator.generateEmpiricalDistributionMatrix(  
 n = n,  
 m = m,  
 list = listToAnalyze,  
 vectorA = vectorA,  
 vectorB = vectorB  
 )  
 random2DValueGenerator.drawVectorsHist(listToAnalyze, empiricalMatrix, vectorA, vectorB)  
 excelReportGenerator.generateEstimatesSheet(listToAnalyze, RVN, probMatrix, vectorA, vectorB)  
 excelReportGenerator.generateDataListSheet(listToAnalyze)  
 ParamsSaver.saveIprOneParams(IprOneParams(  
 n = n,  
 m = m,  
 matrix = matrixString,  
 vectorAString = vectorAString,  
 vectorBString = vectorBString,  
 RVN = RVN  
 ))  
 } catch (e:Exception) {  
 JOptionPane.showMessageDialog(  
 this@IprOneInputGetter,  
 """  
 Ошибка во время процессинга:  
 ${e.message}  
 """.*trimIndent*()  
 )  
 }  
 }  
}

## Валидация ввода

package ipr\_one  
  
object InputValidator {  
  
 fun validateInput(n: Int, m: Int, matrixString: String, vectorAString: String, vectorBString: String, RVN:Int) {  
 val matrixWeights = matrixString.*trim*().*split*(" ")  
 if (n == 0) throw Exception("n не может быть 0")  
 if (m == 0) throw Exception("m не может быть 0")  
 if (n\*m != matrixWeights.size) throw Exception("размер матрицы не равен n\*m")  
 val vectorAList = vectorAString.*trim*().*split*(" ")  
 val vectorBList = vectorBString.*trim*().*split*(" ")  
 if (vectorAList.size != n) throw Exception("размер вектора А не равен n")  
 if (vectorBList.size != m) throw Exception("размер вектора B не равен m")  
 if (RVN == 0) throw Exception("Число случайных величин должно быть хотя бы 1")  
 }  
}

## Сохранение введенных параметров

package ipr\_one  
  
import java.util.prefs.Preferences  
  
object ParamsSaver {  
 private fun prefNode(): Preferences = Preferences.userRoot().node("MMOD\_STORAGE")  
  
 fun loadIprOneParams(): IprOneParams {  
 return prefNode().*run* **{** IprOneParams(  
 n = getInt(IprOneParams.N\_KEY, 2),  
 m = getInt(IprOneParams.M\_KEY, 2),  
 matrix = get(IprOneParams.MATRIX\_KEY, "1 2 3 4"),  
 vectorAString = get(IprOneParams.VECTOR\_A\_KEY,"1 2"),  
 vectorBString = get(IprOneParams.VECTOR\_B\_KEY," 3 4"),  
 RVN = getInt(IprOneParams.RVN\_KEY,200)  
 )  
 **}** }  
 fun saveIprOneParams(params: IprOneParams) {  
 prefNode().*apply* **{** putInt(IprOneParams.N\_KEY, params.n)  
 putInt(IprOneParams.M\_KEY, params.m)  
 put(IprOneParams.MATRIX\_KEY, params.matrix)  
 put(IprOneParams.VECTOR\_A\_KEY, params.vectorAString)  
 put(IprOneParams.VECTOR\_B\_KEY, params.vectorBString)  
 putInt(IprOneParams.RVN\_KEY, params.RVN)  
 **}** }  
}  
  
data class IprOneParams(  
 val n: Int,  
 val m: Int,  
 val matrix: String,  
 val vectorAString: String,  
 val vectorBString: String,  
 val RVN: Int  
) {  
 companion object{  
 const val N\_KEY = "n"  
 const val M\_KEY = "M"  
 const val MATRIX\_KEY = "matrix"  
 const val VECTOR\_A\_KEY = "vectorA"  
 const val VECTOR\_B\_KEY = "vectorB"  
 const val RVN\_KEY = "RVN"  
 }  
}

## Генерация двумерной случайно величины

package ipr\_one  
  
import kr\_one.RandomEventGenerator  
import org.jetbrains.letsPlot.GGBunch  
import org.jetbrains.letsPlot.geom.geomHistogram  
import org.jetbrains.letsPlot.intern.Plot  
import org.jetbrains.letsPlot.label.ggtitle  
import org.jetbrains.letsPlot.letsPlot  
  
fun main() {  
 //remove annoying warning "Graphics2D from BufferedImage lacks BUFFERED\_IMAGE hint", was actual for 1/2 PC  
 System.setProperty("org.apache.batik.warn\_destination", "false")  
 val random2DValueGenerator = Random2DValueGenerator(isRealRandom = true, isDebug = true)  
 val result = random2DValueGenerator.invoke(  
 probMatrix = *arrayOf*(  
 *doubleArrayOf*(1 / 8.0, 2 / 8.0, 2 / 8.0),  
 *doubleArrayOf*(0.0, 0.0, 3 / 8.0)  
 ),  
 vectorA = *listOf*(10, 20, 30),  
 vectorB = *listOf*(40, 50),  
 RVN = 10  
 )  
 *println*("size=" + result.size)  
  
}  
  
class Random2DValueGenerator(  
 val isRealRandom: Boolean,  
 val isDebug: Boolean  
) {  
 private val randomEventGenerator = RandomEventGenerator(isRealRandom = isRealRandom, isDebug = false)  
  
 operator fun invoke(  
 probMatrix: Array<DoubleArray>,  
 vectorA: List<Int>,  
 vectorB: List<Int>,  
 RVN: Int  
 ): List<Result> {  
 val result: MutableList<Result> = *mutableListOf*()  
 if (isDebug) {  
 probMatrix.*forEachIndexed* **{** index, doubles **->** *println*("строка $index значения:")  
 doubles.*forEach* **{** *print*("$**it**;")  
 **}** *print*("\n")  
 **}** }  
 *repeat*(RVN) **{** var randomNumber = randomEventGenerator.invoke(0.5).randomNumber  
 var tempSumToCompare = 0.0  
  
 probMatrix.*forEachIndexed* **{** row, doubles **->** doubles.*forEachIndexed* **{** column, d **->** tempSumToCompare += d  
 if (randomNumber <= tempSumToCompare) {  
 result += Result(  
 a = vectorA[column],  
 b = vectorB[row],  
 row = row,  
 column = column,  
 randomNumber = randomNumber  
 )  
 if (isDebug) {  
 *println*("число $randomNumber")  
 *println*("строка $row")  
 *println*("столбец $column")  
 }  
 //to not add more numbers  
 randomNumber = 2.0  
 }  
 **}  
 }  
 }** *println*("Фактическое кол-во элементов в списке для анализа: ${result.size}")  
 return result  
 }  
  
 data class Result(  
 val a: Int,  
 val b: Int,  
 val row: Int,  
 val column: Int,  
 val randomNumber: Double  
 )  
  
 fun drawVectorsHist(list: List<Result>, probMatrix: Array<DoubleArray>,vectorA: List<Int>, vectorB: List<Int>) {  
 GGBunch().*apply* **{** addPlot(groupsPlot(list, probMatrix, vectorA, vectorB), 0, 0, width = 500, height = 500)  
 addPlot(vectorAPlot(list),500, 0, width = 400, height = 500)  
 addPlot(vectorBPlot(list), 900, 0, width = 400, height = 500)  
 show()  
 **}** }  
  
 private fun groupsPlot(list: List<Result>, probMatrix: Array<DoubleArray>,vectorA: List<Int>, vectorB: List<Int>) : Plot {  
 val possibleEventSublist: MutableList<Triple<Int, Int, String>> = *mutableListOf*()  
 probMatrix.*forEachIndexed* **{** row, doubles **->** doubles.*forEachIndexed* **{** column, d **->** possibleEventSublist += Triple(row, column, "b$row=${vectorB[row]};a$column=${vectorA[column]}")  
 **}  
 }** val resultCondList: MutableList<String> = *mutableListOf*()  
 val resultXList: MutableList<Double> = *mutableListOf*()  
  
 possibleEventSublist.*forEach* **{** possibleEvent **->** val resultXListIteration = list  
 .*filter* **{ it**.row == possibleEvent.first && **it**.column == possibleEvent.second **}** .*map* **{ it**.randomNumber **}** resultCondList += list  
 .*filter* **{ it**.row == possibleEvent.first && **it**.column == possibleEvent.second **}** .*map* **{** possibleEvent.third **}** resultXList += resultXListIteration  
 *println*("event ${possibleEvent.third}: size = ${resultXListIteration.size}")  
 **}** val data = *mapOf*<String, Any>(  
 "cond" *to* resultCondList,  
 "x" *to* resultXList  
 )  
 val p = *letsPlot*(data) **{**x = "x"; fill = "cond"**}** return p+ geomHistogram(boundary = 0.0, binWidth = 0.05) + *ggtitle*("Группы соответствуют каждой ячейке матрицы")  
 }  
  
 private fun vectorAPlot(list: List<Result>): Plot {  
 val data = *mapOf*(  
 "a" *to* list.*map* **{ it**.a **}** )  
 val p = *letsPlot*(data) **{**x = "a"**}** return p+ geomHistogram() + *ggtitle*("гистограмма А")  
 }  
  
 private fun vectorBPlot(list: List<Result>): Plot {  
 val data = *mapOf*(  
 "b" *to* list.*map* **{ it**.b **}** )  
 val p = *letsPlot*(data) **{**x = "b"**}** return p+ geomHistogram() + *ggtitle*("гистограмма B")  
 }  
}

## Генерация excel-отчета

package ipr\_one  
  
import kr\_two.OSDetector  
import org.apache.poi.hssf.usermodel.HSSFWorkbook  
import org.apache.poi.ss.usermodel.FillPatternType  
import org.apache.poi.ss.usermodel.IndexedColors  
import java.io.File  
import java.io.FileOutputStream  
import kotlin.math.pow  
import kotlin.math.sqrt  
  
  
class ExcelReportGenerator {  
 private val workbook = HSSFWorkbook()  
 private val vectorACellStyle = workbook.createCellStyle().*apply* **{** *fillForegroundColor* = IndexedColors.*LEMON\_CHIFFON*.getIndex()  
 *fillPattern* = FillPatternType.*SOLID\_FOREGROUND* **}** private val vectorBCellStyle = workbook.createCellStyle().*apply* **{** *fillForegroundColor* = IndexedColors.*LIGHT\_ORANGE*.getIndex()  
 *fillPattern* = FillPatternType.*SOLID\_FOREGROUND* **}** fun generateProbabilityMatrix(  
 n: Int,  
 m: Int,  
 matrixString: String,  
 vectorA: List<Int>,  
 vectorB: List<Int>  
 ): Array<DoubleArray> {  
 //for 2nd process button click  
 *repeat*(workbook.*numberOfSheets*) **{** workbook.removeSheetAt(0)  
 **}** val matrixWeights = matrixString.*trim*().*split*(" ").*map* **{ it**.*toInt*() **}** val matrixSum = matrixWeights.*sum*().*also* **{** *println*("Сумма весов матрицы: $**it**") **}** val matrix = Array(m) **{** row **->** DoubleArray(n) **{** column **->** matrixWeights[row \* n + column] / matrixSum.toDouble()  
 **}  
 }** val sheet = workbook.createSheet(MATRIX\_SHEET\_NAME)  
 var summ = 0.0  
 //shift n m to +1 to set vector values to table also  
 *repeat*(m + 1) **{** rowIndex **->** if (rowIndex == 0) {  
 sheet.createRow(0).*apply* **{** createCell(0).setCellValue("B\\A")  
 *repeat*(n) **{** columnIndex **->** createCell(columnIndex + 1).*apply* **{** setCellValue(vectorA[columnIndex].toString())  
 setCellStyle(vectorACellStyle)  
 **}  
 }  
 }** } else {  
 sheet.createRow(rowIndex).*apply* **{** *repeat*(n + 1) **{** columnIndex **->** if (columnIndex == 0) {  
 createCell(0).*apply* **{** setCellValue(vectorB[rowIndex - 1].toString())  
 setCellStyle(vectorBCellStyle)  
 **}** } else {  
 val value = matrix[rowIndex - 1][columnIndex - 1]  
 summ += value  
 createCell(columnIndex).setCellValue(value)  
 }  
 **}  
 }** }  
 **}** //https://stackoverflow.com/questions/15625556/adding-and-subtracting-doubles-are-giving-strange-results  
 //if (summ != 1.0) throw Exception("Сумма вероятностей не равна 1. Степень двойки в знаменателе поправит проблему")  
 *repeat*(n) **{** sheet.setColumnWidth(**it**, 13 \* 256)  
 **}** *println*("Сумма всех ячеек: $summ")  
 return matrix  
 }  
  
 fun generateEmpiricalDistributionMatrix(  
 n: Int,  
 m: Int,  
 list: List<Random2DValueGenerator.Result>,  
 vectorA: List<Int>,  
 vectorB: List<Int>  
 ): Array<DoubleArray> {  
 val empiricalMatrix = Array(m) **{** row **->** DoubleArray(n) **{** column **->** list.*filter* **{ it**.row == row && **it**.column == column **}**.size / list.size.toDouble()  
 **}  
 }** val sheet = workbook.createSheet(EMPIRICAL\_MATRIX\_SHEET\_NAME)  
 var summ = 0.0  
 //shift n m to +1 to set vector values to table also  
 *repeat*(m + 1) **{** rowIndex **->** if (rowIndex == 0) {  
 sheet.createRow(0).*apply* **{** createCell(0).setCellValue("emp.B\\A")  
 *repeat*(n) **{** columnIndex **->** createCell(columnIndex + 1).*apply* **{** setCellValue(vectorA[columnIndex].toString())  
 setCellStyle(vectorACellStyle)  
 **}  
 }  
 }** } else {  
 sheet.createRow(rowIndex).*apply* **{** *repeat*(n + 1) **{** columnIndex **->** if (columnIndex == 0) {  
 createCell(0).*apply* **{** setCellValue(vectorB[rowIndex - 1].toString())  
 setCellStyle(vectorBCellStyle)  
 **}** } else {  
 val value = empiricalMatrix[rowIndex - 1][columnIndex - 1]  
 summ += value  
 createCell(columnIndex).setCellValue(value)  
 }  
 **}  
 }** }  
 **}** *repeat*(n) **{** sheet.setColumnWidth(**it**, 13 \* 256)  
 **}** *println*("Сумма всех ячеек эмпирически: $summ")  
 return empiricalMatrix  
 }  
  
 fun generateEstimatesSheet(  
 list: List<Random2DValueGenerator.Result>,  
 RVN: Int,  
 theoreticalMatrix: Array<DoubleArray>,  
 vectorA: List<Int>,  
 vectorB: List<Int>  
 ) {  
 val reportList = *mutableListOf*<Pair<String, String>>()  
  
 */\*\*  
 \*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_Анализируем a\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
 \*/* val aList = list.*map* **{ it**.a **}** val dA = aList.*average*().*also* **{** reportList.add("(A)выборочное среднее:" *to* **it**.toString())  
 **}** val aS02 = 1.0 / (RVN - 1) \* aList.*fold*(0.0) **{** sum, element **->** sum + (element - dA).*pow*(2)  
 **}** reportList.add("(A)Несмещенная состоятельная оценка дисперсии S02:" *to* aS02.toString())  
 val aS2 = 1.0 / RVN \* aList.*fold*(0.0) **{** sum, element **->** sum + (element - dA).*pow*(2)  
 **}** reportList.add("(A)Cмещенная состоятельная оценка дисперсии S2:" *to* aS2.toString())  
 val aS0 = *sqrt*(aS02)  
 reportList.add("(A)Состоятельная оценка среднеквадратичного отклонения:" *to* aS0.toString())  
 *repeat*(5) **{** k **->** val aak = 1.0 / RVN \* aList.*fold*(0.0) **{** sum, element **->** sum + element.toDouble().*pow*(k + 1)  
 **}** reportList.add("(A)Выборочный начальный момент ${k + 1}-го порядка:" *to* aak.toString())  
 val amuk = 1.0 / RVN + aList.*fold*(0.0) **{** sum, element **->** sum + (element - dA).*pow*(k + 1)  
 **}** reportList.add("(A)Выборочный центральный момент ${k + 1}-го порядка:" *to* amuk.toString())  
 **}** */\*\*  
 \*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_Анализируем b\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
 \*/* val bList = list.*map* **{ it**.b **}** val dB = bList.*average*()  
 reportList.add("(B)выборочное среднее" *to* dB.toString())  
 val bS02 = 1.0 / (RVN - 1) \* bList.*fold*(0.0) **{** sum, element **->** sum + (element - dB).*pow*(2)  
 **}** reportList.add("(B)Несмещенная состоятельная оценка дисперсии S02:" *to* bS02.toString())  
 val bS2 = 1.0 / RVN \* bList.*fold*(0.0) **{** sum, element **->** sum + (element - dB).*pow*(2)  
 **}** reportList.add("(B)Cмещенная состоятельная оценка дисперсии S2:" *to* bS2.toString())  
 val bS0 = *sqrt*(bS02)  
 reportList.add("(B)Состоятельная оценка среднеквадратичного отклонения:" *to* bS0.toString())  
 *repeat*(5) **{** k **->** val bak = 1.0 / RVN \* bList.*fold*(0.0) **{** sum, element **->** sum + element.toDouble().*pow*(k + 1)  
 **}** reportList.add("(B)Выборочный начальный момент ${k + 1}-го порядка:" *to* bak.toString())  
 val bmuk = 1.0 / RVN + bList.*fold*(0.0) **{** sum, element **->** sum + (element - dB).*pow*(k + 1)  
 **}** reportList.add("(B)Выборочный центральный момент ${k + 1}-го порядка:" *to* bmuk.toString())  
 **}** */\*\*  
 \*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_Посчитаем ma и mb из теоретической таблицы\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
 \*/* val mb = vectorB.*foldIndexed*(0.0) **{** index, sum, element **->** sum + (theoreticalMatrix[index].*sum*() \* element)  
 **}** val ma = vectorA.*foldIndexed*(0.0) **{** index, sum, element **->** sum + (theoreticalMatrix.*map* **{ it**[index] **}**.*sum*() \* element)  
 **}** */\*\*  
 \*\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_Анализируем a b\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
 \*/* val kab = 1.0 / (RVN - 1) \* list.*fold*(0.0) **{** sum, element **->** sum + (element.a - dA) \* (element.b - dB)  
 **}** reportList.add("Несмещенная состоятельная оценка корреляционного момента kab:" *to* kab.toString())  
 val rab = list.*fold*(0.0) **{** sum, element **->** sum + (element.a - dA) \* (element.b - dB)  
 **}** / *sqrt*(  
 aList.*fold*(0.0) **{** sum, element **->** sum + (element - dA).*pow*(2) **}** \*  
 bList.*fold*(0.0) **{** sum, element **->** sum + (element - dB).*pow*(2) **}** )  
 reportList.add("Состоятельная оценка коэффициента корреляции rab" *to* rab.toString())  
  
 reportEstimates(reportList,ma, mb, RVN)  
 }  
  
 private fun reportEstimates(  
 list: List<Pair<String, String>>,  
 ma: Double,  
 mb: Double,  
 RVN: Int  
 ) {  
 val sheet = workbook.createSheet(ESTIMATES\_SHEET\_NAME)  
  
  
 list.*forEachIndexed* **{** index, pair **->** *println*(pair.first + " " + pair.second)  
 sheet.createRow(index).*apply* **{** createCell(0).setCellValue(pair.first)  
 pair.second.*toDoubleOrNull*()?.*let* **{** createCell(1).setCellValue(**it**)  
 **}** ?: createCell(1).setCellValue(pair.second)  
 **}  
 }** sheet.setColumnWidth(0, 60 \* 256)  
 sheet.setColumnWidth(1, 13 \* 256)  
 sheet.setColumnWidth(3, 21 \* 256)  
 sheet.setColumnWidth(4, 13 \* 256)  
 sheet.setColumnWidth(5, 27 \* 256)  
 sheet.setColumnWidth(6, 13 \* 256)  
  
 sheet.getRow(0).*apply* **{** createCell(3).setCellValue("RVN-1")  
 createCell(4).setCellValue(RVN - 1.0)  
 **}** sheet.getRow(1).*apply* **{** createCell(3).setCellValue("1-уровень значимости")  
 createCell(4).setCellValue(0.01)  
 **}** sheet.getRow(2).*apply* **{** createCell(3).setCellValue("t")  
 //СТЬЮДЕНТ.ОБР.2Х  
 createCell(4).*cellFormula* = "\_xlfn.T.INV.2T(E2,E1)"  
 **}** sheet.getRow(3).*apply* **{** createCell(5).setCellValue("Доверительный интервал ma")  
 **}** sheet.getRow(4).*apply* **{** createCell(4).*cellFormula* = "B1-(B2\*E3)/SQRT(E1)"  
 createCell(5).setCellValue("<=ma<=")  
 createCell(6).*cellFormula* = "B1+(B2\*E3)/SQRT(E1)"  
  
 **}** sheet.getRow(5).*apply* **{** createCell(5).setCellValue("Доверительный интервал mb")  
 **}** sheet.getRow(6).*apply* **{** createCell(4).*cellFormula* = "B15-(B16\*E3)/SQRT(E1)"  
 createCell(5).setCellValue("<=ma<=")  
 createCell(6).*cellFormula* = "B15+(B16\*E3)/SQRT(E1)"  
 **}** sheet.getRow(8).*apply* **{** createCell(5).setCellValue("Теоретическое ma:")  
 createCell(6).setCellValue(ma)  
 **}** sheet.getRow(9).*apply* **{** createCell(5).setCellValue("Теоретическое mb:")  
 createCell(6).setCellValue(mb)  
 **}** }  
  
 fun generateDataListSheet(list: List<Random2DValueGenerator.Result>) {  
 val sheet = workbook.createSheet(DATA\_SHEET\_NAME)  
 sheet.createRow(0).*apply* **{** createCell(0).setCellValue("a")  
 createCell(1).setCellValue("b")  
 createCell(2).setCellValue("randomNumber")  
 **}** list.*forEachIndexed* **{** index, result **->** sheet.createRow(index + 1).*apply* **{** createCell(0).setCellValue(result.a.toDouble())  
 createCell(1).setCellValue(result.b.toDouble())  
 createCell(2).setCellValue(result.randomNumber)  
 **}  
 }** sheet.setColumnWidth(0, 13 \* 256)  
 sheet.setColumnWidth(1, 13 \* 256)  
 sheet.setColumnWidth(2, 13 \* 256)  
 writeWorkbookToFile()  
 }  
  
 private fun writeWorkbookToFile() {  
 FileOutputStream(PATH).*use* **{** fileOut **->** workbook.write(fileOut)  
 workbook.close()  
 fileOut.close()  
 **}** OSDetector.openWithSystem(File(PATH))  
 }  
  
 companion object {  
 private const val PATH = "src/main/kotlin/ipr\_one/CDCB\_report.xls"  
 private const val MATRIX\_SHEET\_NAME = "Матрица вероятностей"  
 private const val EMPIRICAL\_MATRIX\_SHEET\_NAME = "Эмпирическая матрица вероятностей"  
 private const val ESTIMATES\_SHEET\_NAME = "Оценки"  
 private const val DATA\_SHEET\_NAME = "Данные"  
 }  
}