# PRACTICAL 1

**Aim:** To implement Caesar Cipher (Symmetric Encryption) and show the encryption as well as decryption process.

# Theory:

**What is Cryptography?**

* Cryptography is the study of secure communications techniques that allow only the sender and intended recipient of a message to view its contents.
* The term is derived from the Greek word *kryptos,* which means hidden. It is closely associated to encryption, which is the act of scrambling ordinary text into what's known as ciphertext and then back again upon arrival.
* In addition, cryptography also covers the obfuscation of information in images using techniques such as microdots or merging.
* Ancient Egyptians were known to use these methods in complex hieroglyphics, and Roman Emperor Julius Caesar is credited with using one of the first modern ciphers.
* When transmitting electronic data, the most common use of cryptography is to encrypt and decrypt email and other plain-text messages.
* The simplest method uses the symmetric or "secret key" system. Here, data is encrypted using a secret key, and then both the encoded message and secret key are sent to the recipient for decryption.
* The problem? If the message is intercepted, a third party has everything they need to decrypt and read the message.
* To address this issue, cryptologists devised the asymmetric or "public key" system. In this case, every user has two keys: one public and one private.
* Senders request the public key of their intended recipient, encrypt the message and send it along.
* When the message arrives, only the recipient's private key will decode it — meaning theft is of no use without the corresponding private key.

# What is Symmetric Encryption.

* Encryption is a process to change the form of any message in order to protect it from reading by anyone.
* In Symmetric-key encryption the message is encrypted by using a key and the same key is used to decrypt the message which makes it easy to use but less secure.
* It also requires a safe method to transfer the key from one party to another.
* Traditional private/secret/single key cryptography uses one key
* Both parties share the same key (which is kept secret).
* Before communications begin, both parties must exchange the shared secret key.
* Each pair of communicating entities requires a unique shared key.
* The key is not shared with other communication partners.
* If this key is disclosed communications are compromised
* Also is symmetric, parties are equal. Hence does not protect sender from receiver forging a message & claiming is sent by sender.

# Explanation about Caesar cipher

* The Caesar Cipher technique is one of the earliest and simplest methods of encryption technique.
* It’s simply a type of substitution cipher, i.e., each letter of a given text is replaced by a letter with a fixed number of positions down the alphabet.
* For example with a shift of 1, A would be replaced by B, B would become C, and so on. The method is apparently named after Julius Caesar, who apparently used it to communicate with his officials.
* Thus to cipher a given text we need an integer value, known as a shift which indicates the number of positions each letter of the text has been moved down.
* The encryption can be represented using modular arithmetic by first transforming the letters into numbers, according to the scheme, A = 0, B = 1,…, Z = 25.
* Encryption of a letter by a shift n can be described mathematically as.

E(x) = (x+n) mod 26 (Encryption Phase with shift n)

D(x) = (x-n) mod 26 (Decryption Phase with shift n)

* The Caesar cipher is a kind of replacement (substitution) cipher, where all letter of plain text is replaced by another letter.
* Caesar ciphers is a weak method of cryptography. It can be easily hacked. It means the message encrypted by this method can be easily decrypted.

# Code:

def ceaser\_cipher(text, shift, texttype): cipher = ''

for char in text: if char == ' ':

cipher = cipher + char elif char.isupper():

if texttype=='encrypt':

cipher = cipher + chr((ord(char) + shift - 65) % 26 + 65) else:

cipher = cipher + chr((ord(char) - shift - 65) % 26 + 65) else:

if texttype=='encrypt':

cipher = cipher + chr((ord(char) + shift - 97) % 26 + 97) else:

cipher = cipher + chr((ord(char) - shift - 97) % 26 + 97) return cipher

plainText= input("Please enter text : ") key= int(input("Enter key : "))

encrypted= ceaser\_cipher(plainText, key, 'encrypt') decrypted= ceaser\_cipher(encrypted, key, 'decrypt') print("After encryption : ", encrypted) print("After decryption : ", decrypted)

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAk0AAABWCAIAAABdFjV+AAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAVaElEQVR4nO3dT0gb6f8H8PHH9+AcWghRFgxEIkGEQFFySIqWXCSwUEMN5DDtabcIHrraQ5ysvZTuxZ2sB7E9CKV0Tx0wkEPsKeyhYRFnFsJaQZAkxN2B5NLWFGFNb/kdPuzDs5OYjDHRGt+vkyYzzzx5ZphPnj+ZT99ff/0lcL755hsBAACgV/TVarXLrgMAAEC3/N9lVwAAAKCLEOcAAKCXIc4BAEAvQ5wDAIBehjgHAAC9DHEOAAB6GeIcAAD0MsQ5AADoZYhzAADQyxDnAACglyHOAQBALztXnEskEiMjIyMjI3fu3CkUCp2qE/SGSqUSDocTiUQb+9Kl1d6+AAC81nGOBTPy+PHjarVKb0UikWKxmE6nBwYGulzPC6LrejgcrlQq3T5QIpHgW/KrKq0JXddN18BFqlarjx8/RvADgDOx1J8bHx/PZrPFYnF/f18QhAcPHlxAJICvUCaTiUajx8fHpVKpqweir1CRSKSrRwGA6+Bs45aiKD569OjDhw+5XK5LFYKvVqVSOTg4CAaDY2NjyWTysqsDAGBJO/NzAwMDdru9+TY0N0NDnaaRQH4gNB6P83vF4/GGA6RNSmuCL03XdXqRRiZ1Xb9z5w7/FtVKkqTd3V2v10tv8UNkDUujium6zj6U6ROdVqtYLJZKpTwej6nAQqHAKsZagF5k/9LwHbVD89Ks1MTixoIg5HK5mzdvOhyOQCCgadpp59R0gv7555/Hjx/zjUONxjcUfUCqCQ2NNmxnj8eTSqVisVj9gfh2u5iRZwC4MmqtbG5uzs7OHh0d1Wq1k5OTxcXFxcXFk5MTtkE+n793714+n2evHB0dzc7Obm5u1pegaRp7PZ/PT01N8ZuZSm5ZWhOKorDS6ECaplEFXC4XK8FUmqZpDQs/rTSqm8vlUhTF9FbLVq3/sKbd+YPyjaAoiqmSpzVdyyZyuVxWasu2pwpQZdiOpzUaaxzakr9OTM1eX3/TIQhdfuxK4DdWFIV2b3iJAsB1Zqk/x7o4Ho9ncnJybW1NFMUm2//2229Op/Pu3bv07/T0tCAINNTp8/nYpIvD4fB6vfyO2Wy2fuKnSWmnKRQKOzs7jx49onq63e6ZmZlMJsOOG4/HbTabIAhOp7Plx29emiAI8/PzsiyzT2QYRssyG0omkzMzMz6fj/4Nh8N///03NYjNZovH42/evPn111+3trZY/c9DluViscgO1xwNWk5MTAiC0N/f73Q6+RbY3d097YwoikKHsNvtfX19nz59Ev57EqvV6vb29uTkZPOLqgmbzSbLMu0uiuLk5GR75QBAT/qflY3Gx8dfvXp1phtrKpVKpVL1r1cqlYcPH+7u7rJX2F2J4l8wGBQEweFwvH792u12Ny+tiY8fP1JRzPz8/JlKsF6ay+WiP0RRXFtba/sogiBsbGxsbGywfx0OB/vb7Xbfv38/Foupqspa5sLkcrnPnz/TeDXFElVVK5WKzWbz+XyqqkqSRFuqqtoydtpsNr/fr6rqrVu39vb2DMN4+vTpeaoXj8f5dguFQucpDQB6iaU414ZQKLSysmL6hl6tVp89e+b3+2kVQ7VaXV5e5jeIRCIU7RKJxHfffcdCXcPSmhsYGOAj5Tl1trQmWNewnq7rqqqqqvrzzz//8ssvFxzqMpkMdev5F3O5HIU0n89XLBapkpIkWQl14XB4aWmpVCplMhm/33+e7mkikdA0LZvNUiGJRGJ7e7vt0gCgx3TleSgTExPZbPbt27fNN3v79u1pvbSJiQn2mzyLpfEcDsfw8PCLFy/O+jMvu91ev5q07dKacDqd9YO0gUBgY2Oj4cKQQqEQjUZjsZjP57t//74sy/xSi4altWR9HUqlUtE0TVXV4r/29/dDoRA/dElGR0fHx8etHN3tdt++fTudTh8cHITDYSu7iKI4NDS0vb3d5EQUCoX19XUrpQHANdF+nKNVfyMjI8Fg8P3798FgkC1QdLvdr1+/Xl9fN63BE0VRkqSNjQ168fDwkB/94xc0BoPBH3/8kbosp5XWpG6iKK6srAiCwJYgWryhu93uhYUFSZL49ZZtl9aEz+ebmZmhRmOlsQFAdhRaY6nrejAYZFN3d+/edTqdoVCIPYOmYWkdRIF/dHSUvUJDl7Tqkl9s6fV6JUmyOOcXCARWV1fHxsb4vildBl6vd3d3l5qCX5k5NzdnGAadCHYZ0GwfTSHLsmwaJACAa66vVqtddh0AAAC6Bc9xBgCAXoY4BwAAvQxxDgAAehniHAAA9DLEOQAA6GWIcwAA0MsQ5wAAoJchzgEAQC+72nEukUjwaeoAAABMWsc5PoOlxVSiwr9PBePzlF43/NOw7ty5w57RBQAAF8lqvgIrT6AHHsu9IAhCIpGQZfmsuY0AAOD8rva45VUxMTFRq9UoxSgAAFyk9uNcpVIJh8Pv3r2jrAVsPJNe93g8qVQqFovVZxjgB/T4gc14PB6Px9kwacukBCa6rpv24hMg0CP8aTSVn9Kj2lofiW1vBDKZTA4PD/NJUwEA4GJYjXN8shg+OH3//feSJBWLxXQ6vbW1peu6zWZLJpOUn0xRFEpXlkwmWQ5MVVWz2WyxWMxms6qq8qVtbGzIspxKpfb3951O58uXLy1WLx6PR6PRdDrNDhSPx8vl8v7+PtUtGo3quk6JgfhUbZRxZm5uzuKBzoRFdE3Tnj59eqY8sQAA0BFW4xyfY5NNOwmCoCgKzdvZ7fbBwcHmhVQqFVVVY7EYhSKbzSZJEp82c3x8nCaxKL1ZuVxuuZYylUp5PJ5yuZxOp1kas0KhsLOz8+jRIwotbrd7ZmaGkoLeunXL6/X++eeftGUmk5Ekycq0mSiKa2trv//+u/VE3pFIhFosFot5vd6Op4UDAICWrK5D6SBJkvh/Q6EQ+9vpdPb399Pf/DqOJkKh0I0bN969e1cqlfgI9PHjx2AwyG9JOV2pS6coyvT09KdPn3Z2diwmsz4Pn883Pz+fyWSwlgcA4IJdQpzr+NLNJ0+e3Lhxw7SgcWBg4PXr1w37XpQXO5fLGYZx+/Zt6/2ztlWr1XK5PDk52e0DAQCASbfWW4qiODQ0xI9JCoJgs9n8fr+iKGdaYGLFDz/84HQ6Hz58SCU7HI7h4eEXL140HPak8dKff/75zZs31jtz51mH8vbt22w2OzExcdYdAQDgnNpZh2JldaIgCHNzc4ZheDwefhmkLMt+v9/r9TZc1dI2URSfPn0qCEIoFCoUCqIorqysCIJAR+eXXJLp6em+vr6udub41Z7b29v89CEAAFyYvlqtdtl1uASVSuXhw4exWAwTZgAAve06/k68Wq0+e/bM7/cjyAEA9LzrFefYb9iHhoZkWb7s6gAAQNdd03FLAAC4Jq5Xfw4AAK4bxDkAAOhliHMAANDLEOcAAKCXdSDO0YNCkDj7rOiH5L39cGfKtXSmXSi/Uv1P+61LJBJ86iUAuOasxjm6+zS8fTx//lwQBMqAwx7nT8GvI886ubp0XT9rFr2vE/9VpoNPsWnI5/NRzqbx8fEuHQIArhWrcS6TyUSj0ePjY5a5jVQqFU3TJElCcrWzkmW5WCxeod+qs2yC6XR6fX39rB01AIBLYSnOVSqVg4ODYDA4NjaWTCa7XSf4yrnd7tXV1a2tLYxRA8DXz1Kcy+VyN2/edDgcgUBA0zQaiKNk2V6vd3d3lz3lOR6Ps2eOpFKpWCxGr/PDdyzLtmn4i+ZyCoXCnTt3TLs00bA0qsO7d+/YaJup88HvxQZjaV6nXC6Hw2F+rjGRSJjmHePxOFWPRiZ1Xac6syklKl+SpN3dXfbQalY9dvT66Ux+doq1ABsEZs+Gtj7/RAV2vO81Ojo6ODj4559/Uvn8RFoikWh47uhTsxbmq0QnvclYaKVS+f777+vbih2IXTYjIyOxWKwzHxIAekPNAkVRNjc3a7Xa0dHR7OyspmnsrfpXyMnJyeLiIu3F29zcnJ2dPTo6YvuybRRFcblc9C7trihK84qdVhr97XK5qGL5fH5qaopVUlGUqampfD5fX5rL5WJvKYqyuLh4cnJiqif/kTVN43fh60Pv8v+a5PP5e/fu8dXQNI2vmKIofGu4XC7+09W3bUNUw5Yt2Vz92WQnyHSmTFsqisK24ZvC1FCbm5vU1Kx803VFJZguM7aX6fzWlwYA11nr/hwNWlLutP7+fqfTmclk2ouplUpFVdVYLEbZUCkPHJ+jbnx8nHKliqI4OTlZLpeb9FpalqYoCs1+2e32wcFBerFQKGxtba2urjbMkuNwOFh21kAgYBjGly9fTCXncjmn03nr1q36Xaanp2mDNhqnWq2qqjozM8MqNjc3x5c2Pz9PCdbpLFgslpZ1dO9hnpSfnfXyS6XS33//zWfa29jYoAeKJpNJlgWXb6hqtbq9vW1litcwDOG/aziHhoZEUUwmkzMzM1dophMALlLrOJfL5T5//my32wVBoPDDbmrt4VPZmYaYnE5nf38//R2JRNbW1lre+5qUdpqBgQH6OPUGBwfZWz6fj92ap6enDcPY29ujaDQ5OdmkYnQ7bo/L5epgad3z5csXwzCotpSf/bfffhMEIZlMmrL6PXjwIBQKma4Z+uqgqmq1Wt3b2zMMgwo5DaXtPTw8rFQq5XL54OCgUqkcHh66XC7K1V7fbgAA5H8tt8hkMjTJxL+Yy+Xa/vqsqmoHv3o3LO3Lly+dKp9QJvRMJmO324+Pj6k7chrrnS0rOltap+RyuQ8fPlC/jfV36TuQ6dvGjRs3njx5sry8/OzZs5WVFfb9YGJi4s2bN6VSKZPJSJLEunqncblch4eHuVxucnLy8PDw/fv35XI5EAiwENilTwoAV12L/hz9bEBV1eK/9vf3Q6FQy6FLuvvwo4jCv9FCUZSO/KSsvdIcDsfw8LAsy2etQzgc3tnZWVpa+vbbb0+7Kb98+ZIf0rTb7R8+fLA4jEl95fX1dbbawlRae7qxDkXXdUmSFhYWWL9tenr6+Pg4nU43rDBlezcMY3l5mV0Pbrf79u3bS0tLBwcHzb83EKfTWS6XM5nMxMREOBz+448/bty4QZ1vmohly6OwDgUAeC3iHN2j+TEl60OXc3NzhmF4PB5+6aAsy36/ny1BPOcvjtsoTRTFtbU1fi+LaxfpvtzX12e6KZdKpWAwSEUJgsCPtbrd7oWFBTaySnVjv7kOBoPv37+nfemtSCSysLDASiuXy3wH6NKx1bPRaDSdTtNkIbHZbGNjYz/99NNp02w2my0ej2ez2QcPHrArJxwOf/z40fS9gdaU8ut4KUjb7fZsNisIgtvtdjgc5XJ5f3+f4lwkEmEn9PDwUFXVrrYDAFwtyD93BnTD5dd06LoejUbZOhQ4k0KhsLS09Msvv6D1AKB7Ws/PAUkkEpqmvXr16rIr0iMqlYosy/fv30eQA4CuQr6C1mgkTVVV+s3DZVfnyqPfdHu9XkmS+MFPAIBuwLglAAD0MvTnAACglyHOAQBAL0OcAwCAXoY4BwAAvQxxDgAAelkH4hx7wEfDhGoXhiVpu5Sjt4F+rsBnbusxlAWwvTNCyequ0NkEgK+W1ThHj0ls+Iis58+fC4Kwv79fLBZ///13+tnvlYs63cAnAu0NTS6DC4CLCgDaYDXOZTKZaDR6fHxcKpX41+lBz1aSh4GJLMvFYvFqZU077TLouEgkUiwW8StyADg/S3GOUq0Gg8GxsbFkMtntOsHXCZcBAFxFluJcLpe7efOmw+EIBAJ8AhTTc+Xp0fI0K+PxeFKpFHvCPT98RzvWpxegPNH0UCjTLk2w0uiI/Fs0AUZM02B8HdgoXCKRePz4cblcDofD/FxjIpEwzTvG43GqHo1M6rpOdWYHovIlSaLUfaYPy45eP51JA4OmRmPjdewTWR857GBenoaXgekT1Z+4f/75h03fUjXoCuGrRCedmo5vAXbWWl5U7LKxfuUAwHVRs0BRlM3NzVqtdnR0NDs7q2kae6v+FXJycrK4uEh78TY3N2dnZ4+Ojti+bBtFUVwuF71LuyuK0rxifGmmIyqKsri4eHJyUqvV8vn81NQUq6SiKFNTU/l8vr40l8vF3mIlmOrJf2RN0/hd+PrQu/y/Jvl8/t69e3w1NE3jK6YoCt8aLpeLPwv1bdsQ1bBlS1px2mVw2sekzSg5XO2/n9fUUJubm+xk8fuarqvTLqqjoyNFUWh32sZUGgBcZ637czRaRZmj+/v7nU5nyySrTYpSVTUWi9HTkFkeatY1GR8fp2clU5a7crncpNdiKo1XKBR2dnYePXpEs4Zut3tmZoaqXSgUtra2VldXGz4m3+FwsCQ7gUDAMIwvX76Y6pnL5fhsovwulJrOYmJVk2q1qqrqzMwMq9jc3Bxf2vz8PM1X0VmwWKzP5ysWi3wuofY0vwx2d3dP+9SKotAcpN1u7+vr+/Tpk/DfhqpWq5SLvO0pXpvNJssy7U5XTnvlAEBPah3ncrnc58+fKaGl9SSrTbBBzpGREVPqZ6fT2d/fT39HIhE+Z2m9T58+1Wo1qli9jx8/soSlIyMjGxsb7K2BgYHT9hocHGRv+Xy+ZDJJQXR6etowjL29PYpGzW/KhmGc9lZLLperg6V1UJPLwOfzqarKTquVX0pQLnhVVavV6t7enmEYVlKKN8GPUSOfOADwWuefy2QyNMnEv5jL5dpeKKiqakcWGbL+QcOe2cDAQAfTn9J9OZPJ2O324+Pj5jdl650tKzpbWtuaXwbUaxQEQdd1SZKsnOJwOLy0tFQqlTKZjN/vP0/CI0oNmM1mqZBEIrG9vd12aQDQY1r05+hnA6qqFv+1v78fCoVaDl2Kojg0NMSPSQr/RgtFUTqyTIAfPatWq8vLy2wdisPhGB4efvHiRf2wJ70ly/JZ6xAOh3d2dpaWlr799tvTbsovX77khzTtdvuHDx8sDmNSJ2l9fZ2tTDGV1p6OrEOxfhmMjo6Oj49bKdPtdt++fTudTh8cHITDYSu7NLyoTAqFwvr6upXSAOCaaBHn6B49OjrKXrE+dDk3N2cYhsfj4ZfAybLs9/vZEsTzPPNCFMWnT59qmkaLLSVJmp+fZ2+trKwIgkBH58fTRFFcW1vj62Bx7SLdl/v6+kyduVKpxAZIBUHgx1rdbvfCwgIb0KNPyh4fEwwG379/T/vSW5FIZGFhgZVWLpdXVla+hh8mNr8M+MWWlD3VYn89EAisrq6OjY3x3W4ageTX8fJBuuFFRWeETqgsy8vLy5364ADQA5Bn9Qzohsuv6dB1PRqNdnCAFAAAOqv1/BwQmgR69erVZVcEAADOAPkKWqORNFVV6TcPl10dAAA4g/8HKAmgDvGFc38AAAAASUVORK5CYII=)

**Conclusion:**

We have successfully implemented Caesar Cipher (Symmetric Encryption) and shown the encryption as well as decryption process.