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**1. Pthread Programs**

Compile: ***gcc pgm.c -lpthread***

**1. Program to create child threads**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#define NUM\_THREADS 20

void \*PrintHello(void \*threadid)

{

long tid;

tid = (long)threadid;

printf("Hello World! It's me, thread #%ld!\n", tid);

pthread\_exit(NULL);

}

int main (int argc, char \*argv[])

{

pthread\_t threads[NUM\_THREADS];

int rc;

long t;

for(t=0; t<NUM\_THREADS; t++)

{

printf("In main: creating thread %ld\n", t);

rc = pthread\_create(&threads[t], NULL, PrintHello, (void \*)t);

if (rc)

{

printf("ERROR; return code from pthread\_create() is %d\n", rc);

exit(-1);

}

}

pthread\_exit(NULL);

}

**2. Program to pass arguments to threads**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#define NUM\_THREADS 4

struct thread\_data{

int thread\_id;

int sum;

char \*message;

};

struct thread\_data thread\_data\_array[NUM\_THREADS];

void \*PrintHello(void \*threadarg)

{

struct thread\_data \*my\_data;

int taskid, sum;

char\* hello\_msg;

my\_data = (struct thread\_data \*) threadarg;

taskid = my\_data->thread\_id;

sum = my\_data->sum;

hello\_msg = my\_data->message;

printf("id=%d\n",taskid);

printf("sum=%d\n",sum);

printf("msg=%s\n",hello\_msg);

}

int main (int argc, char \*argv[])

{

//...

int t, rc;

pthread\_t threads[NUM\_THREADS];

for(t=0;t<NUM\_THREADS;t++)

{

thread\_data\_array[t].thread\_id = t;

thread\_data\_array[t].sum = 0;

thread\_data\_array[t].message = "hello world";

printf("thread %d created\n",t);

rc = pthread\_create(&threads[t], NULL, PrintHello,(void \*) &thread\_data\_array[t]);

printf("thread %u created\n",threads[t]);

}

//...

return 0;

}

**3. program to make main thread to wait for child threads to exit**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

void \*PrintThreads (void \*);

#define NUM\_THREADS 5

int main()

{

int i, ret;

pthread\_t thdHandle [NUM\_THREADS];

int thdNum[NUM\_THREADS];

for (i=0 ; i< NUM\_THREADS; i++)

thdNum[i] = i;

for (i=0 ; i< NUM\_THREADS; i++)

{

ret = pthread\_create ( &thdHandle[i], NULL, PrintThreads, (void \*) &thdNum[i] );

if (ret==0)

printf("thread %d launched successfully\n",i);

}

// join all the threads

for (i=0 ; i< NUM\_THREADS; i++)

pthread\_join (thdHandle[i], NULL);

printf("end of main...\n");

return 0;

}

void \*PrintThreads ( void \*num)

{

int i,j;

for (i=0; i<3; i++)

{

printf("thread number is %d \n",\*((int\*)num));

if(i<2)

scanf("%d",&j); //make this thread simply wait; so that others may execute

}

return (NULL);

}

**4. Program to illustrate the use of mutexes**

//Count the number of lines and spaces in a text file.

#include <stdio.h>

#include <pthread.h>

#include <stdlib.h>

#define NUMTHREADS 5

FILE \*fd;

int glc = 0, gsc=0;

//declare and initialize the mutexes

pthread\_mutex\_t amutex = PTHREAD\_MUTEX\_INITIALIZER;

pthread\_mutex\_t bmutex = PTHREAD\_MUTEX\_INITIALIZER;

void \*countlines(void \*num)

{

int bDone = 0 ;

char inLine[100];

int spc, lnc,j;

int n = \*((int\*)num);

while (!bDone)

{

// synchronize the access to the input file

pthread\_mutex\_lock(&amutex);

if (fgets(inLine,100,fd)==NULL) bDone=1;

pthread\_mutex\_unlock(&amutex);

if (!bDone)

{

spc=0; lnc=0;

for( j=0; inLine[j]!='\0'; j++)

{

if(inLine[j]==' ')

spc++;

if (inLine[j]=='\n')

lnc++;

}

//synchronize the access to gsc and lsc

pthread\_mutex\_lock(&bmutex);

gsc+= spc;

glc+= lnc;

pthread\_mutex\_unlock(&bmutex);

}

}

return;

}

int main()

{

pthread\_t thd\_handle[NUMTHREADS];

int mynum[20];

int i,ret;

fd = fopen("infile.txt","r");

for (i = 0; i < NUMTHREADS; i++)

{

mynum[i]= i;

ret=pthread\_create(&thd\_handle[i],NULL,countlines,&mynum[i]);

}

for(i=0;i<NUMTHREADS; i++)

pthread\_join(thd\_handle[i],NULL);

fclose(fd);

printf("Total number of spaces= %d\t and lines=%d\n", gsc, glc);

return 0;

}

**5.Program to compute dot product- using mutex**

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

#define NTHREADS 4

#define ARRAYSIZE 100

#define ITERATIONS ARRAYSIZE / NTHREADS

double sum=0.0, a[ARRAYSIZE], b[ARRAYSIZE];

pthread\_mutex\_t sum\_mutex;

void \*do\_work(void \*tnum)

{

int i, start, \*mytnum, end;

double mysum=0.0;

/\* Initialize local sum \*/

mytnum = (int \*) tnum;

start = (\*mytnum \* ITERATIONS);

end = start + ITERATIONS;

if ((\*mytnum)== NTHREADS-1) end= ARRAYSIZE;

printf ("Thread %d doing iterations %d to %d\n",\*mytnum,start,end-1);

for (i=start; i < end ; i++)

{

mysum = mysum + a[i]\*b[i];

}

/\* Lock the mutex and update the global sum and exit \*/

pthread\_mutex\_lock (&sum\_mutex);

sum = sum + mysum;

pthread\_mutex\_unlock (&sum\_mutex);

pthread\_exit(NULL);

}

int main(int argc, char \*argv[])

{

int i, start, thrnum[NTHREADS];

double serial\_sum=0;

pthread\_t tid[NTHREADS];

// Initialize the arrays

for (i=0;i<ARRAYSIZE;i++)

{

a[i] = i\*1.0;

b[i] = i\*2.0;

serial\_sum = serial\_sum + (a[i]\*b[i]);

}

/\* Create threads \*/

pthread\_mutex\_init(&sum\_mutex, NULL);

for (i=0; i<NTHREADS; i++) {

thrnum[i] = i;

pthread\_create(&tid[i], NULL, do\_work, (void \*) &thrnum[i]);

}

/\* Wait for all threads to complete and print the global sum \*/

for (i=0; i<NTHREADS; i++) {

pthread\_join(tid[i], NULL);

}

printf ("Parallel- Sum= %14.2f \n", sum);

printf("Serial Check- Sum= %14.2f\n",serial\_sum);

/\*Release the mutex resources \*/

pthread\_mutex\_destroy(&sum\_mutex);

pthread\_exit (NULL);

}

**6. Program to compute dot product - using barrier**

#include <pthread.h>

#include <stdio.h>

#include <stdlib.h>

#define NTHREADS 4

#define ARRAYSIZE 100

#define ITERATIONS ARRAYSIZE / NTHREADS

pthread\_barrier\_t barrier;

pthread\_mutex\_t sum\_mutex;

double sum=0.0, a[ARRAYSIZE], b[ARRAYSIZE], locsum[NTHREADS];

void \*do\_work(void \*tnum)

{

int i, start, \*mytnum, end;

/\* Initialize local sum \*/

mytnum = (int \*) tnum;

start = (\*mytnum \* ITERATIONS);

end = start + ITERATIONS;

if ((\*mytnum)== NTHREADS-1) end= ARRAYSIZE;

printf ("Thread %d doing iterations %d to %d\n",\*mytnum,start,end-1);

for (i=start; i < end ; i++)

{

locsum[\*mytnum] = locsum[\*mytnum] + a[i]\*b[i];

}

// pthread\_barrier\_wait(&barrier);

/\* Lock the mutex and update the global sum and exit \*/

if (\*mytnum==0)

{

for (i=0; i < NTHREADS ; i++)

sum = sum + locsum[i];

}

pthread\_exit(NULL);

}

int main(int argc, char \*argv[])

{

int i, start, thrnum[NTHREADS];

double serial\_sum=0;

pthread\_t tid[NTHREADS];

pthread\_barrier\_init(&barrier,NULL, NTHREADS);

// Initialize the arrays

for (i=0;i<ARRAYSIZE;i++)

{

a[i] = i\*1.0;

b[i] = i\*2.0;

serial\_sum = serial\_sum + (a[i]\*b[i]);

}

/\* Create threads \*/

pthread\_mutex\_init(&sum\_mutex, NULL);

for (i=0; i<NTHREADS; i++) {

locsum[i]=0.0;

thrnum[i] = i;

pthread\_create(&tid[i], NULL, do\_work, (void \*) &thrnum[i]);

}

/\* Wait for all threads to complete and print the global sum \*/

for (i=0; i<NTHREADS; i++) {

pthread\_join(tid[i], NULL);

}

printf ("Parallel- Sum= %14.2f \n", sum);

printf("Serial (Check)- Sum= %14.2f\n",serial\_sum);

/\*Release the mutex resources \*/

pthread\_mutex\_destroy(&sum\_mutex);

pthread\_exit (NULL);

}

**7. Program to illustrate the usage of monitors in POSIX threads**

#include <stdio.h>

#include <pthread.h>

#include <stdlib.h>

#define NUMTHREADS 2

pthread\_mutex\_t mutex=PTHREAD\_MUTEX\_INITIALIZER;

pthread\_cond\_t cv=PTHREAD\_COND\_INITIALIZER;

int a,b,flag=0;

void \*compute(void \*num)

{

int \*n;

n= (int \*) num;

pthread\_mutex\_lock(&mutex);

while (flag==0)

pthread\_cond\_wait(&cv, &mutex);

pthread\_mutex\_unlock(&mutex);

printf("Thread%d is signalled\n",\*n);

if (\*n==0) printf("The sum is %d\n",a+b);

else if(\*n==1) printf("The difference is %d\n",a-b);

}

int main()

{

pthread\_t tid[2];

int thdno[2]={0, 1};

int i,ret;

for(i=0;i<NUMTHREADS;i++)

{pthread\_create(&tid[i], NULL, compute, (void \*) &thdno[i]);

printf("Thread%d is created\n",i);

}

pthread\_mutex\_lock(&mutex);

printf("Enter two numbers ");

scanf("%d%d",&a,&b);

flag=1;

pthread\_cond\_broadcast(&cv);

pthread\_mutex\_unlock(&mutex);

for(i=0;i<NUMTHREADS;i++)

pthread\_join(tid[i], NULL);

return 0;

}

**8. Program to illustrate the usage of monitors in POSIX threads**

**//Counts lines and spaces in a text file**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#define NUMTHREADS 2

char inline1[100],inline2[100];

FILE \*infile;

int glc = 0, gsc=0, done=0;

pthread\_mutex\_t addmutex = PTHREAD\_MUTEX\_INITIALIZER;

typedef struct

{

pthread\_mutex\_t mutex;

pthread\_cond\_t cv;

int data;

} flag;

flag flag1= { PTHREAD\_MUTEX\_INITIALIZER,

PTHREAD\_COND\_INITIALIZER,

0

};

flag flag2= { PTHREAD\_MUTEX\_INITIALIZER,

PTHREAD\_COND\_INITIALIZER,

0

};

//Thread function-1 to Read and process data from buffer1

void \*count1(void \* arg)

{

int spc=0, lnc=0,j;

while (1)

{

if (feof(infile)) break;

//Read from buffer1

pthread\_mutex\_lock(&flag1.mutex);

while (flag1.data==0 && !feof(infile))

pthread\_cond\_wait(&flag1.cv, &flag1.mutex);

if(flag1.data)

for( j=0; inline1[j]!='\0'; j++)

{

if(inline1[j]==' ')

spc++;

if (inline1[j]=='\n')

lnc++;

}

flag1.data=0;

pthread\_mutex\_unlock(&flag1.mutex);

}

//Synchronize the access to gsc and lsc

pthread\_mutex\_lock(&addmutex);

gsc+= spc;

glc+= lnc;

pthread\_mutex\_unlock(&addmutex);

pthread\_exit (NULL);

}

//Thread function-2 to Read and process data from buffer2

void \*count2( void \* arg)

{

int spc=0, lnc=0,j;

while (1)

{

if (feof(infile)) break;

//Read from buffer2

pthread\_mutex\_lock(&flag2.mutex);

while (flag2.data==0 && !feof(infile))

pthread\_cond\_wait(&flag2.cv, &flag2.mutex);

if(flag2.data)

for( j=0; inline2[j]!='\0'; j++)

{

if(inline2[j]==' ')

spc++;

if (inline2[j]=='\n')

lnc++;

}

flag2.data=0;

pthread\_mutex\_unlock(&flag2.mutex);

} //endwhile

//Synchronize the access to gsc and lsc

pthread\_mutex\_lock(&addmutex);

gsc+= spc;

glc+= lnc;

pthread\_mutex\_unlock(&addmutex);

pthread\_exit (NULL);

}

int main()

{

char in[10];

pthread\_t tid[2];

int thdno[2]={0, 1};

int i;

infile = fopen("infile.txt", "r+b");

if (infile == NULL)

{

printf("error opening file %s\n",in);

return(-1);

}

pthread\_create(&tid[0], NULL,count1, NULL);

pthread\_create(&tid[1], NULL,count2, NULL);

//Main Thread to write data into buffer1 and buffer2

while (!feof(infile))

{

//Write into buffer1

pthread\_mutex\_lock(&flag1.mutex);

if(flag1.data==0)

if (fgets(inline1,100,infile)!=NULL)

flag1.data=1;

//Signal thread1 whether or not flag1.data=1

pthread\_cond\_signal(&flag1.cv);

pthread\_mutex\_unlock(&flag1.mutex);

//Write into buffer2

pthread\_mutex\_lock(&flag2.mutex);

if(flag2.data==0)

if (fgets(inline2,100,infile)!=NULL )

flag2.data=1;

// Signal thread2 whether or not flag2.data=1

pthread\_cond\_signal(&flag2.cv);

pthread\_mutex\_unlock(&flag2.mutex);

}//endwhile

for(i=0;i<NUMTHREADS; i++)

pthread\_join(tid[i],NULL);

printf("Total number of spaces= %d\t and lines=%d\n", gsc, glc);

fclose(infile);

pthread\_exit (NULL);

}

**9. Program to illustrate the usage of semaphores in POSIX threads**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#include <semaphore.h>

#define NUMTHREADS 4

sem\_t sem;

void \*worker(void \* n)

{

int \* num;

num= (int\*) n;

sem\_wait(&sem);

printf("Thread %d is inside the Critical Section\n",\*num);

sleep(1);

sem\_post(&sem);

printf("Thread %d is outside the Critical Section\n",\*num);

}

int main()

{

pthread\_t tid[NUMTHREADS];

int tnum[NUMTHREADS];

int i;

sem\_init(&sem,0,2);

for(i=0;i<NUMTHREADS;i++)

{ tnum[i]=i;

pthread\_create(&tid[i], NULL, worker, (void \*) &tnum[i]);

}

for(i=0;i<NUMTHREADS; i++)

pthread\_join(tid[i],NULL);

sem\_destroy(&sem);

}

**Program 10: Count number of lines and spaces using semaphore to synchronize**

#include <stdio.h>

#include <stdlib.h>

#include <pthread.h>

#include <semaphore.h>

char buf[100];

FILE \*infile;

int spc = 0, lnc=0, done=0, data=0;

sem\_t s;

void \*count(void \* arg)

{

int j;

while (1)

{

sem\_wait(&s);

if (data)

{

//Process the data from the buffer

for( j=0; buf[j]!='\0'; j++)

{

if(buf[j]==' ')

spc++;

if (buf[j]=='\n')

lnc++;

}

data=0;

if (!data) done=1;

}

if(done && feof(infile) )

break;

}

pthread\_exit (NULL);

}

int main()

{

pthread\_t tid;

sem\_init(&s,0,0);

infile = fopen("infile.txt", "r+b");

if (infile == NULL)

{

printf("error opening the input file\n");

return(-1);

}

pthread\_create(&tid, NULL,count, NULL);

//Read data from file into the buffer

while (!feof(infile))

{

if (data==0)

{ if (fgets(buf,100,infile)!=NULL)

data=1;

}

sem\_post(&s);

}

pthread\_join(tid,NULL);

printf("Total number of spaces= %d\t and lines=%d\n", spc, lnc);

fclose(infile);

sem\_destroy(&s);

pthread\_exit (NULL);

}

**2. WINDOWS THREAD PROGRAMS**

**Note: These programs can be executed in visual studio or codeblocks IDE**

// r1.cpp : thread ceation : main thread may not wait for the

// child thread to execute

#include"stdafx.h"//for visual studio only; not for code bloccks

#include<stdio.h>

#include<conio.h>

#include<windows.h>

DWORD WINAPI helloFunc(LPVOID arg )

{

**printf(**"Hello Thread\n");

return **0;**

}

**//\_tmain() in visual studi; main() in codeblocks**

int **\_tmain(**int **argc, \_TCHAR\* argv[])** {

**printf(**"hello main\n");

**HANDLE hThread = CreateThread(NULL, 0, helloFunc, NULL, 0, NULL );**

return **0;**

}

Output 1
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// r2.cpp : creating a thread : main thread waits for the

// child thread to execute. (not a right method)

#include"stdafx.h"

#include<stdio.h>

#include<windows.h>

BOOL threadDone = FALSE ;

DWORD WINAPI helloFunc(LPVOID arg )

{

**printf(**"Hello Thread\n");

**threadDone = TRUE ;**

return **0;**

}

int **\_tmain(**int **argc, \_TCHAR\* argv[])**

{

**HANDLE hThread = CreateThread(NULL, 0, helloFunc,NULL, 0, NULL );**

while **(!threadDone);**

return **0;**

}

Output :

![](data:image/png;base64,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)

// r3.cpp : Main thread waits for child threads to complete //execution ( the right method)

#include"stdafx.h"

#include<stdio.h>

#include<windows.h>

constint **numThreads = 4;**

DWORD WINAPI helloFunc(LPVOID pArg )

{

int **mynum = \*((**int\*)pArg);

**printf(**"Hello Thread %d\n",mynum);

return **0;**

}

int **\_tmain(**int **argc, \_TCHAR\* argv[])**

{ int **tNum[4];**

**HANDLE hThread[numThreads];**

for **(**int **i = 0; i < numThreads; i++)**

**{**

**tNum[i] = i;**

**hThread[i] = CreateThread(NULL, 0, helloFunc, &tNum[i], 0, NULL);**

**}**

**WaitForMultipleObjects(numThreads, hThread, TRUE, INFINITE);**

return **0;**

}
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// r4.cpp : passing parameters to thread through a structure

// Pass i by value (cv) and by reference (addr)

#include<alloc.h>

#include"stdafx.h"

#include<stdio.h>

#include<windows.h>

constint **numThreads = 10;**

struct **ab**

**{**

int **\*adr;**

int **cv;**

**};**

DWORD WINAPI helloFunc(LPVOID pArg )

{

struct **ab \*r = (**struct **ab\*)pArg;**

int **\*q= r->adr;**

int **mynum=(r->cv);**

int **cur\_val=\*q;**

**printf(**"Hello Thread %d... value of i in main=%d\n",mynum, cur\_val);

return **0;**

}

int **\_tmain(**int **argc, \_TCHAR\* argv[])**

{

struct **ab\* p =** newstruct **ab;**

**HANDLE hThread[numThreads];**

for **(**int **i = 0; i < numThreads; i++)**

**{ printf(**"In main..now i=%d\n",i);

**p->adr=&i;**

**p->cv=i;**

**hThread[i] = CreateThread(NULL, 0, helloFunc, p, 0, NULL );**

**printf(**"thread %d called\n\n",i);

**}**

**WaitForMultipleObjects(numThreads, hThread, TRUE, INFINITE);**

return **0;**

}

Output 1 : observe the thread execution sequence and parameter values
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// semaphore.cpp : pgm to illustrate use of semaphores. this pgm //counts the no. of lines and spaces in a given input file

#include <stdio.h>

#include <windows.h>

#include <conio.h>

#define NUMTHREADS 50

HANDLE hSem1, hSem2;

FILE \*fd;

int glc = 0, gsc=0;

DWORD WINAPI Countlines(LPVOID arg)

{

bool bDone = FALSE ;

char inLine[100];

int spc, lnc;

int t\_spc=0, t\_lnc=0;

int num = \*((int\*)arg);

while (!bDone)

{

WaitForSingleObject(hSem1, INFINITE); // access to input

if (fgets(inLine,100,fd)==NULL) bDone=1;

ReleaseSemaphore(hSem1, 1, NULL);

if (!bDone)

{

spc=0; lnc=0;

for(int j=0; inLine[j]!='\0'; j++)

{

if(inLine[j]==' ')

spc++;

if (inLine[j]=='\n')

lnc++;

} //endfor

WaitForSingleObject(hSem2, INFINITE); // update global count

gsc+= spc;

Sleep(1);

glc+= lnc;

ReleaseSemaphore(hSem2, 1, NULL);

} //endif

} //endwhile

return(0);

}

int main()

{

HANDLE hThread[NUMTHREADS];

int mynum[100];

hSem1 = CreateSemaphore(NULL, 1, 1, NULL); // Binary semaphore

hSem2 = CreateSemaphore(NULL, 1, 1, NULL); // Binary semaphore

if(hSem1==NULL) printf("error1..\n");

if(hSem2==NULL) printf("error2..\n");

fd = fopen("infile.txt","r"); // Open file for read

for (int i = 0; i < NUMTHREADS; i++)

{

mynum[i]= i;

hThread[i] = CreateThread(NULL,0,Countlines,&mynum[i],0,NULL);

}

WaitForMultipleObjects(NUMTHREADS, hThread, TRUE, INFINITE);

fclose(fd);

printf("Number of spaces= %d\t lines=%d\n", gsc, glc);

return 0;

}

Output 1 – when semaphores are used
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Output 1 – when semaphores are not used
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// event.cpp : thread events

#include"stdafx.h"

#include<stdio.h>

#include<windows.h>

#include<stdlib.h>

HANDLE hObj[2]; // 0 is event, 1 is thread

DWORD WINAPI threadFunc(LPVOID arg)

{

**BOOL bFound =0;** //bigFind();

int **a[20], i, key;**

**printf(**"the list..\n");

for(i=0;i<20;i++)

**{a[i]=i;**

**printf(**"%d ",a[i]);

**}**

**printf(**"\nenter the key..");

**scanf(**"%d",&key);

for(i=0;i<20;i++)

**{**

if(a[i]==key)

**bFound=1;**

**}**

if **(bFound)**

**{**

**SetEvent(hObj[0]);** // signal data was found

//bigFound() ;

**}**

if **(!bFound)**

**printf(**"Key Not Found\n");

//moreBigStuff() ;

return **0;**

}

int **\_tmain(**int **argc, \_TCHAR\* argv[])**

{

**hObj[0] = CreateEvent(NULL, FALSE, FALSE, NULL);** // create a thread

**hObj[1] = CreateThread(NULL,0,threadFunc,NULL,0,NULL);** // create an event

/\* Do some other work while thread executes search \*/

**DWORD waitRet = WaitForMultipleObjects(2, hObj, FALSE, 2000);**

switch(waitRet)

**{**

case **WAIT\_OBJECT\_0:** // event signaled

**printf(**"found it!... event signalled\n");

**WaitForSingleObject(hObj[1], INFINITE) ;**

// fall thru

break;

case **WAIT\_OBJECT\_0+1:** // thread signaled

**printf(**"not found.. thread terminates\n");

break **;**

case **WAIT\_TIMEOUT:** // thread timed out

**printf(**"thread timed out\n");

break **;**

default:

**printf(**"wait error: ret %u\n", waitRet);

break **;**

**}**

//getch();

return **0;**

}
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**3. OpenMP Programs**

**Command to compile OpenMP program in ubuntu:**

**gcc prg\_name.c –fopenmp**

**Command to run:**

**./a.out**

**// Program-1 to create a parallel region**

#include <stdio.h>

#include<omp.h>

int main(void)

{

int a=10, b=20, sum;

#pragma omp parallel //Beginning of parallel region

{

sum=a+b;

printf("The Sum=%d\n",sum);

}

//End of parallel region

return 0;

}

**// Program 2- Illustrate the use of global and local**

**// variables in a parallel** **region**

#include <stdio.h>

#include<omp.h>

int main(void)

{

int a=10;

#pragma omp parallel

{

int product;

int tid;

tid=omp\_get\_thread\_num();

if(tid==0)

{product=a\*5;

printf("From thread-%d : The product=%d\n",tid,product);

}

else

{ product=a\*6;

printf("From thread-%d: The product=%d\n",tid,product);

}

}

return 0;

}

**// Program 3- To illustrate the usage of thread-number,**

**// number-of-threads and number-of-processors functions**

#include <stdio.h>

#include <stdlib.h>

#include<omp.h>

int main(void)

{

printf("There are totally %d processors in the system\n", omp\_get\_num\_procs());

//omp\_set\_num\_threads(2);

#pragma omp parallel

{

int tid;

tid=omp\_get\_thread\_num();

if (tid==0)

printf("There are totally %d threads in the parallel region\n", omp\_get\_num\_threads());

printf("Hello from thread %d\n",tid);

}

return 0;

}

**//Program 4: To illustrate the effect of using num\_threads clause**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

int main()

{

#pragma omp parallel num\_threads(2)

{if(omp\_get\_thread\_num()==0)

printf("The number of threads when num\_threads(2) clause is used=%d\n\n",omp\_get\_num\_threads());

}

#pragma omp parallel

{if(omp\_get\_thread\_num()==0)

printf("The number of threads without num\_threads() clause=%d\n",omp\_get\_num\_threads());

}

return 0;

}

**//Program 5: To illustrate concept of if nested parallel regions**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

int main()

{

omp\_set\_nested(-1);

#pragma omp parallel

{if(omp\_get\_thread\_num()==0)

printf("The number of threads in the outer parallel region=%d\n\n",omp\_get\_num\_threads());

printf("Hello from outer thread %d\n\n", omp\_get\_thread\_num());

#pragma omp parallel

{if(omp\_get\_thread\_num()==0)

printf("The number of threads in the inner parallel region=%d\n\n",omp\_get\_num\_threads());

printf("Hello from inner thread %d\n\n", omp\_get\_thread\_num());

}

}

return 0;

}

**//Program 6: To enable and disable dynamic parallelism**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

int main()

{

//If dynamic adjustment is enabled then the requested number of

// threads is the maximum number of threads that may execute

//the parallel region. In our system max no. of threads=2

omp\_set\_dynamic(1);

printf("Dynamic parallelism is Enabled\n");

#pragma omp parallel num\_threads(4)

{if(omp\_get\_thread\_num()==0)

printf("The number of threads in the parallel region 1=%d\n\n",omp\_get\_num\_threads());

}

//If dynamic adjustment is disabled,

// then the requested number of threads will execute the parallel region.

omp\_set\_dynamic(0);

printf("Dynamic parallelism is Disabled\n");

#pragma omp parallel num\_threads(4)

{if(omp\_get\_thread\_num()==0)

printf("The number of threads in the parallel region 2=%d\n\n",omp\_get\_num\_threads());

}

return 0;

}

**//program 7: Conditional Compilation**

#include <stdio.h>

# ifdef \_OPENMP

#include<omp.h>

# endif // \_OPENMP

int main(void)

{

int par=1;

# ifdef \_OPENMP

#pragma omp parallel if(par)

# endif

printf("Hello, world.\n\n");

return 0;

}

**//program 8 : Perform C=A+B and D=A\*B using parallel for.**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

#define N 30

int main()

{

int nthreads;

unsigned int i; //i as unsigned int works

float a[N],b[N],c[N],d[N];

/\*Initialize arrays \*/

for(i=0; i<N; i++)

a[i]=b[i]=i\*1.0;

omp\_set\_num\_threads(2);

#pragma omp parallel

{/\*Parallel region begins \*/

int tid, print\_flag=1;

tid=omp\_get\_thread\_num();

if (tid==0)

printf("Number of threads =%d\n",omp\_get\_num\_threads());

#pragma omp for

for(i=0;i<N;i++)

{

c[i]= a[i]+b[i];

d[i]= a[i]\*b[i];

if(print\_flag)

{

printf("Thread-%d begins at iteration %d\n",tid,i);

print\_flag=0;

}

}

} /\* End of the parallel region \*/

}

**//Program 8: Add two arrays; ie C=A+B.**

**// Observe execution time using OpenMP lib function omp\_get\_wtime()**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

#include <stdint.h>

#define CHUNKSIZE 1000

#define N 100000

int main()

{

int nthreads,tid, i, chunk;

float a[N],b[N], c[N],d[N];

double start, end, time\_used;

chunk=CHUNKSIZE;

for(i=0; i<N; i++)

a[i]=b[i]=i\*1.0;

omp\_set\_num\_threads(2);

start=(double)omp\_get\_wtime();

#pragma omp parallel shared(a,b,c,nthreads,chunk) private(i, tid)

{

tid=omp\_get\_thread\_num();

if(tid==0)

printf("Number of threads =%d\n",omp\_get\_num\_threads());

//#pragma omp for schedule(static, chunk)

#pragma omp for schedule(runtime)

for(i=0;i<N;i++)

{

c[i]= a[i]+b[i];

d[i]= a[i]\*b[i];

}

}

end= (double) omp\_get\_wtime();

printf("The execution time = %10.10lf seconds\n", (end - start));

}

**//program 9 :Illustrate the usage of single construct**

//**Compute dot product- code uses single construct**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

#define N 30

int main()

{

int i,sum=0;

float a[N],b[N],c[N];

#pragma omp parallel num\_threads(2)

{

#pragma omp single nowait

{

printf("Number of threads =%d\n",omp\_get\_num\_threads());

}

#pragma omp single

{

for(i=0; i<N; i++)

a[i]=b[i]= i\*1.0;

}

#pragma omp for

for(i=0;i<N;i++)

{

c[i]= a[i]\*b[i];

}

#pragma omp single

{

for(i=0; i<N; i++)

sum=sum+c[i];

}

}

printf("Dot Product=%d\n",sum);

return 0;

}

**//Program 10: Illustrate the usage of threadprivate variables**

#include <stdio.h>

#include <omp.h>

int tp1,p;

float tp2;

#pragma omp threadprivate(tp1, tp2)

int main ()

{

int tid;

omp\_set\_dynamic(0); // To enable threadprivate variables

tp1=5;

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("Parallel Region-1\n");

#pragma omp parallel private(tid,p) copyin(tp1)

{

tid = omp\_get\_thread\_num();

tp1+=tid;

tp2+=tid;

p=tp1+tp2;

printf("Thread %d: tp1=%d, tp2=%0.1f, p=%d\n",tid,tp1,tp2,p);

} /\* end of parallel section \*/

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("Serial Region \n");

tid = omp\_get\_thread\_num();

printf("Thread %d: tp1=%d, tp2=%0.1f, p=%d\n",tid,tp1,tp2,p);

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("Parallel Region-2\n");

#pragma omp parallel private(tid)

{

tid = omp\_get\_thread\_num();

printf("Thread %d: tp1=%d, tp2=%0.1f\n",tid,tp1,tp2);

} /\* end of parallel section \*/

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

return 0;

}

/\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Parallel Region-1

Thread 0: tp1=5, tp2=0.0, p=5

Thread 1: tp1=6, tp2=1.0, p=7

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Serial Region

Thread 0: tp1=5, tp2=0.0, p=0

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Parallel Region-2

Thread 1: tp1=6, tp2=1.0

Thread 0: tp1=5, tp2=0.0

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*/

**//program 11 : Demonstrate the properties of private variables**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

int g=100;

int sum(int, int);

void main()

{

int a=10, b=5,c;

printf("Before the parallel region: a=%d b=%d g=%d\n",a,b,g);

omp\_set\_num\_threads(2);

printf("Within the parallel region\n");

#pragma omp parallel private(a,b,g)

{

a=omp\_get\_thread\_num();

b=10;

c=sum(a,b);

printf("Thread-%d a=%d b=%d c=%d g=%d\n",a,a,b,c,g);

}

printf("After the parallel region: a=%d b=%d g=%d\n",a,b,g);

}

int sum(int x, int y)

{

return x+y;

}

/\*

Before the parallel region: a=10 b=5 g=100

Within the parallel region

Thread-0 a=0 b=10 c=10

Thread-1 a=1 b=10 c=11

After the parallel region: a=10 b=5 g=100

\*/

**//Program 12: To illustrate the effects of firstprivate clause.**

//Program 17: To illustrate the effects of firstprivate clause.

#include <stdio.h>

#include <omp.h>

void main()

{

int x, y, tid;

x = 100;

y = 200;

printf("In the parallel region\n");

#pragma omp parallel firstprivate(x) private(tid)

{

tid=omp\_get\_thread\_num();

x = x + tid;

#pragma omp critical

{y=y+5;}

#pragma omp barrier

//A thread waits here till all threads reach this point

printf("Thread-%d x=%d y=%d\n",tid,x,y);

#pragma omp sections firstprivate(y)

//firstprivate(tid)is not possible here.

{

#pragma omp section

{

y=y+1;

printf("\nIn worksharing section-1: Thread-%d x=%d y=%d\n",tid,x,y);

}

#pragma omp section

{

y=y+2;

printf("\nIn worksharing section-2: Thread-%d x=%d y=%d\n",tid,x,y);

}

}// end of sections pragma

} // end of parallel pragma

printf("\nAfter the parallel region x=%d y=%d \n",x,y);

}

/\*

In the parallel region

Thread-0 x=100 y=210

Thread-1 x=101 y=210

In worksharing section-1: Thread-0 x=100 y=211

In worksharing section-2: Thread-1 x=101 y=212

After the parallel region x=100 y=210

\*/

**//Program 13: To illustrate the lastprivate clause.**

#include <stdio.h>

#include <omp.h>

void main()

{

int lp=0,i,tid;

printf("In the parallel region\n");

#pragma omp parallel for firstprivate(lp), lastprivate(lp) private(tid)

for(i=0;i<10;i++)

{

tid=omp\_get\_thread\_num();

lp = lp+i;

printf("thread %d i=%d lp=%d\n",tid,i,lp);

}

printf("\nAfter the parallel region lp=%d \n",lp);

}

/\*

In the parallel region

thread 0 i=0 lp=0

thread 1 i=5 lp=5

thread 0 i=1 lp=1

thread 0 i=2 lp=3

thread 0 i=3 lp=6

thread 1 i=6 lp=11

thread 1 i=7 lp=18

thread 1 i=8 lp=26

thread 1 i=9 lp=35

thread 0 i=4 lp=10

After the parallel region lp=35

\*/

**//Program 14: To illustrate properties of shared variables.**

#include <stdio.h>

#include <omp.h>

void main()

{

int s1=0, s2=0, s3=0,i;

omp\_set\_num\_threads(2);

#pragma omp parallel shared(s1,s2,s3)

{

#pragma omp critical

{s1=s1+5;}

#pragma omp for

for(i=0;i<10;i++)

{

#pragma omp critical

{s2=s2+i;}

}

#pragma omp sections

{

#pragma omp section

{

#pragma omp critical

{s3=s3+5;}

}

#pragma omp section

{

#pragma omp critical

{s3=s3+10;}

}

}

}

printf("Outside the parallel region\n");

printf("s1=%d s2=%d s3=%d\n",s1,s2,s3);

}

/\*when shared clause is not used:

Outside the parallel region

s1=10 s2=45 s3=15

when used:

Outside the parallel region

s1=10 s2=45 s3=15

\*/

**//Program 15: To illustrate the effects of using default clause**

//Program 21: To illustrate the effects of using default clause.

#include <stdio.h>

#include <omp.h>

int a[10],b,c=0,d=0;

#pragma omp threadprivate(b)

void main()

{

int x=0,i=0;

const int y = 10;

#pragma omp parallel default(none) private(x) shared(a,d)

{

int tid = omp\_get\_thread\_num();

//tid is private; declared inside the parallel region.

a[tid] = y;/OK - a is specified in shared clause, tid is private.

// - y is const type-qualified.

b = x+5; //OK - b is specified in threadprivate.

// - x is specified in private clause.

c = i; //Error- cannot reference i or c here;

//both are not specified in the enclosing parallel construct.

#pragma omp for private(c) //private(c) is OK here

for (i=0; i<10 ; i++)

{

a[i] = i; //OK - can reference i ; loop index variable.

} // - a is a is specified in shared clause.

#pragma omp for firstprivate(x,c,d)

//Error- firstpivate(x) is not OK here as x is private in the

//outer context. firstprivate(c) not OK here because c is not

//specified in the enclosing parallel construct.

//firstprivate(d)is OK here.

for (i=0; i<10 ; i++)

{

a[i] = c; // referencing i is OK - loop index variable.

// referencing a is OK - specified in shared clause.

} // can't reference c; not specified in enclosing

// parallel construct.

c = i; // Error - cannot reference c and i here;

} // both not specified in enclosing parallel construct.

}

**//Program 16: Compute dot product using reduction.**

#include <stdio.h>

#include <omp.h>

#define N 30

int main()

{

int i;

float a[N],b[N],sum=0.0;

for(i=0; i<N; i++)

a[i]=b[i]= i\*1.0;

#pragma omp parallel for reduction(+:sum)

for(i=0;i<N;i++)

sum = sum + a[i] \* b[i];

printf("Dot Product=%.1f\n",sum);

return 0;

}

**//Program 17: Compute dot product using reduction.**

**//The reduction operator is used inside the function.**

#include <stdio.h>

#include <omp.h>

#define N 30

float add(float,float,float);

int main()

{

int i;

float a[N],b[N],sum=0.0;

for(i=0; i<N; i++)

a[i]=b[i]= i\*1.0;

#pragma omp parallel for reduction(+:sum)

for(i=0;i<N;i++)

sum = add(sum,a[i],b[i]); //operator can be inside the function

printf("Dot Product=%.1f\n",sum);

return 0;

}

float add(float s, float n1, float n2)

{

return s+n1\*n2;

}

**//Program 18: Illustrate the usage of copyin clause**

#include <stdio.h>

#include <omp.h>

int tp1;

float tp2;

#pragma omp threadprivate(tp1,tp2)

int main ()

{

int tid;

omp\_set\_dynamic(0); // To enable threadprivate variables

omp\_set\_num\_threads(4);

tp1=5; tp2=5.5;

printf("Serial Region \n");

tid = omp\_get\_thread\_num();

printf("Master thread- thread-id %d: tp1=%d,

tp2=%0.1f\n",tid,tp1,tp2);

printf("-------------------------------------------------\n");

printf("Parallel Region-1: Without copyin\n");

#pragma omp parallel private(tid)

{

tid = omp\_get\_thread\_num();

printf("Thread-id %d: tp1=%d, tp2=%0.1f\n",tid,tp1,tp2);

}

printf("-------------------------------------------------\n");

printf("Serial Region \n");

tid = omp\_get\_thread\_num();

printf("Master thread - thread-id %d: tp1=%d,

tp2=%0.1f\n",tid,tp1,tp2);

printf("-------------------------------------------------\n");

printf("Parallel Region-2: With copyin\n");

#pragma omp parallel private(tid) copyin(tp1,tp2)

{

tid = omp\_get\_thread\_num();

printf("Thread-id %d: tp1=%d, tp2=%0.1f\n",tid,tp1,tp2);

}

printf("-------------------------------------------------\n");

return 0;

}

Ouput:

Serial Region

Master thread- thread-id 0: tp1=5, tp2=5.5

-------------------------------------------------

Parallel Region-1: Without copyin

Thread-id 0: tp1=5, tp2=5.5

Thread-id 2: tp1=0, tp2=0.0

Thread-id 1: tp1=0, tp2=0.0

Thread-id 3: tp1=0, tp2=0.0

-------------------------------------------------

Serial Region

Master thread - thread-id 0: tp1=5, tp2=5.5

-------------------------------------------------

Parallel Region-2: With copyin

Thread-id 2: tp1=5, tp2=5.5

Thread-id 1: tp1=5, tp2=5.5

Thread-id 0: tp1=5, tp2=5.5

Thread-id 3: tp1=5, tp2=5.5

-------------------------------------------------

**//Program 19: Illustrate the effects of copyprivate clause.**

#include <stdio.h>

#include <omp.h>

float x=2.0;

#pragma omp threadprivate(x)

int main()

{

float a = 1.0;

omp\_set\_num\_threads(4);

#pragma omp parallel private(a) //*a* must not be shared here.

{

int tid=omp\_get\_thread\_num();

a=tid;

x+=tid;

printf("Before updating- Thread-%d: a=%.1f,

x=%.1f\n",tid,a,x);

#pragma omp barrier

#pragma omp single copyprivate(a, x) //private(a) or

{ //firstprivate(a)

a++; //not allowed here.

x++;

printf("\nThread-%d updated a and x: a=%.1f,

x=%.1f\n\n",tid,a,x);

}

printf("After updating- Thread-%d: a=%.1f,

x=%.1f\n",tid,a,x);

}

}

Output:

Before updating- Thread-0: a=0.0, x=2.0

Before updating- Thread-2: a=2.0, x=4.0

Before updating- Thread-3: a=3.0, x=5.0

Before updating- Thread-1: a=1.0, x=3.0

Thread-3 updated a and x: a=4.0, x=6.0

After updating- Thread-2: a=4.0, x=6.0

After updating- Thread-3: a=4.0, x=6.0

After updating- Thread-0: a=4.0, x=6.0

After updating- Thread-1: a=4.0, x=6.0

**//Program 20: Illustrate functioning of master construct.**

#include <stdio.h>

#include <stdlib.h>

#include <omp.h>

int main()

{

int tid;

omp\_set\_num\_threads(4);

#pragma omp parallel

{

tid=omp\_get\_thread\_num();

#pragma omp master private(tid)

{

printf("Inside the master construct: Thread-id %d\n",tid);

}

printf("Outside the master construct: Thread-id %d\n",tid);

}

}

Output:

Inside the master construct: Thread-id 0

Outside the master construct: Thread-id 1

Outside the master construct: Thread-id 2

Outside the master construct: Thread-id 3

Outside the master construct: Thread-id 0

**//Program 21: Illustrate the usage of critical sections**

#include <stdio.h>

#include <omp.h>

main()

{

long int i;

double sum=0.0, diff=499500.0;

omp\_set\_num\_threads(4);

#pragma omp parallel for shared(sum)

for(i=0;i<1000;i++)

{

#pragma omp critical

{

sum=sum+i;

diff=diff-i;

}

}

printf("The sum=%.1lf difference=%.1lf\n",sum,diff);

}

Output:

The sum=499500.0 difference=0.0

**//Program 22: Illustrate the usage of named critical sections**

#include <stdio.h>

#include <omp.h>

main()

{

int x,y;

x=y=0;

omp\_set\_num\_threads(10);

#pragma omp parallel shared(x,y)

{

#pragma omp critical (CSA)

{x = x + 1;

}

#pragma omp critical (CSB)

{y = y + 1;

}

}

printf("x=%d y=%d\n",x,y);

}

Output :

x=10 y=10

**//Program 23: Illustrate the use of barrier**

#include <stdio.h>

#include <omp.h>

int main()

{

int tid;

float a=5,b=10,x=4,y=5,sum=0.0,p1,p2;

#pragma omp parallel private(tid)

{

tid=omp\_get\_thread\_num();

if(tid==0)

{

//Do some computation

p1=a\*x;

}

if(tid==1)

{

//Do some computation

p2=b\*y;

}

//Wait for the other thread to finish computation

#pragma omp barrier

#pragma omp single

sum=p1+p2;

}

printf("Sum=%.1f\n",sum);

}

Output:

Sum=70.0

**//Program 24: TO illustrate the usage of atomic construct.**

#include <stdio.h>

#include <omp.h>

void main()

{

int x,y;

x=y=0;

omp\_set\_num\_threads(50);

#pragma omp parallel shared(x,y)

{

#pragma omp atomic

x = x + 1;

#pragma omp atomic

y = y + 1;

}

printf("x=%d y=%d\n",x,y);

}

Output:

x=50 y=50

**//Program 25: Illustrate the working of ordered clause and**

**//ordered directive.**

#include <stdio.h>

#include <omp.h>

#define N 10

float a[N], b[N], c[N];

int main( )

{

int i;

for(i=0;i<N;i++)

{

a[i]=i;

b[i]=i\*2.0;

}

#pragma omp parallel

{

#pragma omp single

printf("With ordered construct \n");

#pragma omp for ordered

for (i = 0 ; i < N ; i++)

{

c[i]=a[i]+b[i];

#pragma omp ordered

printf("%d\n",i);

}

#pragma omp single

printf("\nWithout ordered construct \n");

#pragma omp for

for (i = 0 ; i < N ; i++)

{

c[i]=a[i]+b[i];

printf("%d\n",i);

}

}

}

Output:

With ordered construct

0 1 2 3 4 5 6 7 8 9

Without ordered construct

5 0 6 1 7 2 3 4 8 9

**//Program 26: Illustrate the use of simple lock.**

#include <stdio.h>

#include <omp.h>

#define N 1000

int main()

{

int i,p;

int a[N],b[N];

long int sum=0;

omp\_lock\_t L;

omp\_init\_lock(&L);

for(i=0; i<N; i++)

a[i]=b[i]= i\*1.0;

omp\_set\_num\_threads(4);

#pragma omp parallel for shared(sum, L) private(p)

for(i=0;i<N;i++)

{

p=a[i] \* b[i];

omp\_set\_lock(&L);

sum = sum +p;

omp\_unset\_lock(&L);

}

printf("Dot Product=%ld\n",sum);

omp\_destroy\_lock(&L);

return 0;

}

**//Program 27: Illustrate the functioning of nested lock.**

#include <stdio.h>

#include <omp.h>

int a=0;

omp\_nest\_lock\_t L;

void step2\_compute(void)

{

int i;

omp\_set\_nest\_lock(&L);

for(i=0;i<1000;i++) //Do some computation

a += 2;

omp\_unset\_nest\_lock(&L);

}

void step1\_compute(void)

{

int i;

omp\_set\_nest\_lock(&L);

for(i=0;i<1000;i++) //Do some computation

a += 1;

step2\_compute();

omp\_unset\_nest\_lock(&L);

}

void main()

{

omp\_init\_nest\_lock(&L);

omp\_set\_num\_threads(2);

#pragma omp parallel sections

{

#pragma omp section

step1\_compute();

#pragma omp section

step2\_compute();

}

printf("x=%d\n",a);

omp\_destroy\_nest\_lock(&L);

}

**4. MPI Programs**

**// command to compile mpi program :**

* + **mpicc mpi\_code.c –o a.out**

**// command to run mpi program on two machines:**

* + **mpirun -np 2 a.out**

**// Program 1. To illustrate Blocking Message Passing Routines // All worker processes send a greeting message to**

**// master process.**

#include <stdio.h>

#include "mpi.h"

#include <string.h>

int main(int argc, char\* argv[])

{

    int my\_rank, p;   // process rank and number of processes

    int source, dest; // rank of sender and receiving process

    int tag = 0;       // tag for messages

    char mesg[100];   // storage for message

    MPI\_Status status;// stores status for MPI\_Recv statements

  MPI\_Init(&argc, &argv);

  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &my\_rank);

  MPI\_Comm\_size(MPI\_COMM\_WORLD, &p);

   if (my\_rank!=0)

{

        sprintf(mesg, "Greetings from %d!", my\_rank);

// stores into character array

        dest = 0;

        MPI\_Send(mesg, strlen(mesg)+1, MPI\_CHAR, dest, tag,

MPI\_COMM\_WORLD);

}// sends string to process 0

else

{

        for(source = 1; source < p; source++){

        MPI\_Recv(message, 100, MPI\_CHAR, source, tag,

MPI\_COMM\_WORLD, &status);

// recv from each process

        printf("%s\n", message);    }

    MPI\_Finalize(); // shuts down MPI

}

**//Program 2. Master process send a message to all worker**

**//process using Blocking Message Passing Routines.**

#include <stdio.h>

#include "mpi.h"

#include <string.h>

#define BUFFER\_SIZE 32

int main(int argc,char \*argv[])

{

int MyRank, Numprocs, Destination;

int tag = 0;

int Root = 0, dest;

char Message[BUFFER\_SIZE];

MPI\_Init(&argc,&argv);

MPI\_Status status;

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&MyRank);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&Numprocs);

/\* print host name, and send message from process with rank 0 to all other processes \*/

if(MyRank == 0) {

strcpy(Message, "Hello India");

for (dest=1; dest<Numprocs; dest++)

MPI\_Send(Message, BUFFER\_SIZE, MPI\_CHAR, dest,tag,MPI\_COMM\_WORLD);

}

else {

system("hostname"); // execute the OS commannd - *hostname*

MPI\_Recv(Message, BUFFER\_SIZE, MPI\_CHAR, Root, tag,MPI\_COMM\_WORLD, &status);

printf("\n%s in process with rank %d from Process with rank %d\n", Message,MyRank,Root);

}

MPI\_Finalize();

}

**//Program 3. MPI program to pass a message around a ring.**

int main(int argc, char\*\* argv)

{

// Initialize the MPI environment

MPI\_Init(NULL, NULL);

// Find out rank, size

int world\_rank;

MPI\_Comm\_rank(MPI\_COMM\_WORLD, &world\_rank);

int world\_size;

MPI\_Comm\_size(MPI\_COMM\_WORLD, &world\_size);

  int token;

// Receive from the lower process and send to the

// higher process. Take care of the special case when you

// are the first process to prevent deadlock.

if (world\_rank != 0)

{

MPI\_Recv(&token, 1, MPI\_INT, world\_rank - 1, 0,

MPI\_COMM\_WORLD,MPI\_STATUS\_IGNORE);

printf("Process %d received token %d from process %d\n“,

world\_rank, token, world\_rank - 1);

}

else

{

// Set the token's value if you are process 0

token = -1;

}

MPI\_Send(&token, 1, MPI\_INT, (world\_rank + 1) % world\_size,

0, MPI\_COMM\_WORLD);

// Now process 0 can receive from the last process. This

// makes sure that at least one MPI\_Send is initialized

// before all MPI\_Recvs (again, to prevent deadlock)

if (world\_rank == 0)

{

MPI\_Recv(&token, 1, MPI\_INT, world\_size - 1, 0,

MPI\_COMM\_WORLD, MPI\_STATUS\_IGNORE);

printf("Process %d received token %d from process %d\n",

world\_rank, token,world\_size - 1);

}

MPI\_Finalize();

}

**//Program 4**. **MPI program to compute the value of**

#include "mpi.h"

#include <math.h>

int main(int argc, char \*argv[])

{

int done = 0, n, myid, numprocs, i, rc;

double PI25DT = 3.141592653589793238462643;

double mypi, pi, h, sum, x, a;

MPI\_Init(&argc,&argv);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&numprocs);

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&myid);

while (!done)

{

if (myid == 0)

{

printf("Enter the number of intervals: (0 quits) ");

scanf("%d",&n);

}

MPI\_Bcast(&n, 1, MPI\_INT, 0, MPI\_COMM\_WORLD);

if (n == 0) break;

h = 1.0 / (double) n;

sum = 0.0;

for (i = myid + 1; i <= n; i += numprocs)

{

x = h \* ((double)i - 0.5);

sum += 4.0 / (1.0 + x\*x);

}

mypi = h \* sum;

MPI\_Reduce(&mypi, &pi, 1, MPI\_DOUBLE, MPI\_SUM,

0,MPI\_COMM\_WORLD);

if (myid == 0)

printf("pi is approximately %.16f, Error is %.16f\n", pi,

fabs(pi - PI25DT));

}

MPI\_Finalize();

return 0;

}

**//Program 5**. To find sum of 'n' integers on 'p' processors using

// point-to-point communication libraries calls

#include <stdio.h>

#include "mpi.h"

int main(int argc,char \*argv[])

{

int iproc;

int MyRank, Numprocs, Root = 0;

int value, sum = 0;

int Source, Source\_tag;

int Destination, Destination\_tag;

MPI\_Status status;

MPI\_Init(&argc,&argv);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&Numprocs);

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&MyRank);

if(MyRank == Root){

for(iproc = 1 ; iproc < Numprocs ; iproc++)

{

Source = iproc;

Source\_tag = 0;

MPI\_Recv(&value, 1, MPI\_INT, Source, Source\_tag,

MPI\_COMM\_WORLD, &status);

sum = sum + value;

}

printf("MyRank = %d, SUM = %d\n", MyRank, sum);

}

Else

{

Destination = 0;

Destination\_tag = 0;

MPI\_Send(&MyRank, 1, MPI\_INT, Destination, Destination\_tag,

MPI\_COMM\_WORLD);

}

MPI\_Finalize();

}

**//Program 6. Read in an integer from a file (in.dat) and broadcast it to**

**// all processes**

#include <stdio.h>

#include "mpi.h"

#define ROOT 0

int main(int argc, char \*argv[])

{

int size, rank, x=0;

MPI\_Init(&argc, &argv);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&size);

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&rank);

if (rank == ROOT)

{

FILE \*fp = fopen("in.dat","r");

fscanf(fp,"%d",&x); fclose(fp);

}

printf("(before) my rank = %d, x = %d\n", rank, x);

MPI\_Bcast(&x, 1, MPI\_INT, ROOT, MPI\_COMM\_WORLD);

printf("(after) my rank = %d, x = %d\n", rank, x);

MPI\_Finalize();

return 0;

}

// **Program 7.** Program to illustrate isend/ireceive non-blocking communication

//library calls

#include <stdio.h>

#include <stdlib.h>

#include <mpi.h>

#include <math.h>

int main(argc,argv)

int argc;

char \*argv[];

{

int myid, numprocs;

int tag,source,destination,count;

int buffer;

MPI\_Status status;

MPI\_Request request;

MPI\_Init(&argc,&argv);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&numprocs);

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&myid);

tag=1234;

source=0;

destination=1;

count=1;

request=MPI\_REQUEST\_NULL;

if(myid == source)

{

buffer=5678;

PI\_Isend(&buffer,count,MPI\_INT,destination,tag,MPI\_COMM\_WORLD,&request);

}

if(myid == destination)

{

MPI\_Irecv(&buffer,count,MPI\_INT,source,tag,MPI\_COMM\_WORLD,&request);

}

MPI\_Wait(&request,&status);

if(myid == source)

{

printf("processor %d sent %d\n",myid,buffer);

}

if(myid == destination)

{

printf("processor %d got %d\n",myid,buffer);

}

MPI\_Finalize();

}

/\* **Program 8. Program to illustrate the usage of MPI\_Scatter and MPI\_Reduce Each processor gets different data from the root processor by way of mpi\_scatter. The data is summed and then sent back to the root processor using MPI\_Reduce. The root processor then prints the global sum. \*/**

#include <stdio.h>

#include <stdlib.h>

#include <mpi.h>

/\* globals \*/

int numnodes,myid,mpi\_err;

#define mpi\_root 0

/\* end globals \*/

void init\_it(int \*argc, char \*\*\*argv);

void init\_it(int \*argc, char \*\*\*argv)

{

mpi\_err = MPI\_Init(argc,argv);

mpi\_err = MPI\_Comm\_size( MPI\_COMM\_WORLD, &numnodes );

mpi\_err = MPI\_Comm\_rank(MPI\_COMM\_WORLD, &myid);

}

int main(int argc,char \*argv[]){

int \*myray,\*send\_ray,\*back\_ray;

int count;

int size,mysize,i,k,j,total,gtotal;

init\_it(&argc,&argv);

/\* each processor will get count elements from the root \*/

count=4;

myray=(int\*)malloc(count\*sizeof(int));

/\* create the data to be sent on the root \*/

if(myid == mpi\_root){

size=count\*numnodes;

send\_ray=(int\*)malloc(size\*sizeof(int));

back\_ray=(int\*)malloc(numnodes\*sizeof(int));

for(i=0;i<size;i++)

send\_ray[i]=i;

}

/\* send different data to each processor \*/

mpi\_err = MPI\_Scatter( send\_ray, count, MPI\_INT, myray, count,

MPI\_INT, mpi\_root, MPI\_COMM\_WORLD);

/\* each processor does a local sum \*/

total=0;

for(i=0;i<count;i++)

total=total+myray[i];

printf("myid= %d total= %d\n ",myid,total);

/\* send the local sums back to the root \*/

mpi\_err = MPI\_Reduce(&total, &gtotal, 1, MPI\_INT, MPI\_SUM, mpi\_root,

MPI\_COMM\_WORLD);

/\* the root prints the global sum \*/

if(myid == mpi\_root){

printf("results from all processors= %d \n ",gtotal);

}

mpi\_err = MPI\_Finalize();

}

**//Program 9. Matrix-Matrix Multiplication By Dividing the work among all the**

**//available processes and Process with Rank 0 will print the result.**

#include "mpi.h"

#include <stdio.h>

#include <stdlib.h>

#define NoofRowsA 4 /\* numer of rows in matrix A \*/

#define NoofColsA 4 /\* numer of columns in matrix A \*/

#define NoofColsB 4 /\* numer of columns in matrix B \*/

#define MASTER 0 /\* MyRank of first task \*/

#define FROM\_MASTER 1 /\* setting a message type (Tag)\*/

#define FROM\_WORKER 2 /\* setting a message type (Tag)\*/

int main(int argc,char \*argv[])

{

int numprocs, /\* numer of Processes in COMM\_WORLD \*/

MyRank, /\* a Process identifier \*/

numworkers, /\* numer of worker Processes \*/

source, /\* source \*/

dest, /\* destination \*/

mtype, /\* message type \*/

rows, /\* rows of matrix A sent to each worker \*/

averow, extra, offset, /\* used to determine rows sent to each worker \*/

i, j, k, rc,irow,icol; /\* misc \*

double A[NoofRowsA][NoofColsA], /\* matrix A to be multiplied \*/

B[NoofColsA][NoofColsB], /\* matrix B to e multiplied \*/

C[NoofRowsA][NoofColsB]; /\* result matrix C \*/

double starttime,endtime; /\*Parameters for getting the time required

for operation\*/

MPI\_Status status;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*MPI Initialization\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

MPI\_Init(&argc,&argv);

MPI\_Comm\_rank(MPI\_COMM\_WORLD,&MyRank);

MPI\_Comm\_size(MPI\_COMM\_WORLD,&numprocs);

if (numprocs < 2 )

{

printf("Need at least two MPI tasks. Quitting...\n");

MPI\_Abort(MPI\_COMM\_WORLD, rc);

exit(1);

}

numworkers = numprocs-1;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* master task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

if (MyRank == MASTER)

{

printf("\n \*\*\*\*\*\*\*\*\*\*\*\*\*OUTPUT FOR THE PROGRAM\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*");

printf("\nmpi has started with %d tasks.\n",numprocs);

printf("Initializing Matrices...\n");

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Initializing the contents of Matrix A\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

for (i=0; i<NoofRowsA; i++)

for (j=0; j<NoofColsA; j++)

A[i][j]= i+j;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Initializing the contents of Matrix B\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

for (i=0; i<NoofColsA; i++)

for (j=0; j<NoofColsB; j++)

B[i][j]= i\*j;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Send matrix data to the worker tasks\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

averow = NoofRowsA/numworkers;

extra = NoofRowsA%numworkers;

offset = 0;

mtype = FROM\_MASTER;

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*Getting the starting time for operation\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

starttime=MPI\_Wtime();

for (dest=1; dest<=numworkers; dest++)

{

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*Distributing the Rows among the No. Of Processes\*\*\*\*\*\*\*\*/

rows = (dest <= extra) ? averow+1 : averow;

printf("Sending %d rows to Rank %d offset=%d\n",rows,dest,offset);

MPI\_Send(&offset, 1, MPI\_INT, dest, mtype, MPI\_COMM\_WORLD);

MPI\_Send(&rows, 1, MPI\_INT, dest, mtype, MPI\_COMM\_WORLD);

MPI\_Send(&A[offset][0], rows\*NoofColsA, MPI\_DOUBLE, dest, mtype,

MPI\_COMM\_WORLD);

MPI\_Send(&B, NoofColsA\*NoofColsB, MPI\_DOUBLE, dest, mtype,

MPI\_COMM\_WORLD);

offset = offset + rows;

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Receive results from worker tasks \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

mtype = FROM\_WORKER;

for (i=1; i<=numworkers; i++)

{

source = i;

MPI\_Recv(&offset, 1, MPI\_INT, source, mtype, MPI\_COMM\_WORLD,

&status);

MPI\_Recv(&rows, 1, MPI\_INT, source, mtype, MPI\_COMM\_WORLD, &status);

MPI\_Recv(&C[offset][0], rows\*NoofColsB, MPI\_DOUBLE, source, mtype,

MPI\_COMM\_WORLD, &status);

printf("Received results from task %d\n",source);

/\*\*\*\*\*Calculating the End time at which the operation is compleated\*\*\*\*\*/

endtime=MPI\_Wtime();

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Printing the results \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

printf("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf("Final Result Matrix:\n");

for (i=0; i<NoofRowsA; i++)

{

printf("\n");

for (j=0; j<NoofColsB; j++)

printf("%6.2f ", C[i][j]);

}

printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

printf ("Done.\n");

/\*\*\*\*\*\*\*\*\*\*\*Printing the total time required for the operation\*\*\*\*\*\*\*\*\*\*/

printf("\n Total time for operation is %.4f\n\n",endtime-starttime);

}

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* worker task \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

if (MyRank > MASTER)

{

mtype = FROM\_MASTER;

MPI\_Recv(&offset, 1, MPI\_INT, MASTER, mtype, MPI\_COMM\_WORLD, &status);

MPI\_Recv(&rows, 1, MPI\_INT, MASTER, mtype, MPI\_COMM\_WORLD, &status);

MPI\_Recv(&A, rows\*NoofColsA, MPI\_DOUBLE, MASTER, mtype, MPI\_COMM\_WORLD,

&status);

MPI\_Recv(&B, NoofColsA\*NoofColsB, MPI\_DOUBLE, MASTER, mtype,

MPI\_COMM\_WORLD, &status);

/\*\*\*\*\*\*\*\*\*\*\*Worker Tasks performing the Matrix Multiplication\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

for (k=0; k<NoofColsB; k++)

for (i=0; i<rows; i++)

{

C[i][k] = 0.0;

for (j=0; j<NoofColsA; j++)

C[i][k] = C[i][k] + A[i][j] \*B[j][k];

}

mtype = FROM\_WORKER;

MPI\_Send(&offset, 1, MPI\_INT, MASTER, mtype, MPI\_COMM\_WORLD);

MPI\_Send(&rows, 1, MPI\_INT, MASTER, mtype, MPI\_COMM\_WORLD);

MPI\_Send(&C, rows\*NoofColsB, MPI\_DOUBLE, MASTER, mtype,

MPI\_COMM\_WORLD);

}

MPI\_Finalize();

}