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**List of Experiments**
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|  |  |  |  |
| --- | --- | --- | --- |
| **Exp No.** | **Title** | **Prerequisite\*** | **CO#** |
| 1 | **Introduction to RL terminologies and Elements using OpenAI Gym**   1. Explore various environments in Open AI Gym 2. Relate RL terminologies and elements with the examples in Gym Environment 3. Implement any Gym Environment from classic control 4. Customize the above gym environment parameters 5. Demonstrate how to interpret state transitions, rewards, and termination conditions with reference to the above example | Python programming  RL terminologies | 1 |
| 2. | **Implementation of Multi-Arm Bandit (MAB) Problem**   1. To implement MAB problem using pure exploitation algorithm. 2. To implement MAB problem using pure exploration algorithm 3. To implement MAB problem using Fixed Exploration followed by Exploitation 4. To implement MAB problem using Greedy algorithm 5. To apply Upper Confidence Bound(UCB) in the implementation done in part d 6. To analyse the algorithms and compare them in terms of rewards, regrets and complexity | Concept of Multi-Arm Bandit Problem in RL | 1,2 |
| 3. | **Understand and apply the concepts of Markov Decision Processes (MDPs) by modeling a real-world decision-making scenario**   1. Model decision making process 2. Implement value iteration algorithm 3. Identify the optimal policy by analysing the results | Concept of Markov Property, Markov Chain, Markov Decision Process | 2,3 |
| 4 | **Dynamic Programming- Policy Iteration Algorithm for MDP**   1. To find the optimal policy that maximizes the expected cumulative reward for a given MDP by iteratively improving an initial policy until convergence 2. To analyse the impact of discount factors for myopic and farsighted agents | Policy Iteration |  |
| 5 | **Dynamic Programming- Value Iteration Algorithm for MDP**   1. To compute the optimal policy by iteratively improving the value function for each state and selecting the action that maximizes the expected return 2. To analyse the impact of discount factors for myopic and farsighted agents 3. To compare value iteration and policy iteration algorithms in terms of time and computational complexity | Value Iteration |  |
| 6 | **Monte-Carlo Prediction**   1. To implement First Visit Monte Carlo Prediction Algorithm 2. To implement Every Visit Monte Carlo Prediction Algorithm 3. To compare First Visit Algorithm and Every Visit Algorithm on the basis of following points    * Time complexity    * Value Table for each Episode |  |  |
| 7 | **Temporal Difference Prediction**   1. To implement Temporal Difference (0) in a complex grid world environment 2. To implement Temporal Difference (1) in a complex grid world environment 3. To compare Temporal Difference Prediction Algorithm with Monte-Carlo Prediction Algorithm |  |  |
| 8 | **Q Learning and SARSA**   1. To implement Q Learning Algorithm in a complex grid world environment 2. To implement SARSA Algorithm in a complex grid world environment 3. To compare Q learning and SARA Algorithm | On policy and Off Policy |  |
| 9 |  |  |  |
| 10 |  |  |  |
| 11 |  |  |  |

\* Students are expected to be ready with the prerequisite before attending the lab

**Experiment No.06=7**

PART A

(PART A: TO BE REFFERED BY STUDENTS)

**A.1 Aim:**  **Q Learning and SARSA**

1. To implement Q Learning Algorithm in a complex grid world environment
2. To implement SARSA Algorithm in a complex grid world environment
3. To compare Q learning and SARA Algorithm

**A.2 Prerequisite:**

Concept of on-policy and off-policy predicition

**A.3 Learning Outcome:**

After completing this experiment you will be able to-

* Appreciate the need for Q learning and SARSA algorithms

**A.4 Theory:**

**A.4.1 Q Learning**

**Update Rule for Q learning**

![](data:image/png;base64,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)

**A.4.2 SARSA**

**Update Rule for SARSA**
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**A.4.3 Problem Description**

The agent is placed in a 5x5 grid, where it needs to navigate from a start state to a goal state while avoiding obstacles and negative rewards. The agent receives a reward of +10 for reaching the goal state, a penalty of -1 for every move, and a penalty of -10 if it hits a wall. The agent can move in four directions: up, down, left, and right..

#### **Grid World Setup**:

* The grid has 25 states represented as S={S0,S1,...,S24}
* The robot can move **up**, **down**, **left**, or **right**, but if it tries to move outside the grid boundaries, it remains in the same state.
* The robot receives the following rewards:
  + **+10** for reaching the goal state G
  + **-10** for hitting an obstacle.
  + **-1** for each step to discourage long paths.

The **goal state** is S4, and the **start state** is S20​. Obstacles are placed in several states, and the robot must learn to avoid them.

**Grid Layout**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  | | --- | --- | --- | --- | --- | | **S0** | **S1** | **S2** | **S3** | **S4** | | **S5** | **X** | **S7** | **S8** | **S9** | | **S10** | **X** | **S12** | **X** | **S14** | | **S15** | **S16** | **X** | **S18** | **S19** | | **S20** | **S21** | **S22** | **S23** | **S24** | | S0​: Start state.  S24 ​: Goal state.  **X**: Obstacle states that give a reward of **-10**.  Other states have a step penalty of **-1**. |

**A.5 Task to be completed:**

**Implement Q-Learning Algorithm**:

* Implement Q-learning with a simple tabular approach.
* Train the agent in the environment using Q-learning.
* Tune hyperparameters such as learning rate, discount factor, and exploration strategy (e.g., ε-greedy).
* Store and update the Q-table during training.

**Implement SARSA Algorithm**:

* Implement the SARSA algorithm (State-Action-Reward-State-Action).
* Train the agent using SARSA.
* Use similar hyperparameters for comparison with Q-learning.
* Store and update the Q-table for SARSA during training.

**References**

1. Sutton, R. S., & Barto, A. G. (2018). Reinforcement learning: An introduction.
2. Dr Saeed Saeedvand <https://youtu.be/CFHYKlPz-Ps?feature=shared>

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

**PART B**

(PART B: TO BE COMPLETED BY STUDENTS)

**(Students must submit the soft copy as per following segments within two hours of the practical. The soft copy must be uploaded on the Portal/MS Teams assignment link at the end of the practical)**

|  |  |
| --- | --- |
| Roll No. C052 | Name: Drumil Kotecha |
| Program : BTI | Division: B |
| Batch: B2 | Date of Experiment: 28/03/2025 |
| Date of Submission: 28/03/2025 | Grade : |

**B.1 Tasks given in PART A to be completed here**

*(****Students must write the answers of the task(s) given in the PART A /Students must copy the code, output screenshots here based on the task(s) given in section A.5)***

# %%

import numpy as np

import random

import matplotlib.pyplot as plt

# -------------

# ENVIRONMENT SETUP

# -------------

# Grid configuration

n\_states = 25

grid\_rows = 5

grid\_cols = 5

start\_state = 20

goal\_state = 4

# Obstacles (yield -10 reward when entered)

obstacles = [5, 6, 12, 15]

# Define actions: 0=Up, 1=Right, 2=Down, 3=Left

actions = [0, 1, 2, 3]

# %%

def state\_to\_rc(state):

    """Convert state index to (row, col) position."""

    return state // grid\_cols, state % grid\_cols

def rc\_to\_state(row, col):

    """Convert (row, col) to state index."""

    return row \* grid\_cols + col

def step(state, action):

    """

    Take an action in the environment.

    Returns:

        next\_state: the resulting state after taking the action.

        reward: reward received for taking the action.

        done: boolean indicating if the episode ended.

    """

    r, c = state\_to\_rc(state)

    # Determine intended next position

    if action == 0:  # Up

        r\_next, c\_next = r - 1, c

    elif action == 1:  # Right

        r\_next, c\_next = r, c + 1

    elif action == 2:  # Down

        r\_next, c\_next = r + 1, c

    else:  # Left

        r\_next, c\_next = r, c - 1

    # Check for boundary hit

    if r\_next < 0 or r\_next >= grid\_rows or c\_next < 0 or c\_next >= grid\_cols:

        return state, -10, False  # Hit wall, stay in same state

    next\_state = rc\_to\_state(r\_next, c\_next)

    # Check for obstacles

    if next\_state in obstacles:

        return next\_state, -10, False

    # Check for goal state

    if next\_state == goal\_state:

        return next\_state, 10, True

    # Valid move with a step cost

    return next\_state, -1, False

def reset():

    """Reset the environment to the start state."""

    return start\_state

# %%

def q\_learning(num\_episodes=1000, alpha=0.1, gamma=0.99, epsilon=0.1):

    """

    Q-learning with tabular Q-table.

    Returns:

        Q: Learned Q-table.

        rewards\_list: List of cumulative rewards per episode.

    """

    Q = np.zeros((n\_states, len(actions)))

    rewards\_list = []

    for episode in range(num\_episodes):

        s = reset()

        done = False

        episode\_reward = 0

        while not done:

            # ε-greedy action selection

            if random.random() < epsilon:

                a = random.choice(actions)

            else:

                a = np.argmax(Q[s, :])

            s\_next, r, done = step(s, a)

            episode\_reward += r

            # Q-learning update (off-policy)

            Q[s, a] += alpha \* (r + gamma \* np.max(Q[s\_next, :]) - Q[s, a])

            s = s\_next

        rewards\_list.append(episode\_reward)

    return Q, rewards\_list

# %%

def sarsa(num\_episodes=1000, alpha=0.1, gamma=0.99, epsilon=0.1):

    """

    SARSA algorithm with a tabular Q-table.

    Returns:

        Q: Learned Q-table.

        rewards\_list: List of cumulative rewards per episode.

    """

    Q = np.zeros((n\_states, len(actions)))

    rewards\_list = []

    for episode in range(num\_episodes):

        s = reset()

        # Choose initial action using ε-greedy policy

        if random.random() < epsilon:

            a = random.choice(actions)

        else:

            a = np.argmax(Q[s, :])

        done = False

        episode\_reward = 0

        while not done:

            s\_next, r, done = step(s, a)

            episode\_reward += r

            if not done:

                if random.random() < epsilon:

                    a\_next = random.choice(actions)

                else:

                    a\_next = np.argmax(Q[s\_next, :])

                # SARSA update (on-policy)

                Q[s, a] += alpha \* (r + gamma \* Q[s\_next, a\_next] - Q[s, a])

                s, a = s\_next, a\_next

            else:

                # Terminal update

                Q[s, a] += alpha \* (r - Q[s, a])

        rewards\_list.append(episode\_reward)

    return Q, rewards\_list

# %%

episodes = 2000

alpha = 0.1

gamma = 0.99

epsilon = 0.1

# Train the agent using Q-learning

Q\_qlearning, rewards\_qlearning = q\_learning(num\_episodes=episodes, alpha=alpha, gamma=gamma, epsilon=epsilon)

# Train the agent using SARSA

Q\_sarsa, rewards\_sarsa = sarsa(num\_episodes=episodes, alpha=alpha, gamma=gamma, epsilon=epsilon)

# %%

plt.figure(figsize=(10, 6))

plt.plot(range(episodes), rewards\_qlearning, label="Q-learning", alpha=0.7)

plt.plot(range(episodes), rewards\_sarsa, label="SARSA", alpha=0.7)

plt.xlabel("Episode")

plt.ylabel("Cumulative Reward")

plt.title("Learning Curve Comparison: Q-learning vs SARSA")

plt.legend()

plt.grid(True)

plt.show()

# %%

def print\_q\_table(Q):

    for i in range(n\_states):

        print(f"State {i}: {Q[i, :]}")

# %%

print\_q\_table(Q\_qlearning)

# %%

print\_q\_table(Q\_qlearning)

# %%

# %%

**B.2 Observations and Learning:**

*(****Students must write the observations and learning based on their understanding built about the subject matter and inferences drawn)***

* Both Q-learning and SARSA successfully learn policies to reach the goal while avoiding obstacles.
* SARSA’s on-policy updates yield smoother, more cautious learning, adapting steadily to penalties.
* Q-learning’s off-policy updates quickly explore higher reward paths, though it may risk overshooting near obstacles.
* Overall, both methods improve cumulative rewards over episodes, each with its own trade-offs in convergence and stability.

**B.3 Conclusion:**

*(****Students must write the conclusive statements as per the actual attainment of individual outcomes listed above and learning/observation noted in section B.2)***

## Q-learning and SARSA both, effectively learned navigation policies in the 5x5 grid environment by balancing exploration and exploitation to avoid obstacles and reach the goal. Q-learning's off-policy updates allowed for rapid convergence, albeit with occasional overshooting near obstacles, while SARSA's on-policy strategy provided more cautious and stable learning under risky conditions.