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# Introduction

## Purpose

The purpose of the Iteration Test Plan is to gather all of the information necessary to plan and control the test effort for a given iteration. It describes the approach to testing the software, and is the top-level plan generated and used by managers to direct the test effort.

This *Test Plan* for the SilverScreen supports the following objectives:

* Connection to our DB
* Connection to the Movie DB
* Views
* Controllers
* Models

## Scope

We are using simple Unit tests for internal app functionalities and instrumented Unit tests for View and DB Access.

## Intended Audience

This document is intended for guiding team SilverScreen through the project in order to produce a reliable software product.

## Document Terminology and Acronyms

n/a

## References

n/a

## Document Structure

n/a

# Evaluation Mission and Test Motivation

## Background

Testing is very important in order to produce high quality software products. Also for continuous extending of the source code, tests verify the regression free development.

## Evaluation Mission

We want to have as many tests as possible in order to satisfy any customer needs and destroy all trust issues from customer side.

The risk of not meeting those customer needs is minimized by having a good big testing environment

## Test Motivators

Meet specifications and customer needs.

# Target Test Items

We test our DB and MovieDB. Also internal functionalities e.g. controllers.

# Outline of Planned Tests

## Outline of Test Inclusions

Testing of functionality (app internal), as well as instrumented tests for integrating the UI in additional tests.

## Outline of Other Candidates for Potential Inclusion

n/a

## Outline of Test Exclusions

n/a

# Test Approach

## Initial Test-Idea Catalogs and Other Reference Sources

n/a

## Testing Techniques and Types

### Data and Database Integrity Testing

n/a

### Function Testing

|  |  |
| --- | --- |
| Technique Objective: | Exercise loading from MovieDB and having the UI setup correctly (navigation) |
| Technique: | Execute each use-case scenario’s individual use-case flows or functions and features, using valid and invalid data, to verify that:  • the expected results occur when valid data is used  • the appropriate error or warning messages are displayed when invalid data is used  • each business rule is properly applied |
| Oracles: | [Outline one or more strategies that can be used by the technique to accurately observe the outcomes of the test. The oracle combines elements of both the method by which the observation can be made and the characteristics of specific outcome that indicate probable success or failure. Ideally, oracles will be self-verifying, allowing automated tests to make an initial assessment of test pass or failure, however, be careful to mitigate the risks inherent in automated results determination.] |
| Required Tools: | Unit Testing (Junit) already provided in Android Studio |
| Success Criteria: | Each test has success and each use-case is tested |
| Special Considerations: | n/a |

### Business Cycle Testing

n/a

### User Interface Testing

n/a

### Performance Profiling

n/a

### Load Testing

n/a

|  |  |
| --- | --- |
| Technique Objective: | Verify appropriate behavior and response time under high load. |
| Technique: | Swamp endpoints with concurrent requests. Observe CPU load on server and measure response times. Commands are entered manually on the console or can alternatively be automated with a shell script. |
| Oracles: | We assume that the endpoints we test actually do the advertised work. |
| Required Tools: | - Apache Bench tool |
| Success Criteria: | reports success responses only with mean response time < 100ms |
| Special Considerations: | n/a |

### Stress Testing

n/a

### Volume Testing

n/a

### Security and Access Control Testing

n/a

### Failover and Recovery Testing

n/a

### Configuration Testing

n/a

### Installation Testing

n/a

### Unit Testing

|  |  |
| --- | --- |
| Technique Objective: | Testing the functionality of the code |
| Technique: | Testing using Junit tests |
| Oracles: | If all tests pass we have success (assert is true) |
| Required Tools: | Junit |
| Success Criteria: | All tests pass |
| Special Considerations: | n/a |

# Entry and Exit Criteria

## Test Plan

### Test Plan Entry Criteria

n/a

### Test Plan Exit Criteria

n/a

### Suspension and Resumption Criteria

n/a

## Test Cycles

### Test Cycle Entry Criteria

n/a

### Test Cycle Exit Criteria

n/a

### Test Cycle Abnormal Termination

n/a

# Deliverables

## Test Evaluation Summaries

n/a

## Reporting on Test Coverage

tbd

## Perceived Quality Reports

n/a

## Incident Logs and Change Requests

n/a

## Smoke Test Suite and Supporting Test Scripts

n/a

## Additional Work Products

n/a

### Detailed Test Results

n/a

### Additional Automated Functional Test Scripts

tbd

### Test Guidelines

n/a

### Traceability Matrices

n/a

# Testing Workflow

So far our testing is done locally, before every git commit (merge with master). Also by every developer on their own.

We also added Travis to automatically test every commit and recognize failures immediately.

To have an overview concerning our code coverage percentage we also integrated codecov in our project.

# Environmental Needs

## Base System Hardware

| **System Resources** | | |
| --- | --- | --- |
| **Resource** | **Quantity** | **Name and Type** |
| Web Server | 1 |  |
| —Network or Subnet |  | TBD |
| —Server Name |  | Cduc.su |
| —Database Name |  | MariaDB |
| Client Test PCs | 3 |  |
| —Include special configuration requirements |  | TBD |
| Test Repository | 1 | Git |
| —Network or Subnet |  | TBD |
| —Server Name |  | TBD |
| Test Development PCs | 3 | TBD |

## Base Software Elements in the Test Environment

The following base software elements are required in the test environment for this *Test Plan*.

[Note: Add or delete items as appropriate.]

| **Software Element Name** | **Version** | **Type and Other Notes** |
| --- | --- | --- |
| JDK |  | Developer Kit (with compiler and VM) |
| Android Studio |  | IDE |
| JUnit |  | Library |

## Productivity and Support Tools

The following tools will be employed to support the test process for this *Test Plan*.

[Note: Add or delete items as appropriate.]

| **Tool Category or Type** | **Tool Brand Name** | **Vendor or In-house** | **Version** |
| --- | --- | --- | --- |
| Project Management | JIRA | Atlassain |  |
| Version Control | Git |  |  |

## Test Environment Configurations

n/a

# Responsibilities, Staffing, and Training Needs

## People and Roles

Everybody included in this project will be developer, tester and designer.

| **Human Resources** | | |
| --- | --- | --- |
| **Role** | **Minimum Resources Recommended**  **(number of full-time roles allocated)** | **Specific Responsibilities or Comments** |
| Test Manager |  | Provides management oversight.  Responsibilities include:   * planning and logistics * agree mission * identify motivators * acquire appropriate resources * present management reporting * advocate the interests of test * evaluate effectiveness of test effort |
| Test Analyst |  | Identifies and defines the specific tests to be conducted.  Responsibilities include:   * identify test ideas * define test details * determine test results * document change requests * evaluate product quality |
| Test Designer |  | Defines the technical approach to the implementation of the test effort.  Responsibilities include:   * define test approach * define test automation architecture * verify test techniques * define testability elements * structure test implementation |
| Tester |  | Implements and executes the tests.  Responsibilities include:   * implement tests and test suites * execute test suites * log results * analyze and recover from test failures * document incidents |
| Test System Administrator |  | Ensures test environment and assets are managed and maintained.  Responsibilities include:   * administer test management system * install and support access to, and recovery of, test environment configurations and test labs |
| Database Administrator, Database Manager |  | Ensures test data (database) environment and assets are managed and maintained.  Responsibilities include:   * support the administration of test data and test beds (database). |
| Designer |  | Identifies and defines the operations, attributes, and associations of the test classes.  Responsibilities include:   * defines the test classes required to support testability requirements as defined by the test team |
| Implementer |  | Implements and unit tests the test classes and test packages.  Responsibilities include:   * creates the test components required to support testability requirements as defined by the designer |

## Staffing and Training Needs

n/a

# Iteration Milestones

tbd

| **Milestone** | **Planned Start Date** | **Actual Start Date** | **Planned End Date** | **Actual End Date** |
| --- | --- | --- | --- | --- |
| Iteration Plan agreed |  |  |  |  |
| Iteration starts |  |  |  |  |
| Requirements baselined |  |  |  |  |
| Architecture baselined |  |  |  |  |
| User Interface baselined |  |  |  |  |
| First Build delivered to test |  |  |  |  |
| First Build accepted into test |  |  |  |  |
| First Build test cycle finishes |  |  |  |  |
| [Build Two will not be tested] |  |  |  |  |
| Third Build delivered to test |  |  |  |  |
| Third Build accepted into test |  |  |  |  |
| Third Build test cycle finishes |  |  |  |  |
| Fourth Build delivered to test |  |  |  |  |
| Fourth Build accepted into test |  |  |  |  |
| Iteration Assessment review |  |  |  |  |
| Iteration ends |  |  |  |  |

# Risks, Dependencies, Assumptions, and Constraints

| **Risk** | **Mitigation Strategy** | **Contingency (Risk is realized)** |
| --- | --- | --- |
| Database is corrupt | Database Admin will have the task to keep the database clean and well setup/protected | * Restore Database |

n/a

| **Dependency between** | **Potential Impact of Dependency** | **Owners** |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |

n/a

| **Assumption to be proven** | **Impact of Assumption being incorrect** | **Owners** |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |

n/a

| **Constraint on** | **Impact Constraint has on test effort** | **Owners** |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |

# Management Process and Procedures

## Measuring and Assessing the Extent of Testing

n/a

## Assessing the Deliverables of this Test Plan

n/a

## Problem Reporting, Escalation, and Issue Resolution

n/a

## Managing Test Cycles

n/a

## Traceability Strategies

n/a

## Approval and Signoff

n/a