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# Цель работы

Изучение алгоритмов и реализация программы, применяющей алгоритмы дизеринга к изображению в формате PGM (P5) с учетом гамма-коррекции.

# Описание работы

Программа должна быть написана на C/C++ и не использовать внешние библиотеки.

Аргументы передаются через командную строку:

**program.exe <имя\_входного\_файла> <имя\_выходного\_файла> <градиент> <дизеринг> <битность> <гамма>**

где

* <имя\_входного\_файла>, <имя\_выходного\_файла>: формат файлов: PGM P5; ширина и высота берутся из <имя\_входного\_файла>;
* <градиент>: 0 - используем входную картинку, 1 - рисуем горизонтальный градиент (0-255) (ширина и высота берутся из <имя\_входного\_файла>);
* <дизеринг> - алгоритм дизеринга:
  + 0 – Нет дизеринга;
  + 1 – Ordered (8x8);
  + 2 – Random;
  + 3 – Floyd–Steinberg;
  + 4 – Jarvis, Judice, Ninke;
  + 5 - Sierra (Sierra-3);
  + 6 - Atkinson;
  + 7 - Halftone (4x4, orthogonal);
* <битность> - битность результата дизеринга (1..8);
* <гамма>: 0 - sRGB гамма, иначе - обычная гамма с указанным значением.

**Частичное решение**:

* <градиент> = 1;
* <дизеринг> = 0..3;
* <битность> = 1..8;
* <гамма> = 1 (аналогично отсутствию гамма-коррекции)

+ корректно выделяется и освобождается память, закрываются файлы, есть обработка ошибок.

**Полное решение**: все остальное

Если программе передано значение, которое не поддерживается – следует сообщить об ошибке.

Коды возврата:

0 - ошибок нет

1 - произошла ошибка

В поток вывода ничего не выводится (printf, cout).

Сообщения об ошибках выводятся в поток вывода ошибок:

С: fprintf(stderr, "Error\n");

C++: std::cerr

Следующие параметры гарантировано не будут выходить за обусловленные значения:

* <градиент> = 0 или 1;
* <битность> = 1..8;
* width и height в файле - положительные целые значения;
* яркостных данных в файле ровно width \* height;
* <гамма> - вещественная неотрицательная

# Теоретическая часть

## Определение и применение дизеринга:

*Дизеринг (англ. dither), псевдотонирование* — при обработке цифровых сигналов представляет собой подмешивание в первичный сигнал псевдослучайного шума со специально подобранным спектром. Применяется при обработке цифрового звука, видео и графической информации для уменьшения негативного эффекта от квантования.

В компьютерной графике дизеринг используется для создания иллюзии глубины цвета для изображений с относительно небольшим количеством цветов в палитре. Отсутствующие цвета составляются из имеющихся путем их «перемешивания».

При оптимизации изображений путём уменьшения количества цветов, применение дизеринга приводит к визуальному улучшению изображения.

## Виды дизеринга:

Все алгоритмы дизеринга условно можно поделить на 2 вида: алгоритмы с рассеиванием ошибки (Error diffusion) и упорядоченные алгоритмы (Ordered).

Для определения пороговых (threshold) цветов для разных битностей воспользуемся следующим алгоритмом: для округления текущего значения цвета до ближайшего, который можно отобразить в задаваемой битности B, из целочисленного значения цвета берутся B старших бит и дублируются сдвигами по B бит в текущее значение цвета.

## Алгоритмы дизеринга, использующиеся в лабораторной работе:

1. **Нет дизеринга (no dithering)**

Данный метод подразумевает лишь округление всех цветов до пороговых.

### Алгоритмы с упорядоченным распределением ошибки (Ordered):

1. **Ordered (8x8)**

Алгоритм уменьшает количество цветов, применяя карту порогов M (другое обозначение: Bayer matrix) к отображаемым пикселям, в результате чего некоторые пиксели меняют цвет в зависимости от расстояния исходного цвета от доступных записей цветов в уменьшенной палитре.

Для каждого пикселя производится смещение его значения цвета на соответствующее значение из карты порогов M в соответствии с его местоположением, в результате чего значение пикселя квантуется на другой цвет, если оно превышает пороговое значение.

Для большинства случаев сглаживания достаточно просто добавить пороговое значение к каждому пикселю или эквивалентно сравнить значение этого пикселя с порогом: если значение пикселя меньше, чем число в соответствующей ячейке матрицы, записать в пиксель черный цвет, в противном случае, белый в случае битности 1.

Поскольку алгоритм работает с одиночными пикселями и не имеет условных операторов, он очень быстрый и подходит для преобразований в реальном времени. Кроме того, расположение шаблонов сглаживания всегда остается одинаковым относительно кадра дисплея, что способствует улучшению сжатия изображения. Упорядоченное сглаживание больше подходит для линейной графики, так как приводит к более прямым линиям и меньшему количеству аномалий. Однако, результат, получаемый после работы данного метода, получаются хуже, чем после применения алгоритмов с рассеянием ошибок, о которых будет изложено далее.

1. **Halftone (4x4, orthogonal)**

Halftone, полутонирование – создание изображения со многими уровнями серого или цвета (т.е. слитный тон) на аппарате с меньшим количеством тонов, обычно чёрно-белый принтер.

В случае обработки цифрового изображения Halftone представляет собой матрицы порогов, позволяющие воспроизводить “точки” как при печати изображения.

1. **Random**

Данный алгоритм можно также отнести к типу ordered с тем условием, что для определения добавки к значению текущего пикселя берется не элемент матрицы, а случайное число.

### Алгоритмы с рассеиванием ошибки (Error diffusion):

1. **Floyd–Steinberg**

Первая и возможно самая известная формула рассеивания ошибок была опубликована Робертом Флойдом и Луисом Стейнбергом в 1976 году. Рассеивание ошибок происходит по следующей схеме:

* **х** - текущий пиксель, от которого распространяется ошибка
* **y,x** -строка/столбец изображения
* **ymx, xmx** - номер последние строки и столбца
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|  |  |  |
| --- | --- | --- |
|  | Х | +7 \* 0,6875 |
| +3 \* 0,6875 | +5 \* 0,6875 | +1 \* 0,6875 |

Пример преобразования пиксельного значения 96: при окрашивании пикселя в темно-серый мы получаем ошибку 11. Мы распространяем эту ошибку окружающим пикселям, поделив 11 на 16 (= 0,6875), затем умножаем её на соответствующие значения, например:

Если наш пиксель округляется в большее значение (например, 129 к 170), то ошибка будет отрицательной соответственно.

Алгоритм даёт достаточно хорошее качество, а также требует только один передний массив (одномерный массив шириной в изображение, где хранятся значения ошибок, распространяемые к следующей строке). Кроме того, поскольку его делитель 16, вместо деления можно использовать битовые сдвиги. Так алгоритм достигает высокой скорости работы даже на старом оборудовании.

Что касается значений 1/3/5/7, используемых для распространения ошибки – они были выбраны специально, потому что они создают равномерный клетчатый узор для серого изображения.

1. **Jarvis, Judice, Ninke**

В год, когда Флойд и Стейнберг опубликовали свой знаменитый алгоритм дизеринга, был издан менее известный, но гораздо более мощный алгоритм. Фильтр Джарвиса, Джудиса и Нинке значительно сложнее, чем Флойда-Стейнберга:

Алгоритм Джарвиса, Джудиса и Нинке аналогичен алгоритму Флойда-Стейнберга с точностью до матрицы распределения ошибки. При данном алгоритме ошибка распределяется на в три раза больше пикселей, чем у Флойда-Стейнберга, что приводит к более гладкому и более тонкому результату![](data:image/png;base64,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).

1. **Sierra (Sierra-3)**

Аналогично алгоритму Флойда-Стейнберга, но с другой матрицей:

1. **Atkinson**

Аналогично алгоритму Флойда-Стейнберга, но с другой матрицей:

# Экспериментальная часть

Лабораторная работа выполнена на языке C++. Стандарт языка C++14.

Для удобства все основные функции для работы с изображением были вынесены в отдельную библиотеку.

## Хранение данных изображения и заголовка при чтении из файла

Данные заголовка файла хранятся в переменных:

char char\_header;  
int width, height;  
unsigned int max\_value;

Чтение производится при помощи функции fscanf:

fscanf(file\_in, "P%c\n%i %i\n%i\n", &char\_header, &width, &height, &max\_value);

Где:

* char\_header – номер версии файла (возможные варианты 5 или 6)
* width – ширина изображения
* height – высота изображения
* max\_value – максимально возможное значение яркости

Общее количество байт для считывания вычисляется и записывается в переменную k\_bytes:

int k\_bytes = height \* width;

Данные пикселей хранятся в одномерном динамическом массиве, выделяющемся в куче:

auto input\_pix\_data = (unsigned char \*) calloc(k\_bytes, 1);

И считываются при помощи функции fread:

int bytes\_read = fread(input\_pix\_data, 1, k\_bytes, file\_in);

Где:

* bytes\_read – переменная для обработки ошибок при чтении файла

Также исходно производится гамма-преобразование исходных цветов:

decode\_gamma\_from\_file(input\_pix\_data, width \* height, gamma);

## Хранение данных нового изображения

Данные пикселей хранятся в одномерном динамическом массиве, выделяющемся в куче:

auto pix\_data = (unsigned char \*) calloc(k\_bytes, 1);

И исходно инициализируются нулями:

// Initialization  
for (int i = 0; i < k\_bytes; ++i) {  
 pix\_data[i] = 0;  
}

Далее алгоритмы записывают свои преобразования в данный массив.

## Алгоритмы дизеринга

Чтобы объединить считывание цветов из входного файла и горизонтального градиента используется функция get\_pix\_color:

unsigned char get\_pix\_color(int x, int y, int width, const unsigned char \*pix\_data) {  
 if (pix\_data == nullptr) {  
 // Горизонтальный градиент  
 // x in [0 .. width - 1]  
 return (unsigned char) (255.0 \* x / (width - 1));  
 } else {  
 return \*(pix\_data + y \* width + x);  
 }  
}

### Нет дизеринга (no dithering)

Для отрисовки горизонтального градиента: используется функция no\_dithering, которая проходит один раз по горизонтали и заполняет цветом соответствующие вертикали при помощи функции fill\_vertical\_line. Дополнительная память не используется.

Для входного изображения: используется функция no\_dithering\_file, которая округляет все цвета пикселей в соответствии с битностью при помощи функции change\_bitness. Дополнительная память не используется.

### Ordered (8x8)

Для данного алгоритма используется функция ordered\_dithering, которая проходит по всем пикселям, изменяя их яркость в соответствии со значением из таблицы Bayer\_Matrix\_double, зависящим от положения пикселя, и затем округляет до ближайшего доступного цвета из палитры функцией change\_bitness. Дополнительная память не используется.

### Random

Для данного алгоритма используется функция random\_dithering, которая проходит по всем пикселям, изменяя их яркость случайным целым числом из диапазона [-128, 128], и затем округляет до ближайшего доступного цвета из палитры функцией change\_bitness. Дополнительная память не используется.

### Floyd- Steinberg

Для данного алгоритма используется функция Floyd\_Steinberg\_dithering.

Значения ошибок при кодировании пикселей хранятся дополнительно выделяемой памяти – в векторе errors, размерами height \* width, типа double.

Алгоритм проходит по всем пикселям и кодирует их в ближайший цвет с учетом ошибки кодирования предыдущих пикселей.

Распределение ошибки происходит в соответствии с таблицей, приведенной в теоретической части отчета.

### Jarvis, Judice, Ninke

### Sierra (Sierra-3)

### Atkinson

Данные три алгоритма полностью аналогичны алгоритму Флойда-Стейнберга с точностью до матрицы распределения ошибок при кодировании пикселей, которые приведены в теоретической части отчета.

Для запуска данных алгоритмов используются следующие функции соответственно:

* + - Jarvis\_Judice\_Ninke\_dithering
    - Sierra\_3\_dithering
    - Atkinson\_dithering

Аналогично используется вектор errors размерами height \* width типа double для хранения ошибок.

### Halftone (4x4, orthogonal)

Для данного алгоритма используется функция Halftone\_dithering.

Алгоритм проходит по всем значениям пикселей и меняет их при помощи функции find\_nearest\_palette\_color, которая возвращает 0, если текущий цвет пикселя меньше, чем цвет из таблицы Halftone\_Matrix\_double, или возвращает цвет из палитры цветов, если текущий цвет больше цвета из таблицы Halftone\_Matrix\_double.

# Вывод

Выполнение данной лабораторной работы позволило изучить алгоритмы псевдотонирования изображений как с упорядоченным распределением ошибок, так и с рассеиванием ошибок. Были реализованы следующие алгоритмы для псевдотонирования изображений:

1. Ordered (8x8)
2. Random
3. Floyd–Steinberg
4. Jarvis, Judice, Ninke
5. Sierra (Sierra-3)
6. Atkinson
7. Halftone (4x4, orthogonal)

При реализации чтения и записи изображения была изучена гамма-коррекция значений пикселей изображения. Реализована гамма-коррекция для вещественного значения гаммы, а также sRGB гамма-коррекция.

# Листинг кода

Исходный код можно посмотреть на ресурсе GitHub по следующей ссылке: <https://github.com/DudkoMatt/GeometryAndGraphics/blob/master/Lab_03>

Содержание проекта:

./GeometryAndGraphics/Lab\_03/

main.cpp

write\_data\_pnm.cpp

write\_data\_pnm.h

Название файла: ./GeometryAndGraphics/Lab\_03/main.cpp

Исходный код:

#include <iostream>  
#include <cmath>  
#include <vector>  
#include "write\_data\_pnm.h"  
#include <algorithm>  
#include <string>  
  
//#define FILE\_OUTPUT  
#define ENABLE\_FILE\_INPUT  
  
// Debug output  
#ifdef FILE\_OUTPUT  
#include <fstream>  
#endif  
  
const double Bayer\_Matrix\_double[8][8] = {  
 {-0.5, 0.25, -0.3125, 0.4375, -0.453125, 0.296875, -0.265625, 0.484375},  
 {0.0, -0.25, 0.1875, -0.0625, 0.046875, -0.203125, 0.234375, -0.015625},  
 {-0.375, 0.375, -0.4375, 0.3125, -0.328125, 0.421875, -0.390625, 0.359375},  
 {0.125, -0.125, 0.0625, -0.1875, 0.171875, -0.078125, 0.109375, -0.140625},  
 {-0.46875, 0.28125, -0.28125, 0.46875, -0.484375, 0.265625, -0.296875, 0.453125},  
 {0.03125, -0.21875, 0.21875, -0.03125, 0.015625, -0.234375, 0.203125, -0.046875},  
 {-0.34375, 0.40625, -0.40625, 0.34375, -0.359375, 0.390625, -0.421875, 0.328125},  
 {0.15625, -0.09375, 0.09375, -0.15625, 0.140625, -0.109375, 0.078125, -0.171875}  
};  
  
const int MATRIX\_SIZE = 8;  
const double Halftone\_Matrix\_double[4][4] = {  
 {0.375, 0.75, 0.625, 0.1875},  
 {0.6875, 0.9375, 0.8125, 0.4375},  
 {0.5625, 0.875, 0.3125, 0.0625},  
 {0.25, 0.5, 0.125, 0.0}  
};  
  
// Вывод в 0..255  
unsigned char get\_pix\_color(int x, int y, int width, const unsigned char \*pix\_data) {  
 if (pix\_data == nullptr) {  
 // Горизонтальный градиент  
 // x in [0 .. width - 1]  
 return (unsigned char) (255.0 \* x / (width - 1));  
 } else {  
 return \*(pix\_data + y \* width + x);  
 }  
}  
  
// aka. find\_nearest\_color, округление  
unsigned char change\_bitness(unsigned bitness, unsigned char data) {  
 unsigned char tmp = data & (((1u << bitness) - 1) << (8 - bitness));  
 data = 0;  
  
 for (unsigned i = 0; i < 8 / bitness + 1; ++i) {  
 data = data | ((unsigned char) (tmp >> bitness \* i));  
 }  
  
 return data;  
}  
  
void no\_dithering\_file(unsigned bitness, size\_t k, unsigned char \*pix\_data) {  
 if (bitness == 8) return;  
 for (int i = 0; i < k; ++i) {  
 \*(pix\_data + i) = change\_bitness(bitness, \*(pix\_data + i));  
 }  
}  
  
void fill\_vertical\_line(int x, int width, int height, unsigned char color, double gamma, unsigned char \*pix\_data) {  
 for (int i = 0; i < height; ++i) {  
 draw\_pix(pix\_data, width, x, i, color, gamma);  
 }  
}  
  
void no\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness) {  
 for (int i = 0; i < width; ++i) {  
 fill\_vertical\_line(  
 i, width, height,  
 change\_bitness(  
 bitness,  
 get\_pix\_color(i, 0, width, nullptr)  
 ),  
 gamma, pix\_data);  
 }  
}  
  
  
void ordered\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 double barrier\_brightness = Bayer\_Matrix\_double[y % MATRIX\_SIZE][x % MATRIX\_SIZE];  
  
 draw\_pix(pix\_data, width, x, y,  
 change\_bitness(bitness, (unsigned char)  
  
 limit\_brightness(get\_pix\_color(x, y, width, pix\_data\_input) + barrier\_brightness \* 255)  
  
 ),  
 gamma);  
  
  
 }  
 }  
}  
  
void random\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 unsigned char curr\_brightness\_char = get\_pix\_color(x, y, width, pix\_data\_input);  
 unsigned char nearest\_palette\_color;  
  
 nearest\_palette\_color = change\_bitness(bitness,  
 limit\_brightness(curr\_brightness\_char +  
 (((double) std::rand() / (RAND\_MAX)) \* 255 - 128)));  
  
 draw\_pix(pix\_data, width, x, y,  
 nearest\_palette\_color,  
 gamma);  
  
 }  
 }  
}  
  
void Floyd\_Steinberg\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 std::vector<std::vector<double>> errors = std::vector<std::vector<double>>(height, std::vector<double>(width, 0));  
  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 unsigned char curr\_brightness\_char = limit\_brightness(  
 get\_pix\_color(x, y, width, pix\_data\_input) + errors[y][x]);  
 unsigned char nearest\_palette\_color = change\_bitness(bitness, curr\_brightness\_char);  
 int err = curr\_brightness\_char - nearest\_palette\_color;  
  
 // Вправо на данной строке  
 if (x != width - 1) {  
 errors[y][x + 1] += 7 \* err / 16.0;  
 }  
  
 // Вниз на строку  
 if (y != height - 1) {  
 // Влево  
 if (x != 0)  
 errors[y + 1][x - 1] += 3 \* err / 16.0;  
  
 // Центр  
 errors[y + 1][x] += 5 \* err / 16.0;  
  
 // Вправо  
 if (x != width - 1)  
 errors[y + 1][x + 1] += err / 16.0;  
 }  
  
 draw\_pix(pix\_data, width, x, y,  
 nearest\_palette\_color,  
 gamma);  
  
  
 }  
 }  
  
}  
  
void Jarvis\_Judice\_Ninke\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 std::vector<std::vector<double>> errors = std::vector<std::vector<double>>(height, std::vector<double>(width, 0));  
  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 unsigned char curr\_brightness\_char = limit\_brightness(  
 get\_pix\_color(x, y, width, pix\_data\_input) + errors[y][x]);  
 unsigned char nearest\_palette\_color = change\_bitness(bitness, curr\_brightness\_char);  
 int err = curr\_brightness\_char - nearest\_palette\_color;  
  
 const double k = 48.0;  
  
 // Вправо на данной строке  
 if (x < width - 1) {  
 errors[y][x + 1] += 7 \* err / k;  
 if (x < width - 2)  
 errors[y][x + 2] += 5 \* err / k;  
 }  
  
 // Вниз на строку  
 if (y < height - 1) {  
 // Влево на 2  
 if (x >= 2)  
 errors[y + 1][x - 2] += 3 \* err / k;  
  
 // Влево на 1  
 if (x != 0)  
 errors[y + 1][x - 1] += 5 \* err / k;  
  
 // Центр  
 errors[y + 1][x] += 7 \* err / k;  
  
 // Вправо на 1  
 if (x < width - 1)  
 errors[y + 1][x + 1] += 5 \* err / k;  
  
 // Вправо на 2  
 if (x < width - 2)  
 errors[y + 1][x + 2] += 3 \* err / k;  
  
 // Если есть строка на 2 ниже  
 if (y < height - 2) {  
 // Влево на 2  
 if (x >= 2)  
 errors[y + 2][x - 2] += 1 \* err / k;  
  
 // Влево на 1  
 if (x != 0)  
 errors[y + 2][x - 1] += 3 \* err / k;  
  
 // Центр  
 errors[y + 2][x] += 5 \* err / k;  
  
 // Вправо на 1  
 if (x < width - 1)  
 errors[y + 2][x + 1] += 3 \* err / k;  
  
 // Вправо на 2  
 if (x < width - 2)  
 errors[y + 2][x + 2] += 1 \* err / k;  
 }  
 }  
  
 draw\_pix(pix\_data, width, x, y,  
 nearest\_palette\_color,  
 gamma);  
  
  
 }  
 }  
}  
  
void Sierra\_3\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 std::vector<std::vector<double>> errors = std::vector<std::vector<double>>(height, std::vector<double>(width, 0));  
  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 unsigned char curr\_brightness\_char = limit\_brightness(  
 get\_pix\_color(x, y, width, pix\_data\_input) + errors[y][x]);  
 unsigned char nearest\_palette\_color = change\_bitness(bitness, curr\_brightness\_char);  
 int err = curr\_brightness\_char - nearest\_palette\_color;  
  
 const double k = 32.0;  
 const double delta\_err = err / k;  
  
 // Вправо на данной строке  
 if (x < width - 1) {  
 errors[y][x + 1] += 5 \* delta\_err;  
 if (x < width - 2)  
 errors[y][x + 2] += 3 \* delta\_err;  
 }  
  
 // Вниз на строку  
 if (y < height - 1) {  
 // Влево на 2  
 if (x >= 2)  
 errors[y + 1][x - 2] += 2 \* delta\_err;  
  
 // Влево на 1  
 if (x != 0)  
 errors[y + 1][x - 1] += 4 \* delta\_err;  
  
 // Центр  
 errors[y + 1][x] += 5 \* delta\_err;  
  
 // Вправо на 1  
 if (x < width - 1)  
 errors[y + 1][x + 1] += 4 \* delta\_err;  
  
 // Вправо на 2  
 if (x < width - 2)  
 errors[y + 1][x + 2] += 2 \* delta\_err;  
  
 // Если есть строка на 2 ниже  
 if (y < height - 2) {  
 // Влево на 1  
 if (x != 0)  
 errors[y + 2][x - 1] += 2 \* delta\_err;  
  
 // Центр  
 errors[y + 2][x] += 3 \* delta\_err;  
  
 // Вправо на 1  
 if (x < width - 1)  
 errors[y + 2][x + 1] += 2 \* delta\_err;  
 }  
 }  
  
 draw\_pix(pix\_data, width, x, y,  
 nearest\_palette\_color,  
 gamma);  
  
 }  
 }  
}  
  
void Atkinson\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 std::vector<std::vector<double>> errors = std::vector<std::vector<double>>(height, std::vector<double>(width, 0));  
  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 unsigned char curr\_brightness\_char = limit\_brightness(  
 get\_pix\_color(x, y, width, pix\_data\_input) + errors[y][x]);  
 unsigned char nearest\_palette\_color = change\_bitness(bitness, curr\_brightness\_char);  
 int err = curr\_brightness\_char - nearest\_palette\_color;  
  
 const double k = 8.0;  
 const double delta\_err = err / k;  
  
 // Вправо на данной строке  
 if (x < width - 1) {  
 errors[y][x + 1] += delta\_err;  
 if (x < width - 2)  
 errors[y][x + 2] += delta\_err;  
 }  
  
 // Вниз на строку  
 if (y < height - 1) {  
 // Влево на 1  
 if (x != 0)  
 errors[y + 1][x - 1] += delta\_err;  
  
 // Центр  
 errors[y + 1][x] += delta\_err;  
  
 // Вправо на 1  
 if (x < width - 1)  
 errors[y + 1][x + 1] += delta\_err;  
  
 // Если есть строка на 2 ниже  
 if (y < height - 2) {  
 // Центр  
 errors[y + 2][x] += delta\_err;  
 }  
 }  
  
 draw\_pix(pix\_data, width, x, y,  
 nearest\_palette\_color,  
 gamma);  
  
  
 }  
 }  
}  
  
unsigned char calc\_value(unsigned char pattern, unsigned bitness) {  
 return change\_bitness(bitness, pattern << (8 - bitness));  
}  
  
unsigned char  
find\_nearest\_palette\_color(unsigned bitness, unsigned char current\_color, unsigned char barrier\_brightness) {  
 // Return color in [0..255]  
  
 if (current\_color <= barrier\_brightness)  
 return 0;  
 else {  
 unsigned char \_pattern = (unsigned) current\_color >> (8 - bitness);  
 if (calc\_value(\_pattern, bitness) <= barrier\_brightness)  
 \_pattern++;  
  
 return calc\_value(\_pattern, bitness);  
 }  
}  
  
void Halftone\_dithering(int width, int height, unsigned char \*pix\_data, double gamma, unsigned bitness,  
 unsigned char \*pix\_data\_input = nullptr) {  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
  
 draw\_pix(pix\_data, width, x, y,  
 find\_nearest\_palette\_color(bitness,  
 get\_pix\_color(x, y, width, pix\_data\_input),  
 (unsigned char) (255 \* Halftone\_Matrix\_double[y % 4][x % 4])),  
 gamma);  
  
  
 }  
 }  
}  
  
int main(int argc, char \*argv[]) {  
  
 if (argc != 7 && argc != 6) {  
 std::cerr  
 << "Wrong number of arguments. Syntax:\n<lab>.exe file\_in file\_out gradient dithering bitness [gamma]\n";  
 return 1;  
 }  
  
 const char \*file\_in\_name = argv[1];  
 const char \*file\_out\_name = argv[2];  
  
 unsigned gradient = argv[3][0] - '0';  
 unsigned dithering = argv[4][0] - '0';  
 unsigned bitness = argv[5][0] - '0';  
  
 double gamma = 0; // if gamma = 0, sRGB will be used  
  
 if (argc == 7)  
 try {  
 gamma = std::stod(argv[6]);  
 } catch (std::invalid\_argument &e) {  
 std::cerr << "Cannot convert gamma from string to double\n";  
 return 1;  
 }  
  
 // Если что-то пошло не так:  
 if (gradient > 1 || dithering > 7 || bitness == 0 || bitness > 8 || gamma < 0) {  
 std::cerr << "Wrong arguments\n";  
 return 1;  
 }  
  
 // Считывание размеров из файла  
 char char\_header;  
 int width, height;  
 unsigned int max\_value;  
  
 FILE \*file\_in = fopen(file\_in\_name, "rb");  
  
 if (file\_in == nullptr) {  
 std::cerr << "Cannot open file to read: " << file\_in\_name << "\n";  
 return 1;  
 }  
  
 fscanf(file\_in, "P%c\n%i %i\n%i\n", &char\_header, &width, &height, &max\_value);  
  
 if (width <= 0 || height <= 0) {  
 std::cerr << "Wrong file attributes\n";  
 fclose(file\_in);  
 return 1;  
 }  
  
  
 // Открытие файла на выход и выделение памяти для данных  
  
 FILE \*file\_out = nullptr;  
 int k\_bytes = height \* width;  
  
 auto pix\_data = (unsigned char \*) calloc(k\_bytes, 1);  
 if (!pix\_data) {  
 std::cerr << "Cannot allocate " << k\_bytes << " bytes of memory\n";  
 free\_data(file\_in, file\_out, pix\_data);  
 return 1;  
 }  
  
 // Initialization  
 for (int i = 0; i < k\_bytes; ++i) {  
 pix\_data[i] = 0;  
 }  
  
 file\_out = fopen(file\_out\_name, "wb");  
 if (file\_out == nullptr) {  
 std::cerr << "Cannot open file to write: " << file\_out\_name << "\n";  
 free\_data(file\_in, file\_out, pix\_data);  
 return 1;  
 }  
  
 // Основная часть программы  
  
  
#ifndef ENABLE\_FILE\_INPUT  
 if (gradient == 0) {  
 std::cout << "File input disabled\n";  
 free\_data(file\_in, file\_out, pix\_data);  
 return 1;  
 }  
#endif  
  
#ifdef ENABLE\_FILE\_INPUT  
  
 if (gradient == 0) {  
 // Читаем из файла  
  
 auto input\_pix\_data = (unsigned char \*) calloc(k\_bytes, 1);  
 if (!input\_pix\_data) {  
 std::cerr << "Cannot allocate " << k\_bytes << " bytes of memory\n";  
 free\_data(file\_in, file\_out, pix\_data);  
 return 1;  
 }  
  
 int bytes\_read = fread(input\_pix\_data, 1, k\_bytes, file\_in);  
  
 if (bytes\_read < k\_bytes) {  
 std::cout << "Can't read all data:\n";  
 std::cout << "Expected " << k\_bytes << " bytes, but only " << bytes\_read << " were read\n";  
 free\_data(file\_in, file\_out, input\_pix\_data);  
 free(input\_pix\_data);  
 return 1;  
 }  
  
 long current\_pos\_in\_file = ftell(file\_in);  
 fseek(file\_in, 0, SEEK\_END);  
 if (current\_pos\_in\_file != ftell(file\_in)) {  
 std::cout << "Error: file contains more data than expected\n";  
 free\_data(file\_in, file\_out, input\_pix\_data);  
 free(input\_pix\_data);  
 return 1;  
 }  
  
 decode\_gamma\_from\_file(input\_pix\_data, width \* height, gamma);  
  
 if (dithering == 0) {  
 // no\_dithering  
  
 no\_dithering\_file(bitness, width \* height, input\_pix\_data);  
  
 for (int y = 0; y < height; ++y) {  
 for (int x = 0; x < width; ++x) {  
 draw\_pix(pix\_data, width, x, y,  
 change\_pix\_gamma\_to\_print(\*(input\_pix\_data + y \* width + x), gamma),  
 gamma);  
 }  
 }  
  
  
 } else if (dithering == 1) {  
 ordered\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 2) {  
 random\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 3) {  
 Floyd\_Steinberg\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 4) {  
 Jarvis\_Judice\_Ninke\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 5) {  
 Sierra\_3\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 6) {  
 Atkinson\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 } else if (dithering == 7) {  
 Halftone\_dithering(width, height, pix\_data, gamma, bitness, input\_pix\_data);  
 }  
  
 free(input\_pix\_data);  
  
 } else {  
#endif  
 // Горизонтальный градиент  
 if (dithering == 0) {  
 no\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 1) {  
 ordered\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 2) {  
 random\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 3) {  
 Floyd\_Steinberg\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 4) {  
 Jarvis\_Judice\_Ninke\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 5) {  
 Sierra\_3\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 6) {  
 Atkinson\_dithering(width, height, pix\_data, gamma, bitness);  
 } else if (dithering == 7) {  
 Halftone\_dithering(width, height, pix\_data, gamma, bitness);  
 }  
  
#ifdef ENABLE\_FILE\_INPUT  
 }  
#endif  
  
 write\_to\_file(file\_out, char\_header, width, height, max\_value, pix\_data);  
  
  
#ifdef FILE\_OUTPUT  
 // Debug output  
 std::ofstream out("debug.txt");  
  
  
 for (int i = 0; i < width \* 1; ++i) {  
 out << (int) \*(pix\_data + i) << " ";  
 }  
#endif  
  
 free\_data(file\_in, file\_out, pix\_data);  
 return 0;  
}

Название файла: ./GeometryAndGraphics/Lab\_03/write\_data\_pnm.cpp

Исходный код:

//  
// Created by dudko on 11.03.2020.  
//  
  
#include "write\_data\_pnm.h"  
#include <cmath>  
  
void write\_header(FILE \*file\_out, char char\_header, int width, int height, unsigned int max\_value) {  
 fseek(file\_out, 0, SEEK\_SET);  
 fprintf(file\_out, "P%c\n%i %i\n%i\n", char\_header, width, height, max\_value);  
}  
  
void write\_data(FILE \*file\_out, int k\_bytes, unsigned char \*pix\_data) {  
 fwrite(pix\_data, k\_bytes, 1, file\_out);  
}  
  
void free\_data(FILE \*file\_in, FILE \*file\_out, unsigned char \*pix\_data) {  
 if (file\_in) fclose(file\_in);  
 if (file\_out) fclose(file\_out);  
 if (pix\_data) free(pix\_data);  
}  
  
void free\_data(FILE \*file, unsigned char \*pix\_data) {  
 free\_data(nullptr, file, pix\_data);  
}  
  
void free\_data(FILE \*file) {  
 free\_data(file, nullptr);  
}  
  
void free\_data(unsigned char \*pix\_data) {  
 free\_data(nullptr, pix\_data);  
}  
  
void write\_to\_file(FILE \*file\_out, char char\_header, int width, int height, unsigned int max\_value,  
 unsigned char \*pix\_data) {  
 write\_header(file\_out, char\_header, width, height, max\_value);  
 write\_data(file\_out, width \* height, pix\_data);  
}  
  
// brightness in [0..255] scale  
unsigned char limit\_brightness(double brightness) {  
 return (unsigned char) std::min(255.0, std::max(0.0, brightness));  
}  
  
double from\_sRGB(double \_brightness) {  
 if (\_brightness <= 0.0031308) {  
 return 323.0 \* \_brightness / 25.0;  
 } else {  
 return (211 \* pow(\_brightness, 5.0 / 12.0) - 11) / 200.0;  
 }  
}  
  
double from\_sRGB(int brightness) {  
 double \_brightness = brightness / 255.0;  
 return from\_sRGB(\_brightness);  
}  
  
double to\_sRGB(double \_brightness) {  
 if (\_brightness <= 0.04045) {  
 return 25.0 \* \_brightness / 323;  
 } else {  
 return pow((200 \* \_brightness + 11) / 211.0, 12.0 / 5.0);  
 }  
}  
  
double to\_sRGB(int brightness) {  
 double \_brightness = brightness / 255.0;  
 return to\_sRGB(\_brightness);  
}  
  
double change\_pix\_gamma\_to\_print(double \_brightness, double gamma) {  
 // Гамма коррекция:  
 if (gamma > 0) {  
 \_brightness = std::pow(\_brightness, 1.0 / gamma);  
 } else {  
 \_brightness = from\_sRGB(\_brightness);  
 }  
  
 return \_brightness;  
}  
  
double change\_pix\_gamma\_to\_print(unsigned char pix\_data, double gamma) {  
 double \_brightness = pix\_data / 255.0;  
 return change\_pix\_gamma\_to\_print(\_brightness, gamma);  
}  
  
double change\_pix\_gamma\_from\_file(double \_brightness, double gamma) {  
 if (gamma > 0) {  
 \_brightness = std::pow(\_brightness, gamma);  
 } else {  
 \_brightness = to\_sRGB(\_brightness);  
 }  
  
 return \_brightness;  
}  
  
double change\_pix\_gamma\_from\_file(unsigned char pix\_data, double gamma) {  
 double \_brightness = pix\_data / 255.0;  
 return change\_pix\_gamma\_from\_file(\_brightness, gamma);  
}  
  
void draw\_pix(unsigned char \*pix\_data, int width, int x, int y, int brightness, double gamma) {  
 double \_brightness = brightness / 255.0;  
  
 // Гамма коррекция:  
 change\_pix\_gamma\_to\_print(\_brightness, gamma);  
  
 pix\_data[width \* y + x] = limit\_brightness(255 \* \_brightness);  
}  
  
void draw\_pix(unsigned char \*pix\_data, int width, int x, int y, double \_brightness, double gamma) {  
 change\_pix\_gamma\_to\_print(\_brightness, gamma);  
 pix\_data[width \* y + x] = limit\_brightness(255 \* \_brightness);  
}  
  
void decode\_gamma\_from\_file(unsigned char \*pix\_data, int k, double gamma) {  
 for (int i = 0; i < k; ++i) {  
 \*(pix\_data + i) = limit\_brightness(255 \* change\_pix\_gamma\_from\_file(\*(pix\_data + i), gamma));  
 }  
}

Название файла: ./GeometryAndGraphics/Lab\_03/write\_data\_pnm.h

Исходный код:

//  
// Created by dudko on 11.03.2020.  
//  
  
#ifndef LAB\_03\_WRITE\_DATA\_PNM\_H  
#define LAB\_03\_WRITE\_DATA\_PNM\_H  
  
#include <iostream>  
  
void write\_header(FILE \*file\_out, char char\_header, int width, int height, unsigned int max\_value);  
void write\_data(FILE \*file\_out, int k\_bytes, unsigned char \*pix\_data);  
void free\_data(FILE \*file\_in, FILE \*file\_out, unsigned char \*pix\_data);  
void free\_data(FILE \*file, unsigned char \*pix\_data);  
void free\_data(FILE \*file);  
void free\_data(unsigned char \*pix\_data);  
void write\_to\_file(FILE \*file\_out, char char\_header, int width, int height, unsigned int max\_value, unsigned char \*pix\_data);  
  
unsigned char limit\_brightness(double brightness);  
  
double to\_sRGB(double \_brightness);  
double to\_sRGB(int brightness);  
double from\_sRGB(double \_brightness);  
double from\_sRGB(int brightness);  
  
double change\_pix\_gamma\_to\_print(double \_brightness, double gamma);  
double change\_pix\_gamma\_to\_print(unsigned char pix\_data, double gamma);  
  
double change\_pix\_gamma\_from\_file(double \_brightness, double gamma);  
double change\_pix\_gamma\_from\_file(unsigned char pix\_data, double gamma);  
  
void draw\_pix(unsigned char \*pix\_data, int width, int x, int y, int brightness, double gamma);  
void draw\_pix(unsigned char \*pix\_data, int width, int x, int y, double \_brightness, double gamma);  
  
void decode\_gamma\_from\_file(unsigned char \*pix\_data, int k, double gamma);  
  
#endif //LAB\_03\_WRITE\_DATA\_PNM\_H