1. **Tìm kiếm mẫu từ trái qua phải**

## **Thuật toán Brute Force**

* **Đặc điểm**
  + Không có giai đoạn tiền xử lý
  + Bộ nhớ cần dùng cố định
  + Luôn luôn dịch 1 bước sang phải
  + Việc so sánh có thể phải dùng trong các trường hợp
  + So sánh khoảng 2n ký tự
* **Trình bày thuật toán**
  + Thuật toán Brute Force kiểm tra ở tất cả các vị trí trong đoạn văn bản giữa 0 và n-m, không cần quan tâm liệu mẫu này có tồn tại ở vị trí đó hay không. Sau đó, sau mỗi lần kiểm tra mẫu sẽ dịch sang phải một vị trí.
* Thuật toán Brute Force không cần giai đoạn tiền xử lý cũng như các mảng phụ cho quá trình tìm kiếm.
* **Độ phức tạp**
  + Độ phức tạp tính toán của thuật toán này là O(m.n).
* **Code**

void BruteForce(char \*x,int m,char \*y,int n){

for(int i=0 ; i<=n-m ; i++){

for(int j=0 ; j<m && x[j]==y[j+i] ; j++){ // Kiểm tra tại j trong X có = i+j trong Y

if(j==m-1){

printf("FOUND AT %i \n",i);

}

}

}

}

* **Kiểm nghiệm thuật toán**
  + Xâu X=”AB”
  + Xâu Y=”ABDAAB”

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | **Y** | A | B | D | A | A | B |
| **X** | A (1) | B (2) |  |  |  |  |
| 2 | **Y** | A | B | D | A | A | B |
| **X** |  | A | B |  |  |  |
| 3 | **Y** | A | B | D | A | A | B |
| **X** |  |  | A |  |  |  |
| 4 | **Y** | A | B | D | A | A | B |
| **X** |  |  |  | A (1) | B |  |
| 5 | **Y** | A | B | D | A | A | B |
| **X** |  |  |  |  | A (1) | B (2) |

1. **Thuật toán Knuth-Morris-Pratt**

* **Đặc điểm**
  + Thực hiện từ trái qua phải
  + Pha tiền xử lý PreKMP có độ phức tạp không gian và thời gian là O(m)
* **Trình bày thuật toán**
  + Thuật toán là bản đơn giản và xử lý tương tự như thuật toán Morris-Pratt khi cố gắng dịch chuyển một đoạn dài nhất sao cho một tiền tố (prefix) *v* của x trùng với hậu tố (suffix) của u
  + Điểm khác nhau là KMP sẽ thực hiện thêm so sánh *c* và *b*, có nghĩa KMP sẽ thực hiện một pha dòm trước ký tự bên phải đoạn đang so khớp. Do đó mỗi bước KMP sẽ dịch chuyển thêm một bước sang phải so với MP nếu *c != b*
* **Độ phức tạp:**
  + Thời gian: O(n + m), trong đó n là độ dài của văn bản và m là độ dài của mẫu.
  + Không gian: O(m), với m là độ dài của mẫu.
* **Code**

PreMP(X,m,kmpNext){

i=1;

kmpNext[0]=0;

len=0;

while(i<m){

if(X[i] == X[len]){

len++;

kmpNext[i]=len;

i++;

}

Else{

If(len!=0){

len = kmpNext[len-1];

}

Else{

kmpNext[i] =0;

i++;

}

}

}

KMP(X,m,Y,n){

i = 0; j = 0;

while (i < n) {

if ( X[j] == Y[i] ) { i++; j ++; }

if ( j == m ) {

< Tìm thấy mẫu ở vị trí i-j>;

j = kmpNext[j-1];

}

else if (i <n && X[j] != Y[i] ) {

if (j !=0) j = kmpNext[ j-1];

else i = i +1;

}

}

}

* **Kiểm nghiệm thuật toán**
* Input:
  + - xâu mẫu X=”ABABCABAB” độ dài m=9
    - Xâu văn bản Y=”ABADABABCABAB” độ dài n=13
* B1: PreKMP(X,m,kmpNext[])

|  |  |  |  |
| --- | --- | --- | --- |
| **i** | **len** | **X[i]=X[len]** | **kmpNext[]** |
|  | 0 |  | 0 |
| 1 | 0 | B!=A | 0,0 |
| 2 | 0 | A=A | 0,0,1 |
| 3 | 1 | B=B | 0,0,1,2 |
| 4 | 2 | C!=A | 0,0,1,2 |
| 4 | 0 | C!=A | 0,0,1,2,0 |
| 5 | 0 | A=A | 0,0,1,2,0,1 |
| 6 | 1 | B=B | 0,0,1,2,0,1,2 |
| 7 | 2 | A=A | 0,0,1,2,0,1,2,3 |
| 8 | 3 | B=B | 0,0,1,2,0,1,2,3,4 |

* kmpNext[]={0,0,1,2,0,1,2,3,4}

B2:KMP(X,m,Y,n,kmpNext[])

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| STT | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 |
| X | A | B | A | D | A | B | A | B | C | A | B | A | B | C | A | B | A | B |
| Y | A | B | A | **B** | C | A | B | A | B |  |  |  |  |  |  |  |  |  |
| I |  | J=1  I=3 | | | | | | | | | | | | | | | |  |
| j |  |  |
| X | A | B | A | **D** | A | B | A | B | C | A | B | A | B | C | A | B | A | B |
| Y |  |  | A | **B** | A | **B** | C | A | B | A | B |  |  |  |  |  |  |  |
| I |  |  | | | | | | | | | | | | | | | |  |
| j |  |  |
| X | A | B | A | **D** | A | B | A | B | C | A | B | A | B | C | A | B | A | B |
| Y |  |  |  | A | **B** | A | **B** | C | A | B | A | B |  |  |  |  |  |  |
| I |  |  | | | | | | | | | | | | | | | |  |
| j |  |  |
| X | A | B | A | D | **A** | **B** | **A** | **B** | **C** | **A** | **B** | **A** | **B** | C | A | B | A | B |
| Y |  |  |  |  | **A** | **B** | **A** | **B** | **C** | **A** | **B** | **A** | **B** |  |  |  |  |  |
| I |  |  | | | | | | | | | | | | | | | |  |
| j |  |  |
| X | A | B | A | **D** | A | B | A | B | C | A | B | A | B | C | A | B | A | B |
| Y |  |  |  |  |  |  |  |  |  | **A** | **B** | **A** | **B** | **C** | **A** | **B** | **A** | **B** |
| I |  |  | | | | | | | | | | | | | | | |  |
| j |  |  |

1. **Thuật toán Karp- Rabin**

* **Đặc điểm**
  + Biểu diễn xâu kí tự bằng số nguyên
  + Sử dụng hàm băm
* **Trình bày thuật toán**
  + Hàm băm cung cấp phương thức đơn giản để tránh những con số phức tạp trong việc so sánh những kí tự trong hầu hết các trường hợp thực tế.
  + Thay cho việc kiểm tra từng vị trí trong văn bản nếu như có mẫu xuất hiện, nó chỉ phải kiểm tra những đoạn “gần giống” xâu mẫu.
  + Để kiểm tra sự giống nhau giữa 2 từ sử dụng hàm băm.
  + Giúp cho việc đối chiếu xâu, hàm băm hash:
    - Có khả năng tính toán được
    - Đánh giá xâu mức cao.
    - Hash(y[j+1…j+m]) được tính toán dễ hơn dựa trên hash(y[j…j+m-1]) và hash(y[j+m]):
      * hash(y[j+1 .. j+m])= rehash(y[j], y[j+m], hash(y[j .. j+m-1]).

Với từ w có độ dài m có hash(w) là:

* + - * hash(w[0 .. m-1])=(w[0]\*2m-1+ w[1]\*2m-2+···+ w[m-1]\*20) mod q

Với q là một số lớn.

* + - * Sau đó rehash(a,b,h)= ((h-a\*2m-1)\*2+b) mod q
  + Pha chuẩn bị của Karp- Rabin có hàm hash(x) có thể tính toán được. nó được dùng lại không gian nhớ và có độ phức tạp O(m)
  + Trong quá trình thực thi nó so sánh hash(x) với hash([j..j+m-1]) với 0<= j<=n-m. nếu so sánh đúng, nó phải kiểm tra lại xem các kí tự trong x và y có đúng bằng nhau hay không x=y[j…j+m-1]
* **Độ phức tạp**
  + Độ phức tạp thuật toán O((n-m+1)\*m)
* **Code**

void RK(char \*x, int m, char \*y, int n,int prime) {

int hashX=0;

int hashY=0;

for(int i=0;i<m;i++){

hashX+= x[i]\*(pow(prime,i));

hashY+= y[i]\*(pow(prime,i));

}

int i=0;

while(i<n){

if(hashY==hashX){

printf("FOUND AT %i\n",i);

}

if(i<n){

hashY=(hashY -y[i])/prime + y[i+m]\*prime\*prime;

}

i++;

}

}

* **Kiểm nghiệm thuật toán**
* Input:
* X=”ABC” m=3;
* Y=”EABABCACD” n=9
* Bảng định nghĩa các kí tự:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| A | B | C | D | E |
| 65 | 66 | 67 | 68 | 69 |

* + Prime=3

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| Y | E | A | B | A | B | C | A | C | D |

+ Tiền xử lý:

Hash(ABC)= 65\*prime^0 + 66\*prime^1 + 67\*prime^2= 866

Hash(EAB) = 69 + 65\*prime + 66\*prime^2=858

|  |  |  |  |
| --- | --- | --- | --- |
| i | Substring | Hash(y) | == hash(ABC)? |
| 0 | **EAB**ABCACD | Hash(EAB)=858 | No |
| 1 | E**ABA**BCACD | Hash(ABA)= (858-E)/prime + A\*prime^2=848 | No |
| 2 | EA**BAB**CACD | Hash(BAB)= (858-A)/prime + B\*prime^2=855 | No |
| 3 | EAB**ABC**ACD | Hash(ABC)= (858-B)/prime + C\*prime^2=866 | YES, OUT(3) |
| 4 | EABA**BCA**CD | Hash(BCA)= (858-A)/prime + A\*prime^2=852 | NO |
| 5 | EABAB**CAC**D | Hash(CAC)= (858-B)/prime + B\*prime^2=865 | NO |
| 6 | EABABC**ACD** | Hash(ACD)= (858-C)/prime + D\*prime^2=878 | NO |

1. **Thuật toán Morris-Pratt**

* **Đặc điểm**
  + Thực hiện việc so sanh từ trái qua phải
  + Pha tiền xử lý có độ phức tạp không gian và thời gian là O(m)
  + Pha tiền xử lý có độ phức tạp thời gian là O(m+n)
  + Thực thi 2n-1 thông tin thu thập được trong quá trình quét văn bản
  + Độ trễ m (số lượng tối đa các lần so sánh ký tự đơn)
* **Trình bày thuật toán**
  + Thuật toán MP cải tiến thuật toán Brute Force, thay vì dịch chuyển từng bước một, phí công các ký tự đã so sánh trước đó, ta tìm cách dịch x đi một đoạn xa hơn.
  + Giả sử tại bước so sánh bất kỳ, ta có một pattern “*u*” trùng nhau giữa x và y, tại x[i] != y[j+i] ( *a* != *b*), thay vì dịch chuyển 1 bước sang phải, ta cố gắng dịch chuyển dài hơn sao cho một tiền tố (prefix) *v* của x trùng với hậu tố (suffix) của u.
  + Ta có mảng mpNext[] để tính trước độ dài trùng nhau lớn nhất giữa tiền tố và hậu tố trong x, khi so sánh với y tại vị trí thứ i, x sẽ trượt một khoảng = i – mpNext[i].
  + Việc tính toán mảng mpNext[] có độ phức tạp thời gian và không gian là O(n). Giai đoạn tìm kiếm sau đó có độ phức tạp thời gian là O(m+n).
* **Độ phức tạp:**
  + Pha tiền xử lý có độ phức tạp không gian và thời gian là O(m)
  + Pha tiền xử lý có độ phức tạp thời gian là O(m+n)
  + Thực thi 2n-1 thông tin thu thập được trong quá trình quét văn bản
* **Code**

#include <stdio.h>

#include <conio.h>

#include <stdlib.h>

#include <string.h>

#include <iostream>

using namespace std;

#define MAX 12

int mpNext[MAX];

void Init()

{

for(int i = 0; i < MAX; i++)

mpNext[i] = 999;

}

void preMp(char \*x, int m) {

int i, j; i = 0; //mang mpNext the hien do dai trung nhau lon

j = mpNext[0] = -1; //nhat giua tien to va hau to

while (i < m) {

while (j > -1 && x[i] != x[j])

{

j = mpNext[j]; //chay nguoc xet xem do dai lon nhat cua

//vi tri giong voi x[i]

}

i++;

j++;

mpNext[i] = j;

int a = 2;

}

}

void MP(char \*x, int m, char \*y, int n) {

int i, j;// mpNext[m];

//int mpNext[8];

/\* Preprocessing \*/

Init();

preMp(x, m);

for(int k =0;k<m;k++){

cout<<x[k]<<" "<<mpNext[k]<<endl;

}

/\* Searching \*/

i = j = 0;

while (j < n) {

while (i > -1 && x[i] != y[j])

i = mpNext[i];

i++;

j++;

if (i >= m) {

cout<<j - i;

i = mpNext[i];

}

}

}

void main()

{

char \*x = "GCAGAGAG";

int m = strlen(x);

char \*y = "GCATCGCAGAGAGTATACAGTACG";

int n = strlen(y);

MP(x, m, y, n);

}

* **Kiểm nghiệm thuật toán**

**Kiểm nghiệm pha tiền xử lý( thuật toán preMp)**

x[] = GCAGAGAG

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **x[j]** | **x[i]** | **i** | **j** | **mpNext[i]** | **Ghi chú** |
|  |  | 0 | -1 |  |  |
|  | G | 0 | -1 | -1 | =>mpNext[1] =0 |
| G | C | 1 | 0  -1 | 0 |  |
| G | A | 2 | 0  -1 | 0 |  |
| G | G | 3 | 0 | 0 |  |
| C  G | A  A | 4 | 1  0  -1 | 1 |  |
| G | G | 5 | 0 | 0 |  |
| C  G | A  A | 6 | 1  0  -1 | 1 |  |
| G | G | 7 | 0 | 0 |  |
|  |  | 8 | 1 | 1 |  |

Ta được bảng mpNext[]

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| x[i] | G | C | A | G | A | G | A | G |  |
| mpNext[i] | -1 | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 1 |

1. **Tìm kiếm mẫu từ phải qua trái**
2. **Thuật toán Boyer-Moore(91)**

* **Đặc điểm**
* Thực hiện so sánh từ phải sang trái
  + Có 1 bước tiền xử lý preBM để xác định khoảng cách từ 1 kí tự trong xâu mẫu đến kí tự cuối cùng
  + Độ phức tạp thuật toán: O(m)
* **Trình bày thuật toán**
* Thuật toán Boyer-Moore được coi là thuật toán hiệu quả nhất trong vấn đề tìm kiếm chuỗi trong các ứng dụng thường gặp. Các biến thể của nó được dùng trong các bộ soạn thảo cho các lệnh như <<search> và <<subtitle>>.
* Thuật toán sẽ quét các ký tự của mẫu(pattern) từ phải sang trái bắt đầu ở phần tử cuối cùng.
* **Code**

#include <stdio.h>

#include <string.h>

int ASize=26;

void PreBM(char \*x,int m,int preBM[]){

for(int i=0;i<ASize;i++)

{

preBM[i]=m;

}

for(int i=0;i<m-1;i++){

preBM[x[i]-65]=m-i-1;

}

}

void BMSearching(char \*x,int m,char \*y,int n,int preBM[]){

int j=m-1;

while(j<n){

bool check=false;

for(int i=m-1;i>=0;i--){

if(x[i]!=y[j-(m-i-1)]){

check=true;

break;

}

}

if(!check){

printf("FOUND: at %i \n",j);

}

j+=preBM[y[j]-65];

}

}

main(){

int \*preBM =new int[ASize];

char x[]="ABCDAB";

PreBM(x,6,preBM);

for(int i=0;i<ASize;i++){

printf("%i ",preBM[i]);

}

char y[]="AABCDABBDEFAABCDABCDAB";

printf("\n\nSTART SEARCHING\n");

BMSearching(x,6,y,22,preBM);

}

* **Kiểm nghiệm thuật toán**

Input:

X=” ABCDAB”, m=6

Y=” AABCDABBDEFAABCDABCDAB”, n=22

Tiền xử lý

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X[i] | A | B | C | D | \* |
| preBM[i] | 1 | 4 | 3 | 2 | 6 |

j=m-1=5:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 |
| 5 | **Y** | A | A | B | C | D | **A** | B | B | D | E | F | A | A | B | C | D | A | B | C | D | A | B |
| **X** | A | B | C | D | A | **B** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 4 | | | | | | | | | | | | | | | | | | | | | |  |  |
| 1 | **Y** | A | A | B | C | D | A | ***B*** | B | D | E | F | A | A | B | C | D | A | B | C | D | A | B |
|  | **X** |  | A | B | C | D | A | ***B*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 4, OUTPUT 1 | | | | | | | | | | | | | | | | | | | | | |  |  |
| 3 | **Y** | A | A | B | C | D | A | B | B | D | E | F | A | A | B | C | **D** | A | B | C | D | A | B |
|  | **X** |  |  |  |  |  |  |  |  |  |  | A | B | C | D | A | **B** |  |  |  |  |  |  |
| Shift by 2 | | | | | | | | | | | | | | | | | | | | | |  |  |
| 4 | **Y** | A | A | B | C | D | A | B | B | D | E | F | A | A | B | C | D | A | ***B*** | C | D | A | B |
|  | **X** |  |  |  |  |  |  |  |  |  |  |  |  | A | B | C | D | A | ***B*** |  |  |  |  |
| Shift by 4 OUTPUT 12 | | | | | | | | | | | | | | | | | | | | | |  |  |
| 6 | **Y** | A | A | B | C | D | A | B | B | D | E | F | A | A | B | C | D | A | B | C | D | A | ***B*** |
|  | **X** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | A | B | C | D | A | ***B*** |
| Shift by 4, OUTPUT 16, END | | | | | | | | | | | | | | | | | | | | | |  |  |

OUTPUT: 1,12,16

1. **Thuật toán Berry-Ravindran(133)**

* **Đặc điểm**
* Đây là thuật toán kết hợp giữa thuật toán Quic search và Zhu and Takaoka.
* Pha chuẩn bị có độ phức tạp O(m +∂2 )
* Pha tìm kiếm có độ phức tạp O(mn)
* **Trình bày thuật toán**
* Berry và Ravindran đã thiết kế ra thuật toán thực hiện bước dịch dựa vào tư tưởng bad-character. Nhưng ở đây lấy 2 kí tự liên tiếp ngoài cùng bên phải của sổ để xác định bước dịch.
* Quá trình chuẩn bị của thuật toán bao gồm việc xác định với mỗi cặp (a,b) vị trị ngoài cũng bên phải gần nhất bắt đầu xuất hiện ab trong x. Sau mỗi lần thử mẫu khi cửa sổ đang ở vị trí tương ứng y[j .. j+m-1] bước dịch tiếp theo sẽ là brBc[y[j+m],y[j+m+1]]
* **Code**

#include<iostream>

#include<algorithm>

#include<iomanip>

#include<cstdio>

#include<cstring>

#define For(i,a,b) for(long i = a;i<=b;i++)

using namespace std;

char x[100001],y[100001];

int m, n,ASIZE = 256;

void nhap(){

printf("Nhap x: ");

gets(x);

m = strlen(x);

printf("Nhap y: ");

gets(y);

n = strlen(y);

}

void preBrBc(char \*x, int m, int brBc[256][256]) {

int a, b, i;

for (a = 0; a < ASIZE; ++a)

for (b = 0; b < ASIZE; ++b)

brBc[a][b] = m + 2;

for (a = 0; a < ASIZE; ++a)

brBc[a][x[0]] = m + 1;

for (i = 0; i < m - 1; ++i)

brBc[x[i]][x[i + 1]] = m - i;

for (a = 0; a < ASIZE; ++a)

brBc[x[m - 1]][a] = 1;

}

void BR(char \*x, int m, char \*y, int n) {

int j, brBc[256][256];

/\* Preprocessing \*/

preBrBc(x, m, brBc);

/\* Searching \*/

y[n + 1] = '\0';

j = 0;

while (j <= n - m) {

if (memcmp(x, y + j, m) == 0)

printf("position is %d\n",j);

j += brBc[y[j + m]][y[j + m + 1]];

}

}

main(){

nhap();

BR(x,m,y,n);

}

* **Kiểm nghiệm thuật toán**

Input:

X = “GCAGAGAG”

Y =”GCATCGCAGAGAGTATACAGTACG”

Tiền xử lý:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| brBc | A | C | G | T | \* |
| A | 10 | 10 | 2 | 10 | 10 |
| C | 7 | 10 | 9 | 10 | 10 |
| G | 1 | 1 | 1 | 1 | 1 |
| T | 10 | 10 | 9 | 10 | 10 |
| \* | 10 | 10 | 9 | 10 | 10 |

Pha tìm kiếm:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 0 | Y | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X | G | C | A | **G** | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY brBC[G][A] =1 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 1 | Y | G | **C** | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | x |  | **G** | C | A | **G** | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY brBC[A][G] =2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 3 | Y | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | X |  |  |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY brBC[A][G] =2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 5 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | X |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY brBC[T][A] =10, OUTPUT(5) | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 15 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | **T** | A | C | A | G | T | A | C | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |  |
| SHIFT BY brBC[G][0] =1 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 16 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | **A** | C | A | G | T | A | C | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |
| END | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |

1. **Thuật toán Turbo BM**(99)

* **Đặc điểm**
  + Đây là thuật toán đơn giản hóa từ thuật toán Boyer-moore.
  + Dễ cài đặt
* **Trình bày thuật toán**
* Tuned Boyer-moore là cài đặt đơn giản của thuật toán Boyer-Moore. Chi phí cho thuật toán string-matching thường phần nhiều là việc kiểm tra
* Để tránh việc phải so sánh nhiều lần. Chúng ta có thể thực hiện nhiều bước dịch hơn trước khi thực sự so sánh xâu. Thuật toán này sẽ sử dụng hàm bad-character xác định bước dịch. Và tìm x[m-1] trong y cho tới khi nào tìm được. Yêu cầu lưu giá trị bmBc[x[m-1]] vào biến shift và đặt lại giá trị bmBc[x[m-1]] = 0 . Khi ta tìm được vị trí x[m-1] trong y, thì bước dịch tiếp theo sẽ là shift.
* **Code**

#include<iostream>

#include<algorithm>

#include<iomanip>

#include<cstdio>

#include<cstring>

#include<map>

#include<set>

#include<stack>

#include<queue>

#include<vector>

#define For(i,a,b) for(long i = a;i<=b;i++)

using namespace std;

char x[100001],y[100001];

int m,n, ASIZE = 256;

string s = "";

void nhap(){

printf("Nhap x: ");

gets(x); m = strlen(x);

printf("Nhap y: ");

gets(y); n = strlen(y);

}

void preBmBc(char \*x, int m, int bmBc[]) {

int i;

for (i = 0; i < ASIZE; ++i)

bmBc[i] = m;

for (i = 0; i < m - 1; ++i)

bmBc[x[i]] = m - i - 1;

}

void TUNEDBM(char \*x, int m, char \*y, int n) {

int j, k, shift, bmBc[ASIZE];

/\* Preprocessing \*/

preBmBc(x, m, bmBc);

shift = bmBc[x[m - 1]];

bmBc[x[m - 1]] = 0;

memset(y + n, x[m - 1], m);

/\* Searching \*/

j = 0;

while (j <= n - m) {

k = bmBc[y[j + m -1]];

while (k != 0) {

j += k; k = bmBc[y[j + m -1]];

j += k; k = bmBc[y[j + m -1]];

j += k; k = bmBc[y[j + m -1]];

}

if (memcmp(x, y + j, m - 1) == 0 && j <= n - m)

printf("position is %d\n",j);

j += shift;

/\* shift \*/

}

}

main(){

nhap();

TUNEDBM(x,m,y,n);

}

* **Kiểm nghiệm thuật toán**

Input:

X = “GCAGAGAG”

Y =”GCATCGCAGAGAGTATACAGTACG”

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X[i] | A | C | G | T | \* |
| preBmBc | 1 | 6 | 0 | 8 | 8 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 0 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| X |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| X |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY 2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 3 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | x |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | X |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY 2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 5 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | X |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
|  | X |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| SHIFT BY 2, OUT PPUT 5 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 7 | y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | X |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |
|  | X |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |
| END | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |

1. **Thuật toán Colussi**(61)

* **Đặc điểm**
* Sàng lọc lại thuật toán Knutt-Morris-Pratt;
* Phân vùng tập các vị trí mẫu thành 2 tập con rời nhau; các vị trí trong tập đầu tiên được từ trái qua phải và khi không có sự phù hợp xảy ra các vị trí trong tập con thứ 2 sẽ được quét từ phải qua trái;
* Pha tiền xử lý có độ phức tạp không gian và thời gian là O(m);
* Pha tìm kiếm có độ phức tạp thời gian là O(n);
* Trong trường hợp xấu nhất phải thực hiện so sánh ký tự văn bản
* **Trình bày thuật toán**
* Việc thiết kế thuật toán Colussi tuân theo một phân tích có tính chặt chẽ của thuật toán Knutt-Morris-Pratt
* Tập các vị trí mẫu được phân chia thành 2 tập con rời nhau. Sau đó, mỗi mẫu thử bao gồm 2 pha:
* Trong pha đầu tiên, các so sánh được thực hiện từ trái qua phải với các ký tự văn bản phù hợp với vị trí mẫu mà giá trị của hàm kmpNext hoàn toàn lớn hơn -1. Những vị trí đó được gọi là ***noholes;***
* Pha thứ 2 bao gồm việc so sánh các vị trí còn lại (được gọi là ***holes***) từ phải qua trái.
* Chiến lược này có 2 ưu điểm:
* Khi một không phù hợp xảy ra trong pha đầu tiên, sau khi dịch chuyển thích hợp không cần thiết phải so sánh ký tự văn bản phù hợp với noholes được so sánh trong suốt mẫu thử trước;
* Khi một không phù hợp xảy ra trong pha thứ 2 điều đó có nghĩa là một hậu tố của mẫu thử phù hợp với một nhân tố của văn bản, sau khi dịch chuyển tương ứng một tiền tố của mẫu thử cũng sẽ vẫn phù hợp với một nhân tố của văn bản, do đó không cần thiết phải so sánh lại với nhân tố đó nữa.
* **Code**

int preColussi(char \*x, int m, int h[], int next[],

int shift[]) {

int i, k, nd, q, r, s;

int hmax[XSIZE], kmin[XSIZE], nhd0[XSIZE], rmin[XSIZE];

/\* Computation of hmax \*/

i = k = 1;

do {

while (x[i] == x[i - k])

i++;

hmax[k] = i;

q = k + 1;

while (hmax[q - k] + k < i) {

hmax[q] = hmax[q - k] + k;

q++;

}

k = q;

if (k == i + 1)

i = k;

} while (k <= m);

/\* Computation of kmin \*/

memset(kmin, 0, m\*sizeof(int));

for (i = m; i >= 1; --i)

if (hmax[i] < m)

kmin[hmax[i]] = i;

/\* Computation of rmin \*/

for (i = m - 1; i >= 0; --i) {

if (hmax[i + 1] == m)

r = i + 1;

if (kmin[i] == 0)

rmin[i] = r;

else

rmin[i] = 0;

}

/\* Computation of h \*/

s = -1;

r = m;

for (i = 0; i < m; ++i)

if (kmin[i] == 0)

h[--r] = i;

else

h[++s] = i;

nd = s;

/\* Computation of shift \*/

for (i = 0; i <= nd; ++i)

shift[i] = kmin[h[i]];

for (i = nd + 1; i < m; ++i)

shift[i] = rmin[h[i]];

shift[m] = rmin[0];

/\* Computation of nhd0 \*/

s = 0;

for (i = 0; i < m; ++i) {

nhd0[i] = s;

if (kmin[i] > 0)

++s;

}

/\* Computation of next \*/

for (i = 0; i <= nd; ++i)

next[i] = nhd0[h[i] - kmin[h[i]]];

for (i = nd + 1; i < m; ++i)

next[i] = nhd0[m - rmin[h[i]]];

next[m] = nhd0[m - rmin[h[m - 1]]];

return(nd);

}

void COLUSSI(char \*x, int m, char \*y, int n) {

int i, j, last, nd,

h[XSIZE], next[XSIZE], shift[XSIZE];

/\* Processing \*/

nd = preColussi(x, m, h, next, shift);

/\* Searching \*/

i = j = 0;

last = -1;

while (j <= n - m) {

while (i < m && last < j + h[i] &&

x[h[i]] == y[j + h[i]])

i++;

if (i >= m || last >= j + h[i]) {

OUTPUT(j);

i = m;

}

if (i > nd)

last = j + m - 1;

j += shift[i];

i = next[i];

}

}

* **Kiểm nghiệm thuật toán**

Tiền xử lý

**![Colussi algorithm tables](data:image/png;base64,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)**

1. **Tìm kiếm mẫu từ vị trí cụ thể**
2. **Thuật toán KMP Skip Search**(199)

* **Đặc điểm**
  + Sử dụng thùng chứa (bucket) các vị trí xuất hiện của kí tự trong xâu mẫu.
  + Pha tìm kiếm có độ phức tạp thời gian O(mn).
* **Trình bày thuật toán**
  + Với mỗi kí tự trong bảng chữ cái, một thùng chứa (bucket) sẽ chứa tất cả các vị trí xuất hiện của kí tự đó trong xâu mẫu x. khi một kí tự xuất hiện k lần trong mẫu. bucket sẽ lưu k vị trí của kí tự đó. Khi mà xâu y chứa it kí tự hơn trong bản chữ cái thì sẽ có nhiều bucket rỗng.
  + Quá trình xử lý của thuật toán Skip Search bao gồm việc tính các buckets cho tất cả các kí tự trong bảng chữ cái. for c in z[c] = {i: 0 i m-1 and x[i] = c}
  + Thuật toán Skip Search có độ phức tạp bình phương trong trường hợp tồi nhất. nhưng cũng có trường hợp là O(n).
* **Code**

|  |
| --- |
| #include<iostream>  #include<algorithm>  #include<iomanip>  #include<cstdio>  #include<cstring>  #include<list>  using namespace std;  char x[100001],y[100001];  int ASIZE = 256, m, n;  void nhap(){  printf("Nhap x: ");  gets(x);  m = strlen(x);  printf("Nhap y: ");  gets(y);  n = strlen(y);  }  void SKIP(char \*x, int m, char \*y, int n){  int i,j;  list<int> z[ASIZE];  list<int>::iterator it;  /\*preprocessing \*/  for(i = m-1 ; i >=0 ;i--){  z[x[i]].push\_back(i); }  /\* search \*/  for(j = m-1; j < n ; j +=m){  for(it = z[y[j]].begin() ;  it!= z[y[j]].end();  it++)  {  if(memcmp(x,y+j-(\*it),m) == 0)  printf("position is %d\n",j- (\*it));  }  }  }  main(){  nhap();  SKIP(x,m,y,n);  } |

* **Kiểm nghiệm thuật toán**

Input:

**X = “GCAGAGAG”**

**Y = ”GCATCGCAGAGAGTATACAGTACG”**

Pha tiền xử lý xác định:

|  |  |
| --- | --- |
| C | Z[c] |
| A | 6,4,2 |
| C | 1 |
| G | 7,5,3,0 |
| T |  |

Pha tìm kiếm

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 1 | Y | G | **C** | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 3 | Y | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 15 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| 16 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | **T** | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |  |  |  |
| 16 | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | **G** |
| X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | **G** |

1. **Thuật toán Two Way**(171)

* **Trình bày thuật toán**
* Thuật toán:
* Thuật toán Two Way là một phương pháp tìm kiếm chuỗi con P trong chuỗi lớn T, đồng thời từ hai hướng trái và phải.
* Nguyên lý xử lý:
* Tìm kiếm từ hai hướng: Thực hiện tìm kiếm chuỗi con P trong chuỗi T đồng thời từ hai hướng trái và phải.
* So sánh song song: So sánh các kí tự của chuỗi con P với các kí tự trong chuỗi T từ hai phía, giúp tìm ra tất cả các vị trí xuất hiện của chuỗi con P.
* Tìm kiếm:
* Bắt đầu tìm kiếm từ hai đầu của chuỗi T đồng thời.
* Tại mỗi bước, so sánh kí tự tương ứng của chuỗi con P và chuỗi T từ hai hướng.
* Nếu các kí tự khớp nhau, tiếp tục so sánh cho đến khi gặp kí tự không khớp.
* Tiếp tục tìm kiếm từ hai hướng cho đến khi đạt được tất cả các vị trí xuất hiện của chuỗi con P trong chuỗi T.
* **Đánh giá độ phức tạp**
* Tìm kiếm từ hai hướng: Độ phức tạp của tìm kiếm là O(n+m), với n là độ dài của chuỗi T và m là độ dài của chuỗi con P, do cả hai đầu của chuỗi T đều được duyệt một lần.
* Tổng thể: Tổng thể, độ phức tạp của thuật toán Two Way là O(n+m), làm cho nó trở thành một phương pháp hiệu quả cho việc tìm kiếm chuỗi con P trong chuỗi T từ cả hai phía.
* **Kiểm nghiệm thuật toán**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| j | |  | | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 2 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |
| 7 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| 2 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |
| 2 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |
| 3 | | Y | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| X |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |

* **Code:**

#include <iostream>

#include <string>

#include <vector>

#include <algorithm>

using namespace std;

// Hàm tính toán suffix tối đa

int maxSuf(const vector<char>& x, int m, vector<int>& p) {

int ms = -1, j = 0, k = p[0] = 1;

while (j + k < m) {

char a = x[j + k], b = x[ms + k];

if (a < b) {

j += k;

k = 1;

p[0] = j - ms;

} else if (a == b) {

if (k != p[0]) k++;

else {

j += p[0];

k = 1;

}

} else {

ms = j;

j = ms + 1;

k = p[0] = 1;

}

}

return ms;

}

// Hàm tính toán suffix tối đa ngược lại

int maxSufTilde(const vector<char>& x, int m, vector<int>& p) {

int ms = -1, j = 0, k = p[0] = 1;

while (j + k < m) {

char a = x[j + k], b = x[ms + k];

if (a > b) {

j += k;

k = 1;

p[0] = j - ms;

} else if (a == b) {

if (k != p[0]) k++;

else {

j += p[0];

k = 1;

}

} else {

ms = j;

j = ms + 1;

k = p[0] = 1;

}

}

return ms;

}

// Hàm tìm kiếm Two-way

void search(const vector<char>& x, int m, const vector<char>& y, int n) {

int i, j, ell, memory, per, ms, p;

vector<int> mp(1);

// Tiền xử lý

ms = maxSuf(x, m, mp);

p = mp[0];

ell = max(ms, maxSufTilde(x, m, mp));

// Giai đoạn tìm kiếm

if (ms > maxSufTilde(x, m, mp)) {

per = p;

} else {

per = mp[0];

}

j = 0;

memory = -1;

while (j <= n - m) {

i = max(ell, memory) + 1;

while (i < m && x[i] == y[i + j]) {

i++;

}

if (i >= m) {

i = ell;

while (i > memory && x[i] == y[i + j]) {

i--;

}

if (i <= memory) {

cout << "Mẫu xuất hiện tại vị trí dịch = " << j << endl;

j += per;

memory = m - per - 1;

} else {

j += i - ell;

memory = -1;

}

} else {

j += i - ell;

memory = -1;

}

}

}

int main() {

string text = "ABABDABACDABABCABAB";

string pattern = "ABABCABAB";

vector<char> y(text.begin(), text.end());

vector<char> x(pattern.begin(), pattern.end());

int n = y.size();

int m = x.size();

search(x, m, y, n);

return 0;

}

1. **Thuật toán Sunday’s Optimal Mismath**(185)

* **Trình bày thuật toán**
* Thuật toán: Sunday’s Optimal Mismatch là một phương pháp tìm kiếm chuỗi con P trong chuỗi lớn T, với mục tiêu là tối ưu hóa số lần so sánh thông qua việc xác định sự không khớp tối ưu của kí tự trong chuỗi T.
* Nguyên lý xử lý:
* Tìm kiếm với sự không khớp tối ưu: Xác định sự không khớp tối ưu của kí tự trong chuỗi T để quyết định bước nhảy khi tìm kiếm chuỗi con P.
* Sử dụng bảng dịch chuỗi con: Xây dựng bảng dịch để quyết định sự di chuyển của chuỗi con P khi tìm kiếm.
* Tìm kiếm:
* Bắt đầu tìm kiếm từ đầu chuỗi T.
* So sánh các kí tự của chuỗi con P với các kí tự trong chuỗi T.
* Nếu có sự không khớp xảy ra ở vị trí i trong chuỗi T:
* Nếu kí tự không khớp T[i+m] không có trong chuỗi con P, thì di chuyển chuỗi con P về phía trước m bước.
* Nếu kí tự không khớp T[i+m] có trong chuỗi con P, thì di chuyển chuỗi con P để khớp với kí tự không khớp trong chuỗi T.
* Lặp lại quá trình này cho đến khi tìm thấy tất cả các vị trí xuất hiện của chuỗi con P trong chuỗi T.
* **Đánh giá độ phức tạp**
* Tìm kiếm với sự không khớp tối ưu: Độ phức tạp của tìm kiếm với sự không khớp tối ưu là O(n), với n là độ dài của chuỗi T.
* Tổng thể: Tổng thể, độ phức tạp của thuật toán Sunday’s Optimal Mismatch là O(n) trong trường hợp tốt nhất, khi mọi kí tự trong chuỗi T đều là các kí tự không khớp, và O(nm) trong trường hợp xấu nhất, khi tìm kiếm mỗi lần di chuyển m bước. Đây là một phương pháp tìm kiếm hiệu quả đặc biệt khi chuỗi con P thường xuyên xuất hiện không kỳ vọng trong chuỗi T.
* **Kiểm nghiệm thuật toán**
* Pha tiền xử lý xác định

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| c | A | C | G | T |
| Freq[c] | 8 | 5 | 7 | 4 |
| QsBc[c] | 2 | 7 | 1 | 9 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| x[i] | G | C | A | G | A | G | A | G |
| Pat[i].loc | 1 | 7 | 5 | 3 | 0 | 6 | 4 | 2 |
| Pat[i].c | C | G | G | G | G | A | A | A |

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| i | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| AdaptedGs[i] | 1 | 3 | 4 | 2 | 7 | 7 | 7 | 7 | 7 |

* Pha tìm kiếm:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 3 |  | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 2 |  | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 9 |  | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| 7 |  | G | C | A | T | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |

* **Code:**

#include <iostream>

#include <string>

#include <vector>

#include <algorithm>

#include <cstring>

using namespace std;

const int ASIZE = 256; // Kích thước bảng ASCII

struct Pattern {

char c;

int loc;

};

// Hàm sắp xếp và xây dựng bảng mẫu từ chuỗi

void orderPattern(const vector<char>& x, int m, vector<Pattern>& pat) {

for (int i = 0; i < m; i++) {

pat[i].loc = i;

pat[i].c = x[i];

}

sort(pat.begin(), pat.end(), [](const Pattern& p1, const Pattern& p2) {

return p1.c < p2.c;

});

}

// Hàm tìm kiếm dịch chuyển tiếp theo

int matchShift(const vector<char>& x, int m, int ploc, int shift, const vector<Pattern>& pat) {

int j = shift;

while (j <= m) {

if (j == m) return m;

int i = ploc;

while (i < m && (j < m && pat[i].loc - shift >= 0) && pat[i].c == x[pat[i].loc - shift]) {

i++;

}

if (i == m) return j;

j++;

}

return m;

}

// Hàm xây dựng bảng good-suffix

void preAdaptedGs(const vector<char>& x, int m, vector<int>& adaptedGs, const vector<Pattern>& pat) {

int shift = matchShift(x, m, 0, 1, pat);

adaptedGs[0] = shift;

for (int ploc = 1; ploc <= m; ploc++) {

shift = matchShift(x, m, ploc, shift, pat);

adaptedGs[ploc] = shift;

}

}

// Hàm tiền xử lý bảng bad character

void preBadChar(const vector<char>& x, int m, vector<int>& badChar) {

fill(badChar.begin(), badChar.end(), m);

for (int i = 0; i < m - 1; i++) {

badChar[x[i]] = m - i - 1;

}

}

// Hàm tìm kiếm Sunday's Optimal Mismatch

void search(const vector<char>& x, int m, const vector<char>& y, int n) {

vector<int> adaptedGs(m + 1);

vector<int> badChar(ASIZE);

vector<Pattern> pat(m);

// Tiền xử lý

orderPattern(x, m, pat);

preBadChar(x, m, badChar);

preAdaptedGs(x, m, adaptedGs, pat);

// Giai đoạn tìm kiếm

int j = 0;

while (j <= n - m) {

int i = 0;

while (i < m && pat[i].c == y[j + pat[i].loc]) {

i++;

}

if (i >= m) {

cout << "Mẫu xuất hiện tại vị trí dịch = " << j << endl;

}

if (j + m < n) {

j += max(adaptedGs[i], badChar[y[j + m]]);

} else {

j++;

}

}

}

int main() {

string text = "ABABDABACDABABCABAB";

string pattern = "ABABCABAB";

vector<char> y(text.begin(), text.end());

vector<char> x(pattern.begin(), pattern.end());

int n = y.size();

int m = x.size();

search(x, m, y, n);

return 0;

}

1. **Tìm kiếm mẫu từ vị trí bất kì**
2. **Thuật toán Horspool Algorithm**

* **Đặc điểm**
  + Phiên bản đơn giản của Boyer-Moore
  + Chỉ sử dụng Bad-Character shift
  + Dễ thực thi
  + Có 1 bước tiền xử lý PreQS
  + Rất nhanh trong thực thi với mẫu ngắn và bảng chữ cái lớn
* **Trình bày thuật toán**
  + Tạo bảng dịch chuyển:
    - Tạo một bảng dịch chuyển cho tất cả các ký tự trongbảng chữ cái.
    - Đặt giá trị dịch chuyển cho mỗi ký tự là độ dài của mẫu.
    - Sau đó, cập nhật lại giá trị dịch chuyển cho các ký tự trong mẫu, ngoại trừ ký tự cuối cùng, thành độ dài của mẫu trừ đi vị trí của ký tự đó.
  + Tìm kiếm mẫu trong văn bản:
    - Bắt đầu từ đầu văn bản và so sánh từ ký tự cuối cùng của mẫu.
    - Nếu ký tự cuối cùng của mẫu khớp với ký tự hiện tại của văn bản, tiến hành so sánh các ký tự còn lại của mẫu từ cuối về đầu.
    - Nếu mẫu khớp hoàn toàn với văn bản, ghi nhận vị trí khớp.
    - Nếu không, sử dụng bảng dịch chuyển để di chuyển con trỏ trong văn bản.
* **Độ phức tạp**
  + Thời gian:
    - Trường hợp trung bình: O(n), trong đó n là độ dài của văn bản. Do thuật toán thường di chuyển nhiều ký tự một lúc.
    - Trường hợp xấu nhất: O(nm), trong đó n là độ dài của văn bản và m là độ dài của mẫu.
  + Không gian: O(m + σ), trong đó m là độ dài của mẫu và σ là số **lượng ký tự trong bảng chữ cái.**
* **Code**

int \* PreQS(char \*x,int m){

int \*preQS=new int[26];

for(int i=0;i<26;i++){

preQS[i]=m-1;

}

for(int i=0;i<m;i++){

preQS[x[i]-65]=m-i;

}

return preQS;

}

void QuickSearch(char \*x, int m, char \*y, int n,int preQS []) {

int j=0;

while(j<=n-m){

if(memcmp(x,y+j,m)==0)

{

printf("FOUND AT %i\n",j);

}

j+=preQS[y[j+m]-65];

}

}

main(){

char x []="AABA";

char y []="AABABBAABACDCDAABAABAA";

int \*preQS =PreQS(x,4);

QuickSearch(x,4,y,22,preQS);

}

* **Kiểm nghiệm thuật toán**

Tiền xử lý:

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| X[i] | A | C | G | T | \* |
| preBM[i] | 2 | 7 | 1 | 9 | 9 |

j=m-1=5:

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 | 22 | 23 |
| 0 | **Y** | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
| **X** | G | C | A | **G** | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by preQS[G]=1 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 1 | **Y** | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | **X** |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by preQS[A]=2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 3 | **Y** | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | **X** |  |  |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 2 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 5 | **Y** | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | A | T | A | C | A | G | T | A | C | G |
|  | **X** |  |  |  |  |  | G | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 9 OUTPUT 5 | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |
| 14 | **Y** | G | C | A | **T** | C | G | C | A | G | A | G | A | G | T | **A** | T | A | C | A | G | T | A | C | G |
|  | **X** |  |  |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |  |  |
| Shift by 7, END | | | | | | | | | | | | | | | | | | | | | |  |  |  |  |

1. **Thuật toán Smith**

* **Đặc điểm**

Smith-Waterman Algorithm là một thuật toán nổi tiếng trong sinh học tin học, dùng để tìm kiếm các chuỗi con tương tự giữa hai chuỗi. Thuật toán này dựa trên kỹ thuật lập trình động để tìm kiếm sự tương đồng tối đa của các chuỗi con bằng cách tính toán một ma trận điểm số.

* **Trình bày thuật toán**
  + Smith nhận thấy rằng có thể tính toán được rằng số bước dịch với kí tự tiếp theo kí tự đầu mút bên phải của cửa sổ dịch chuyển đôi khi cho số bước dịch ngắn hơn việc sử dụng đúng kí tự đầu mút bên phải cửa sổ ấy. Ông ấy khuyên nên chọn max giữa 2 giá trị.
  + Pha tiền xử lí của thuật toán Smith bao gồm tính toán của hàm dịch chuyển các bad- character: preBmBc(X,m) , và hàm dịch chuyển các bad- character trong Quick Search: preQsBc(X,m)
* **Độ phức tạp**
  + Thời gian: O(m\*n), với m là độ dài của chuỗi mẫu và n là độ dài của chuỗi văn bản.
  + Không gian: O(m\*n), để lưu trữ ma trận điểm số.
* **Code**

int SIZE=26;

int\* preBmBc(char \*x,int m){

int \*bmbc=new int[SIZE];

for(int i=0;i<SIZE;i++){

bmbc[i]=m;

}

for(int i=0;i<m-1;i++){

bmbc[x[i]-65]=m-1-i;

}

return bmbc;

}

int\* preQsBc(char \*x,int m){

int \*bmbc=new int[SIZE];

for(int i=0;i<SIZE;i++){

bmbc[i]=m+1;

}

for(int i=0;i<m;i++){

bmbc[x[i]-65]=m-i;

}

return bmbc;

}

int max (int x,int y){

return x>y?x:y;

}

void search(char \*x, int m,char \*y,int n,int \*preBmBc,int \*preQsBc){

int i=0;

while(i<=n-m){

if(memcmp(x,y+i,m)==0){

printf("FOUND AT: %i\n",i);

}

i+=max(preBmBc[y[i+m-1]-65],preQsBc[y[i+m]-65]);

}

}

main(){

char \*x="GCAGAGAG";

char \*y="GCATCGCAGAGAGTATACAGTACGGCAGAGAGGCAGAGAGGCAGAGA";

int \* bmbc=preBmBc(x,strlen(x));

int \* qsbc=preQsBc(x,strlen(x));

search(x,strlen(x),y,strlen(y),bmbc,qsbc);

}

* **Kiểm nghiệm thuật toán**

Input:

x=”GCAGAGAG” m=8;

y=”GCAGAGAGGCGCAGAGAGGGGG” n=22;

Tiền xử lý

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| X | A | C | G | \* |
| preBmBc[i] | 1 | 6 | 2 | 8 |
| preQsBc[i] | 2 | 7 | 1 | 9 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 |
| 0 | Y | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** | G | C | G | C | A | G | A | G | A | G | G | G | G | G |
| X | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 2 ( preBmBc[G]=2,preQsBc[G]=2), OUTPUT(0) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 2 | Y | G | C | **A** | G | A | G | A | G | G | C | G | C | A | G | A | G | A | G | G | G | G | G |
|  | X |  |  | **G** | C | A | G | A | G | A | G |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 6 ( preBmBc[C]=6,preQsBc[G]=2) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 8 | Y | G | C | A | G | A | G | A | G | **G** | **C** | G | C | A | G | A | G | A | G | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  | **G** | **C** | A | G | A | G | A | G |  |  |  |  |  |  |
| Shift by 2 ( preBmBc[G]=2,preQsBc[A]=1) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 10 | Y | G | C | A | G | A | G | A | G | G | C | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  |  |  | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** |  |  |  |  |
| Shift by 2 ( preBmBc[G]=2,preQsBc[G]=2) , OUTPUT(10) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 12 | Y | G | C | A | G | A | G | A | G | G | C | G | C | **A** | G | A | G | A | G | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |  |  |
| Shift by 2 ( preBmBc[G]=2,preQsBc[G]=2) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 14 | Y | G | C | A | G | A | G | A | G | G | C | G | C | A | G | **A** | G | A | G | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | G |
| END | | | | | | | | | | | | | | | | | | | | | |  |  |

1. **Thuật toán Raita**

* **Đặc điểm:**
  + Đầu tiên so sánh kí tự cuối cùng của xâu mẫu, sau đó là kí tự đầu tiên và kí tự giữa trước khi thực thi lệnh so sánh khác.
  + Pha cài đặt có độ phức tạp thuật toán là O(m+σ) và độ phức tạp bộ nhớ là O(σ)
  + Pha thực thi có độ phức tạp là O(mxn)
* **Trình bày thuật toán**

Raita thiết kế một thuật toán mà với mỗi lần duyệt, đầu tiên đem so sánh kí tự cuối cùng của mẫu với kí tự đầu mút bên phải của cửa sổ, sau đó nếu chúng trùng nhau, so sánh kí tự đầu tiên của mẫu với kí tự đầu mút bên trái của cửa sổ. Nếu chúng trùng nhau, tiếp tục so sánh kí tự giữa của mẫu với kí tự giữa của xâu văn bản đang trong cửa sổ duyệt. Nếu chúng vẫn trùng nhau, sẽ đem so sánh các kí tự khác trong xâu mẫu bắt đầu vị trí thứ 2 tới vị trí cuối cùng(so sánh lại kí tự ở giữa một lần nữa).

* **Độ phức tạp**
  + Pha cài đặt có độ phức tạp thuật toán là O(m+σ) và độ phức tạp bộ nhớ là O(σ)
  + Pha thực thi có độ phức tạp là O(mxn)
* **Code**

int SIZE=26;

int \* preBmBc(char \*x,int m){

int \* bmbc=new int[SIZE];

for(int i=0;i<SIZE;i++){

bmbc[i]=m;

}

for(int i=0;i<m-1;i++){

bmbc[x[i]-65]=m-1-i;

}

return bmbc;

}

void raitaSearch(char \*x,int m,char \*y,int n,int \* bmbc){

char first=x[0],last=x[m-1],middle=x[m/2];

int i=0;

while(i<=n-m){

if(last==y[i+m-1] && first==y[i] && middle==y[i+m/2]){

if(memcmp(x+1,y+i+1,m-2)==0){

printf("FOUND AT: %i \n",i);

}

}

i+=bmbc[y[i+m-1]-65];

}

}

main(){

char \*x="GCAGAGAG";

char \*y="GCAGAGAGGCGCAGAGAGGGGG";

int \* bmbc=preBmBc(x,strlen(x));

raitaSearch(x,strlen(x),y,strlen(y),bmbc);

}

* **Kiểm nghiệm thuật toán**

Input:

x=”GCAGAGAG” m=8;

y=”GCAGAGAGGCGCAGAGAGGGGG” n=22;

Tiền xử lý

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| X | A | C | G | \* |
| preBmBc[i] | 1 | 6 | 2 | 8 |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| J |  | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 | 12 | 13 | 14 | 15 | 16 | 17 | 18 | 19 | 20 | 21 |
| 0 | Y | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** | G | C | G | C | A | G | A | G | A | G | G | G | G | G |
| X | **G** | **C** | **A** | **G** | **A** | **G** | **A** | **G** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 2 ( preBmBc[G]=2) OUTPUT(0) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 2 | Y | G | C | A | G | A | G | A | G | G | **C** | G | C | A | G | A | G | A | G | G | G | G | G |
|  | X |  |  | G | C | A | G | A | G | A | **G** |  |  |  |  |  |  |  |  |  |  |  |  |
| Shift by 6 ( preBmBc[C]=6) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 8 | Y | G | C | A | G | A | G | A | G | **G** | C | G | C | A | G | A | **G** | A | G | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  | **G** | C | A | G | A | G | A | **G** |  |  |  |  |  |  |
| Shift by 2( preBmBc[G]=2) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 10 | Y | G | C | A | G | A | G | A | G | G | C | **G** | ***C*** | ***A*** | ***G*** | ***A*** | ***G*** | ***A*** | **G** | G | G | G | G |
|  | X |  |  |  |  |  |  |  |  |  |  | **G** | ***C*** | ***A*** | ***G*** | ***A*** | ***G*** | ***A*** | **G** |  |  |  |  |
| Shift by 2 ( preBmBc[G]=2) , OUTPUT(10) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 12 | Y | G | C | A | G | A | G | A | G | G | C | G | C | A | G | A | G | A | G | G | **G** | G | G |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | **G** |  |  |
| Shift by 2 ( preBmBc[G]=2) | | | | | | | | | | | | | | | | | | | | | |  |  |
| 14 | Y | G | C | A | G | A | G | A | G | G | C | G | C | A | G | A | G | A | G | G | G | G | **G** |
|  | X |  |  |  |  |  |  |  |  |  |  |  |  |  |  | G | C | A | G | A | G | A | **G** |
| END | | | | | | | | | | | | | | | | | | | | | |  |  |