(lien pour le diagramme de classe du début de sprint)
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package "View" {

class ViewWorld {

+ SpriteBatch sb

+ OrthographicCamer camera

+ ViewWorld()

+ render(float)

+ World getWorld()

}

class ViewTuto {

+ Stage stage

+ SpriteBatch sb

+ OrthographicCamer camera

+ ViewTuto()

+ render(float)

+ void show()

}

class ViewMenu {

+ Stage stage

+ SpriteBatch sb

+ OrthographicCamer camera

+ ViewMenu()

+ render(float)

+ void show()

}

class FileChooser {

+ createLevel(int level)

}

}

package "model" {

package "character" {

abstract class Character {

# int hp

# int attack

# int posX+ SpriteBatch sb

+ OrthographicCamer camera

+ ViewWorld()

+ render(float)

+ World getWorld()

# int posY

# int direction

# boolean throughWall

# Sprite sprite

# SpriteBatch batch

+ void draw(SpriteBatch sb)

+ void moveRight()

+ void moveLeft()

+ void moveTop()

+ void moveBottom()

+ void turn(int direction)

+ void decreaseHp(int damage)

+ void setX(int x)

+ void setY(int y)

+ int getPosX()

+ int getPosY()

+ boolean isThroughWall()

+ int getHp()

+ int getAttack()

+ void increaseHP(int health)

}

interface Movement {

# void moveRight()

# void moveLeft()

# void moveTop()

# void moveBottom()

# void turn(int direction)

}

class Monster {

+ void attackCollision(World world)

}

class Ghost {

# {static} int SPRITESIZE

+ Ghost(int x, int y)

}

class Player {

+ {static} int CPTANIMATION

+ {static} int SPRITESIZEWIGHT

+ {static] int SPRITESIZEHIGHT

- {static] int SPRITETOP

- {static] int SPRITEBOTTOM

- {static] int SPRITELEFT

- {static] int SPRITERIGHT

- int xAttack

- int yAttack

+ Player(int x, int y)

+ void increaseHP(int hpGiven)

+ void setDirection()

+ void attackCollision(World world)

+ void attackSword(World world)

+ void drawhit(SpriteBatch sb)

+ void attackBow(int direction)

}

class Troll {

+ {static} SPRITESIZE

+ Troll(int x, int y)

}

}

package "labyrinth" {

abstract class Cell {

- boolean solid

# int x

# int y

# String type

# boolean isActivate

+ Cell(int x, int y)

+ {abstract} void activate(World world)

+ void draw(SpriteBatch sb)

+ String getType()

+ int getX()

+ int getY()

+ void setActivate()

}

class Empty {

+ Empty(int x, int y)

+ boolean isSolid()

+ void activate(World world)

}

class Passage {

- int arriveX

- int arriveY

+ Passage(int posX, int posY, int arriveX, int arriveY)

+ boolean isSolid()

+ void setDestination(int x, int y)

+ void activate(World world)

}

class Trap {

- int damage

+ Trap(int x, int y, int damage)

+ boolean isSolid()

+ void activate(World world)

+ void CharacterLoarderdraw(SpriteBatch sb)

}

class Treasure {

+ Treasure(int x, int y)

+ boolean isSolid()

+ void activate(World world)

+ void activate(World world)

}

class Wall {

+ Wall(int x, int y)

+ boolean isSolid()

+ void activate(World world)

}

class Magic {

+ Magic(int x, int y)

+ boolean isSolid()

+ void activate(World world)

+ void draw(SpriteBatch sb)

}

class Mystery {

+ boolean isSolid()

+ void activate(World world)

+ int getContent()

+ void draw(SpriteBatch sb)

}

class Door {

+ boolean isSolid()

+ void activate(World world)

+ void draw(SpriteBatch sb)

}

class Labyrinth {

+ void Labyrinth(char[][] tabLevel)

+ Cell getCell(int x, int y)

+ Cell getNextCell(int x, int y, DirectionFactory direction)

+ void draw(SpriteBatch sb)

}

}

class World {

- int level

+ void game()

+ void draw(SpriteBatch sb)

+ void moveHero(DirectionFactory direction)

+ void moveMonster(int direction, int elem)

+ damagePlayer(int damage)

+ teleportPlayer(int x, int y)

+ void winPlayer()

+ void checkLosePlayer()

+ boolean canMove(Character c, DirectionFactory direction)

+ Player getPlayer()

+ void turn(int direction)

+ void loose()

+ Player getHero()

+ List<Monster> getMonsters()

+ void createLevel()

+ void healPlayer(int hp)

+ void createMonsters()

+ Point findEmptyCell()

+ void mystery(int c)

+ void nextDoor()

+ int getDoor()

+ void load()

+ void load(File f)

+ void save()

+ Cell getFirstWall(int x, int y, int direction)

}

interface Attacker {

# void attackCollision(Wold world)

}

class LabyrinthLoader {

+ LabyrinthLoader()

+ Labyrinth createLabyrinth(int numLevel)

}

class CharacterLoader {

+ List<Monster> getMonsters()

+ createCharacter(int numLevel)

}

}

class Game {

+ void create()

+ void dispose()

}

package "controller" {

class Listener {

- Music mp3Sound

- Boolean turnFirstPress

+ Listener(ViewWorld)

+ boolean keyDown(int)

+ boolean keyUp(int)

+ boolean keyTyped(char)

+ boolean touchDown(int, int, int, int)

+ boolean touchUp(int, int, int, int)

+ touchDragged(int, int, int)

+ boolean(int)

}

}

package "DataFactory" {

class TextureFactory << (S,#FF7700) Singleton >> {

- HashMap<String,Texture> images

+ TextureFactory getInstance()

- TextureFactory()

+ texture getImage(String)

}

enum DirectionFactory {

+ {static} TOP

+ {static} BOTTOM

+ {static} LEFT

+ {static} RIGHT

+ {static} TURNTOP

+ {static} TURNBOTTOM

+ {static} TURNLEFT

+ {static} TURNRIGHT

}

class LabyrinthFactory {

+ {static} HEIGHT

+ {static} WIDTH

+ {static} WALL

+ {static} GROUND

+ {static} FIRE

+ {static} DELTA

+ {static} PASSAGE

+ {static} MAGIC

+ {static} MAGICHEALTH

+ {static} PLAYER

+ {static} GHOST

+ {static} TROLL

+ {static} NB\_NIVEAUX

+ {static} HP\_PLAYER

}

}

CharacterLoader --"1" Player : hero

CharacterLoader --"0,..,n" Monster : monsters

ViewWorld --"1" World : world

ViewTuto --"1" Game : game

ViewMenu --"1" Game : game

FileChooser --"1" Game : game

Listener --"1" ViewWorld : viewWorld

Character ..|> Movement

TextureFactory -"1" TextureFactory : ourInstance

Monster ..|> Attacker

Monster --|> Character

Ghost --|> Monster

Ghost ..|> Attacker

Player --|> Character

Troll --|> Monster

Troll ..|> Attacker

Empty --|> Cell

Passage --|> Cell

Trap --|> Cell

Treasure -Right-|> Cell

Wall --|> Cell

Magic --|> Cell

Mystery --|> Cell

Door --|> Cell

Labyrinth -Left-"0..n" Cell : cellList

World --"1" Player : hero

World --"0..n" Monster : monsters

World --"1" LabyrinthLoader : labyrinthLoader

World --"1" Labyrinth

World --"1" CharacterLoader : characterLoader

World --"1" Game

Game --"1" ViewMenu
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