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# Описание условия задачи

Разработать программу работы со стеком, реализующую операции Система массового обслуживания состоит из обслуживающих аппаратов (ОА) и очередей заявок двух типов, различающихся временем прихода и обработки. Заявки поступают в очереди по случайному закону с различными интервалами времени (в зависимости от варианта задания), равномерно распределенными от начального значения (иногда от нуля) до максимального количества единиц времени.

В ОА заявки поступают из «головы» очереди по одной и обслуживаются за указанные в задании времена, распределенные равновероятно от минимального до максимального значений (все времена –вещественного типа).

Требуется смоделировать процесс обслуживания первых 1000 заявок первого типа, выдавая после обслуживания каждых 100 заявок первого типа информацию о текущей и средней длине каждой очереди и о среднем времени пребывания заявок каждого типа в очереди. В конце процесса необходимо выдать на экран общее время моделирования, время простоя ОА, количество вошедших в систему и вышедших из нее заявок первого и второго типов.

# Описание технического задания

![](data:image/png;base64,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)Система массового обслуживания состоит из обслуживающего аппарата (ОА) и двух очередей заявок двух типов.

Заявки 1-го и 2-го типов поступают в "хвосты" своих очередей по случайному закону с интервалами времени Т1и Т2, равномерно распределенными от 1 до 5 и от 0 до 3 единиц времени (е.в.) соответственно. В ОА они поступают из "головы" очереди по одной и обслуживаются также равновероятно за времена Т3 и Т4, распределенные от 0 до 4 е.в. и от 0 до 1 е.в. соответственно, после чего покидают систему. (Все времена –вещественноготипа) В начале процесса в системе заявок нет.

Заявка 2-го типа может войти в ОА, если в системе нет заявок 1-го типа. Если в момент обслуживания заявки 2-го типа в пустую очередь входит заявка 1-го типа, то она немедленно поступает на обслуживание; обработка заявки 2-го типа прерывается и она возвращается в "хвост" своей очереди (система с абсолютным приоритетом и повторным обслуживанием).

Смоделировать процесс обслуживания первых 1000 заявок 1-го типа, выдавая после обслуживания каждых 100 заявок 1-го типаинформацию о текущей и средней длине каждой очереди, а в конце процесса -общее время моделирования и количествевошедших в систему и вышедших из нее заявок обоих типов, среднем времени пребывания заявок в очереди, количестве «выброшенных» заявок второго типа. Обеспечить по требованию пользователя выдачу на экран адресов элементов очереди при удалении и добавлении элементов. Проследить, возникает ли при этом фрагментация памяти.

Входные данные:

1. Целое число, представляющее собой пункт меню:

целое число в диапазоне от 0 до 10

2. Дополнительный ввод: поле типа int в зависимости от команды

Выходные данные:

Результат выполнения команды или сообщение об ошибке

Функции программы:

0. Выйти из программы

Очередь в виде массива:

1. Добавить элемент

2. Удалить элемент

3. Распечатать очередь

Очередь в виде списка:

4. Добавить элемент

5. Удалить элемент

6. Распечатать очередь

7. Распечатать массив освободившихся адрессов

Задание:

8. Для массива

9. Для списка

10. Замеры времени и памяти

# Аварийные ситуации:

1. Неверно введен пункт меню

(не число или число меньшее 0 или больше 10)

2. Достигнут максимально возможный размер очереди (как для массива, так и для списка)

(добавлено более 5 тысяч элементов)

3. Неверно введено число элементов для теста по времени

(не число или число меньшее 1 или большее 1000)

# Описание структуры данных

Структура для хранения элемента очереди (список)

typedef struct node\_s

{

int elem;

struct node\_s \*next;

} node\_t;

Поля структуры:

2. int elem — значение текущего элемента в очереди

3. struct node\_s \*next — указатель на следующий элемент очереди

*Структура для хранения указателя на голову и хвост и размера очереди (список)*

typedef struct list\_s

{

node\_t \*head;

node\_t \*tail;

int size;

} node\_t;

Структура для хранения очереди (массив)

typedef struct arr\_s

{

int arr[5000];

int begin;

int end;

int size;

} arr\_t;

Поля структуры:

1. int arr[] — массив элементов очереди

2. int begin — голова очереди

3. int end — хвост очереди

4. int size — размер очереди

Структура для хранения массива освободившихся адресов, которая хранит в себе массив указателей на элементы списка, которые освободились и длину этого массива.

typedef struct list\_s

{

node\_t \*arr\_clear[1000];

int len;

} arr\_clear\_t;

# Описание алгоритма

1. Выводится меню программы.

2. Пользователь вводит номер любой команды, которой соответствует свое назначение.

3. Работа программы осуществляется, пока не будет совершена ошибка при вводе или пока не будет введен 0.

# Набор тестов

|  |  |  |  |
| --- | --- | --- | --- |
|  | **Название теста** | **Пользовательский ввод** | **Результат** |
| 1 | Некорректный ввод пункта меню | aaa | Ошибка: пункты меню это числа от 0 до 10 |
| 2 | Некорректный ввод количества элементов для замеров памяти и времени  (не число) | aaa | Ошибка: неверно введено количество элементов |
| 3 | Некорректный ввод количества элементов для замеров памяти и времени  (число меньшее 1 или большее 1000) | 0 | Ошибка: неверно введено количество элементов |
| 4 | Добавить элемент в очередь (массив и список) | Команда 1 или 4 | Элемент добавлен в очередь |
| 5 | Удалить элемент из очередь (массив и список) | Команда 2 или 5 | Элемент удален из очереди |
| 6 | Распечатать очередь  (массив и список) | Команда 3 или 6 | Распечатанная очередь |
| 7 | Переполнение очереди (массив и список) | Попытка добавить элемент в очередь, если уже добавлено 5000 элементов | Ошибка: очередь переполнена |
| 8 | Очередь пуста  (массив и список) | Попытка распечатать или удалить элемент из очереди, если в ней ничего нет | Очередь пустая |
| 9 | Распечатать массив освободившихся адресов  (список) | Команда 7 | Печатается массив освободившихся адресов |
| 10 | Распечатать пустой массив адресов (список) | Попытка распечатать массив освободившихся адресов, если он пуст | Массив освободившихся адресов пуст |
| 11 | Выполнить задачу (массив) | Команда 8 | Вывод результатов выполнения задания со всем временами |
| 12 | Выполнить задачу  (список) | Команда 9 | Вывод результатов выполнения задания со всем временами |
| 13 | Вывод замеров времени и памяти | Команда 10 | Результат замеров времени добавления и удаления элементов и замеров памяти |
| 14 | Выход из программы | Команда 0 | Выход из программы, очистка консоли |

# Оценка эффективности

Добавление элементов (в тиках)

|  |  |  |
| --- | --- | --- |
| Размер | Массив | Список |
| 10 | 691 | 1023 |
| 100 | 4724 | 11045 |
| 500 | 16204 | 38938 |
| 1000 | 38912 | 96032 |

Удаление элементов (в тиках)

|  |  |  |
| --- | --- | --- |
| Размер | Массив | Список |
| 10 | 302 | 754 |
| 100 | 2035 | 4803 |
| 500 | 6892 | 17573 |
| 1000 | 14032 | 46741 |

Замеры памяти

|  |  |  |
| --- | --- | --- |
| Размер | Массив | Список |
| 10 | 48 | 160 |
| 100 | 408 | 1600 |
| 500 | 2008 | 8000 |
| 1000 | 4008 | 16000 |

# Тестирование задания

Время моделирования заявок  
Т1: от 1 до 5 Т2: от 0 до 3  
Т3: от 0 до 4 Т4: от 0 до 1

***Теоретические вычисления:***

Заявки первого типа обрабатываются в среднем 2 е.в, а заявки второго типа – 0.5 е.в. Число заявок 1 типа, вошедших = 1000, вышедших = 1000, число заявок 2 типа, вошедших: 2000, вышедших = 2000. Следовательно время моделирования должно составлять: 1000 \* 2 + 2000 \* 0.5 = 3000 е.в.

Погрешность времени моделирования:

(3022.343 – 3000) / 3000 ~ 0.007 = 0.7%

Погрешность появляется из-за того, что в теоретических расчетах не учитывается время простоя автомата.

# **Контрольные вопросы**

# **1. Что такое FIFO и LIFO?**

# **FIFO** и **LIFO** — методы оценки товарно-материальных ценностей. При учёте запасов однородного товара, купленного в разное время по разной цене, приходится определять: что выдавать первым; и физически, и на бумаге. По методу *FIFO* первым выдаётся самый старый из пришедших товаров, по методу *LIFO* — самый новый.

# **2. Каким образом, и какой объем памяти выделяется под хранение очереди при различной ее реализации?**

# При реализации очереди на статическом массиве память выделяется один раз на стеке под максимальное количество элементов в очереди.

# При реализации очереди списком память выделяется под каждый элемент отдельно при его поступлении в очередь. Для каждого элемента также выделяется память под указатель на предыдущий элемент.

# **3. Каким образом освобождается память при удалении элемента из очереди при ее различной реализации?**

# При хранении очереди на статическом массиве память не освобождается, циклически перемещается указатель на выход из очереди.

# При хранении очереди списком, при удалении элемента указатель на выход из очереди перемещается на предыдущий элемент, а память из-под удаляемого элемента освобождается.

# **4. Что происходит с элементами очереди при ее просмотре?**

# При просмотре очереди элементы из нее удаляются.

# **5. От чего зависит эффективность физической реализации очереди?**

# Очередь на список работает медленнее и под каждый элемент требуется больше памяти, чем при хранении очереди на статическом массиве. Однако при хранении списком количество элементов в очереди ограничено только размером оперативной памяти, и список при количестве элементов до 1500 выигрывает по памяти.

# **6. Каковы достоинства и недостатки различных реализаций очереди в зависимости от выполняемых над ней операций?**

# При реализации очереди на статическом массиве её размер ограничен всегда ограничен размером массива.

# При реализации же очереди на списке при добавлении и удалении элемента происходит выделение или освобождение памяти, что сказывается на времени работы операций.

# **7. Что такое фрагментация памяти, и в какой части ОП она возникает?**

# При фрагментации памяти между занятыми областями памяти находится свободные области, то есть память как бы разбита на занятые и свободные фрагменты.

# **8. Для чего нужен алгоритм «близнецов».**

# Алгоритм близнецов значительно снижает фрагментацию памяти и резко ускоряет поиск блоков. Наиболее важным преимуществом этого подхода является то, что даже в наихудшем случае время поиска не превышает. Это делает алгоритм близнецов труднозаменимым для ситуаций, когда необходимо гарантированное время реакции - например, для задач реального времени.

# **9. На что необходимо обратить внимание при тестировании программы?**

# Проверить правильность работы программы при различном заполнении очередей, т.е., когда время моделирования определяется временем обработки заявок и когда определяется временем прихода заявок;

# O отследить переполнение очереди, если очередь в программе ограничена.

# **10. Каким образом физически выделяется и освобождается память при динамических запросах?**

# В си работать с динамической памятью можно при помощи соответствующих функций распределения памяти (calloc, malloc, free), для чего необходимо подключить библиотеку malloc.h

# 

# 

# Вывод

При реализации очереди стоит учитывать два осноных критерия – память и время.

Если реализовывать очередь на массиве, то он будет ограничен по памяти размером стека, в то время как список ограничен объемом оперативной памяти, но нужно предусмотреть дополнительную проверку, чтобы не допустить фрагментации памяти.

Если реализовать очередь на списке, то операциии добавления и удаления элементов будут на нем происходить дольше из-за постоянной необходимости выделения памяти под следующий элемент списка

Массив быстрее списка :

* при удалении примерно в 3 раза
* при добавлении примерно в 2 раза