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1. **INTRODUCCIÓN**

Un algoritmo de búsqueda está diseñado para localizar un elemento con ciertas características dentro de una estructura de datos; por ejemplo, el registro correspondiente a una persona en una base de datos, identificar el mejor movimiento en un juego, el mejor camino para llegar a un punto en el menor tiempo y con la ruta más óptima, etc.

Los problemas de búsqueda consisten en diferentes características. El espacio de estado es el conjunto de todos los estados posibles donde se puede estar, el estado de inicio es el estado desde donde se comienza la búsqueda y la prueba de objetivo es la función que evalúa el estado actual y verifica si corresponde con el estado objetivo o no. La solución a un problema de búsqueda es una secuencia de acciones que nos lleva del estado inicial al estado objetivo, este plan lo realizan los algoritmos de búsqueda.

1. **OBJETIVO**

Generar un laberinto de dimensiones n x m, así como la solución a este mediante el algoritmo Depth first search

1. **MARCO TEÓRICO**

***Breadth-First Search***

El algoritmo Breadth-First Search comienza considerando todos los caminos posibles ente el punto de inicio y el punto meta, acumula el costo total de cada camino mientras atraviesa cada uno de ellos, esto consume mucho tiempo y requiere de mucha memoria ya que la computadora debe procesar los costos de quizás miles de caminos antes de decidir el óptimo.

***Depth-First Search***

En el algoritmo Depth-First Search un camino es seguido desde el inicio hasta el final y su costo total es calculado, después se sigue otro camino diferente y se calcula su costo, posteriormente ambos costos son comparados y el más costoso es rechazado. Se considera otra ruta y se sigue comparando el costo, continua este proceso hasta que todos los caminos posibles han sido analizados. Esta aproximación minimiza el uso de memoria ya que solo se conserva la ruta más reciente y la menos costosa, el problema con este algoritmo es que puede tomar un largo tiempo de computo especialmente si hay una mala elección del primer camino.

***Cost-Sensitive Search (A\*)***

El algoritmo A\* es una de las mejores y más populares técnicas utilizadas en la búsqueda de rutas y recorridos de gráficos, muchos juegos y mapas basados en la web utilizan este algoritmo para encontrar el camino más costo de manera muy eficiente. Lo que hace A\* es que en cada paso selecciona el nodo de acuerdo con un valor: ' f ', que es un parámetro igual a la suma de otros dos parámetros: ' g ' y ' h '. En cada paso, selecciona el nodo / celda que tiene la ' f ' más baja y procesa ese nodo. ' g ' es el costo de movimiento dese el punto de partida a un nodo siguiente, ' h ' es el costo del movimiento estimado para moverse desde el punto dado hasta el punto meta, este método se conoce como heurístico.

***Uniform-Cost Search***

La búsqueda no informada es una clase de algoritmos de búsqueda de propósito general que opera en forma de fuerza bruta. Los algoritmos de búsqueda no informados no tienen información adicional sobre el estado o el espacio de búsqueda aparte de cómo atravesar el árbol, por lo que también se llama búsqueda ciega.

1. **MATERIALES Y EQUIPO**

* Software Python 3.7

1. **METODOLOGÍA**

La codificación del algoritmo de búsqueda se realizó tomando en cuenta los siguientes pseudocódigos:

def depthFirstSearch(problem):

# crear la estructura stack

fringe = until.Stack()

#Lista para cumular los nodos expandidos

expanded\_nodes = []

#obtener el nodo de inicio y guardarlo.

# Current\_node [0] es el valor del dono actual

# Current\_node [1] almacena una secuencia de pasos para llegar al valor del nodo actual

current\_node = (problem.getStartState (), [])

# While true

while 1:

# Si el nodo actual no ha sido expandido

if not current\_node[0] in expanded\_nodes:

# Añadir el nodo no expandido a la lista de nodos expandidos.

expanded\_nodes.append(current\_node[0])

# Iterar sobre los sucesores del nodo actual

for coordinate, direction, cost in problem.getSuccessors(current\_node[0]):

# Añadir los sucesores al fringe

fringe.push((coordinate, current\_node[1] + [direction]))

# Extraer el primer nodo que se encuentra en la fila fringe

current\_node = fringe.pop()

# Si se ha encontrado la solución, retorna la secuencia de pasos

if problem.isGoalState(current\_node[0])

return current\_node[1]

1. **RESULTADOS**

if \_\_name\_\_ == "\_\_main\_\_":

maze = maze\_generator(3,5)

print\_maze(maze)
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Figure 1 Laberinto generado de dimensiones 3 x 5.

if \_\_name\_\_ == "\_\_main\_\_":

maze = maze\_generator(10,30)

print\_maze(maze)

![](data:image/png;base64,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)

Figure 2 Laberinto generado de dimensiones 10 x 30.

1. **CODIGOS**

**Código que genera el laberinto:**

import random

WALL = "█"

HALL = " "

def absolute\_coordinate(row, col):

abs\_row = (row\*2) + 1

abs\_col = (col\*2) + 1

return (abs\_row, abs\_col)

' ' '

Calcula el número de espacios totales en el vector para generar el laberinto considerando los espacios libres y las paredes de este.

Argumentos:

row (int): coordenada de la fila.

col (int): coordenada de la columna.

Retornos:

abs\_row (int): coordenada absoluta de la fila.

abs\_col (int): coordenada absoluta de la columna.

' ' '

def generate\_raw\_maze(rows, cols):

n\_rows = (rows\*2) + 1

n\_cols = (cols\*2) + 1

maze = [[WALL]\*n\_cols for \_ in range(n\_rows)]

for i in range(rows):

for j in range(cols):

abs\_row, abs\_col = absolute\_coordinate(i,j)

maze[abs\_row][abs\_col] = HALL

return maze

' ' '

Genera la lista de listas con los espacios y las paredes que conforman el laberinto de nxm.

Argumentos:

rows (int): número total de filas.

cols (int): número total de columnas.

Retornos:

maze (list of list).

' ' '

def init\_position():

return [0,0]

' ' '

Define el punto inicial del laberinto siempre será (0,0).

Argumentos:

Ninguno.

Retornos:

maze (list): coordenada de inicio del laberinto (0,0).

' ' '

def init\_state(rows,cols):

current\_state = [[False]\*cols for \_ in range(rows)]

return current\_state

' ' '

Inicia todos los espacios del laberinto como FALSE.

Argumentos:

rows (int): número total de filas.

cols (int): número total de columnas.

Retornos:

current\_state (list of list): lista de todos los espacios del laberinto en FALSE.

' ' '

def get\_successors(row, col, max\_rows, max\_cols):

successors = []

# Get possible successors

possible\_successors = [[row+i,col+j] for i,j in [[0,1],[0,-1],[1,0],[-1,0]]]

for i,j in possible\_successors:

# Check if inside board

if i >= 0 and i < max\_rows:

if j >= 0 and j < max\_cols:

successors.append([i,j])

return successors

' ' '

Obtiene las coordenadas sucesoras de la coordenada actual.

Argumentos:

row (int): coordenada actual de la fila.

col (int): coordenada actual de la columna.

max\_rows (int): número total de filas.

max\_cols (int): número total de columnas.

Retornos:

successors (list): lista de coordenadas de todos los sucesores de la coordenada actual.

' ' '

def is\_goal\_state(state):

is\_goal = all([all(x) for x in state])

return is\_goal

' ' '

Verifica que la lista de estado actual este en TRUE.

Argumentos:

state (list): Lista de las coordenadas visitadas

Retornos:

is\_goal (bool): Retorna TRUE si toda la lista del argumento está en estado TRUE y FALSE si la lista no está completamente en TRUE

' ' '

def remove\_wall(maze, row1, col1, row2, col2):

abs\_coord1 = absolute\_coordinate(row1,col1)

abs\_coord2 = absolute\_coordinate(row2,col2)

if abs\_coord1[0] == abs\_coord2[0]:

row = abs\_coord1[0]

col = min(abs\_coord1[1], abs\_coord2[1]) + 1

elif abs\_coord1[1] == abs\_coord2[1]:

row = min(abs\_coord1[0], abs\_coord2[0]) + 1

col = abs\_coord1[1]

print(row1, col1)

print(row2, col2)

print('~~~~~')

maze[row][col] = HALL

return maze

' ' '

Remueve las paredes y la sustituye por un espacio vacío

Argumentos:

maze (list):

rog1 (int):

col1 (int):

rog2 (int):

col2 (int):

Retornos:

maze (list): Retorna TRUE si toda la lista del argumento está en estado TRUE y FALSE si la lista no está completamente en TRUE

' ' '

def update\_state(state, row, col):

state[row][col] = True

return state

' ' '

Obtiene las coordenadas sucesoras de la coordenada actual.

Argumentos:

row (int): coordenada actual de la fila.

col (int): coordenada actual de la columna.

state (int): número total de filas.

Retornos:

state (list):

' ' '

def print\_maze(maze):

for line in maze:

print(''.join(line))

' ' '

Imprime el laberinto con ayuda de la función .join(line)

Argumentos:

maze (list): lista de espacios y muros que generan el laberinto

Retornos:

Ninguno

' ' '

def maze\_generator(rows, cols):

# Define fringe as an empty list (use append and pop to have a LIFO behavior)

fringe = []

expanded\_coord = []

current\_maze = generate\_raw\_maze(rows, cols)

current\_coord = init\_position() #Posición inicial en 0,0

current\_state = init\_state(rows,cols) #posición inicial en falso todas las posiciones

while True:

if not current\_coord[0] in expanded\_coord:

expanded\_coord.append(current\_coord[0])

# Update state

current\_state = update\_state(current\_state, current\_coord[0][0], current\_coord[0][1])

successors = get\_successors(current\_coord[0][0], current\_coord[0][1], rows, cols)

random.shuffle(successors)

for s in successors:

if not s[0] in expanded\_coord:

fringe.append(s)

if current\_coord[1]:

current\_maze = remove\_wall(current\_maze, current\_coord[0][0], current\_coord[0][1], current\_coord[1][0], current\_coord[1][1])

current\_coord = fringe.pop()

if is\_goal\_state(current\_state):

return current\_maze

' ' '

Obtiene las coordenadas sucesoras de la coordenada actual.

Argumentos:

rows (int): coordenada actual de la fila.

cols (int): coordenada actual de la columna.

Retornos:

current\_maze (list): lista de coordenadas de todos los sucesores de la coordenada actual.

' ' '

if \_\_name\_\_ == "\_\_main\_\_":

maze = maze\_generator(3,3)

print\_maze(maze)

**Código para resolver el laberinto:**

UP = "UP"

DOWN = "DOWN"

LEFT = "LEFT"

RIGHT = "RIGHT"

WALL = "█"

HALL = " "

from maze\_generator import maze\_generator, print\_maze, absolute\_coordinate

def get\_successors(maze, row, col, max\_rows, max\_cols):

successors = []

# Get possible successors

# check left

if inside\_maze(row, col-1, max\_rows, max\_cols):

if wall\_in\_middle(maze, row,col,row,col-1) is False:

successors.append([[row,col-1], [LEFT]])

# check right

if inside\_maze(row, col+1, max\_rows, max\_cols):

if wall\_in\_middle(maze, row,col,row,col+1) is False:

successors.append([[row,col+1], [RIGHT]])

# check up

if inside\_maze(row-1, col, max\_rows, max\_cols):

if wall\_in\_middle(maze, row,col,row-1,col) is False:

successors.append([[row-1,col], [UP]])

# check down

if inside\_maze(row+1, col, max\_rows, max\_cols):

if wall\_in\_middle(maze, row,col,row+1,col) is False:

successors.append([[row+1,col], [DOWN]])

return successors

def wall\_in\_middle(maze, row1, col1, row2, col2):

abs\_coord1 = absolute\_coordinate(row1,col1)

abs\_coord2 = absolute\_coordinate(row2,col2)

if abs\_coord1[0] == abs\_coord2[0]:

row = abs\_coord1[0]

col = min(abs\_coord1[1], abs\_coord2[1]) + 1

elif abs\_coord1[1] == abs\_coord2[1]:

row = min(abs\_coord1[0], abs\_coord2[0]) + 1

col = abs\_coord1[1]

if maze[row][col] == WALL:

return True

return False

def inside\_maze(row, col, max\_rows, max\_cols):

if row >= 0 and row < max\_rows:

if col >= 0 and col < max\_cols:

return True

return False

def init\_position():

#[[init coord], [path to coord]]

pos = [[0,0], []]

return pos

def solve\_maze(maze):

# Define fringe as an empty list (use append and pop to have a LIFO behavior)

fringe = []

expanded\_coord = []

current\_coord = init\_position() #Posición inicial en 0,0

rows = int((len(maze) - 1) / 2)

cols = int((len(maze[0]) - 1) / 2)

goal\_row = rows - 1

goal\_col = cols - 1

while True:

if not current\_coord[0] in expanded\_coord:

expanded\_coord.append(current\_coord[0])

successors = get\_successors(maze, current\_coord[0][0], current\_coord[0][1], rows, cols)

for s in successors:

if not s[0] in expanded\_coord:

s[1] = current\_coord[1] + s[1]

fringe.append(s)

current\_coord = fringe.pop()

if current\_coord[0][0] == goal\_row and current\_coord[0][1] == goal\_col:

return current\_coord[1]

if \_\_name\_\_ == "\_\_main\_\_":

maze = maze\_generator(7,7)

path =solve\_maze(maze)

print\_maze(maze)

print(path)

1. **CONCLUSIONES**
2. **DIRECCIÓN GITHUB**

<https://github.com/DulceCarolina/Control-de-versiones-de-proyecto-formacion-dual/upload/patch-1/Algoritmos>