**RTC Android SDK接口文档**

1. 类型定义

## 基本常量定义

### UCloudRtcSdkAudioDevice

音频设备类型定义

public enum UCloudRtcSdkAudioDevice {

//无效设备

UCLOUD\_RTC\_SDK\_AUDIODEVICE\_NONE,

//扬声器

UCLOUD\_RTC\_SDK\_AUDIODEVICE\_SPEAKER,

//耳机模式

UCLOUD\_RTC\_SDK\_AUDIODEVICE\_WIRED\_HEADSET,

//听筒

UCLOUD\_RTC\_SDK\_AUDIODEVICE\_EARPIECE,

//蓝牙耳机

UCLOUD\_RTC\_SDK\_AUDIODEVICE\_BLUETOOTH

};

### UCloudRtcSdkCameraOrientation

摄像头旋转角度

public enum UCloudRtcSdkCameraOrientation {

UCLOUD\_RTC\_SDK\_CAMERA\_ORIENTATION\_0,

UCLOUD\_RTC\_SDK\_CAMERA\_ORIENTATION\_90,// 90度

UCLOUD\_RTC\_SDK\_CAMERA\_ORIENTATION\_180, //180度

UCLOUD\_RTC\_SDK\_CAMERA\_ORIENTATION\_270 //270度

}

### UCloudRtcSdkLogLevel

日志级别定义

public enum UCloudRtcSdkLogLevel {

UCLOUD\_RTC\_SDK\_LogLevelNone, // 不打印

UCLOUD\_RTC\_SDK\_LogLevelDebug,

UCLOUD\_RTC\_SDK\_LogLevelInfo,

UCLOUD\_RTC\_SDK\_LogLevelWarn,

UCLOUD\_RTC\_SDK\_LogLevelError

}

### UCloudRtcSdkMediaType

视频媒体源类型

public enum UCloudRtcSdkMediaType {

UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_NULL(0),

UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_VIDEO(1), //摄像头

UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_SCREEN(2), //屏幕

UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_FILE(3) ; //文件（暂不支持）

private int result ;

UCloudRtcSdkMediaType(int type) {

this.result = type ;

}

public int getResult() {

return this.result ;

}

public static UCloudRtcSdkMediaType matchValue(int code) {

for (UCloudRtcSdkMediaType value: values()) {

if (value.ordinal() == code) {

return value ;

}

}

return UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_NULL ;

}

}

### UCloudRtcSdkMode

public enum UCloudRtcSdkMode {

UCLOUD\_RTC\_SDK\_MODE\_NORMAL, //正式环境

UCLOUD\_RTC\_SDK\_MODE\_TRIVAL //测试环境

}

### UCloudRtcSdkScaleType

视频显示类型

public enum UCloudRtcSdkScaleType {

UCLOUD\_RTC\_SDK\_SCALE\_ASPECT\_FIT, //保持比例

UCLOUD\_RTC\_SDK\_SCALE\_ASPECT\_FILL, //平铺

UCLOUD\_RTC\_SDK\_SCALE\_ASPECT\_BALANCED // 自动

}

### UCloudRtcSdkStreamType

媒体流类型

public enum UCloudRtcSdkStreamType {

UCLOUD\_RTC\_SDK\_STREAM\_TYPE\_NULL(0),

UCLOUD\_RTC\_SDK\_STREAM\_TYPE\_PUB(1), // 发布流

UCLOUD\_RTC\_SDK\_STREAM\_TYPE\_SUB(2); // 订阅流

private int result ;

UCloudRtcSdkStreamtype(int type) {

this.result = type ;

}

public static UCloudRtcSdkStreamType matchValue(int code) {

for (UCloudRtcSdkStreamType value: values()) {

if (value.ordinal() == code) {

return value ;

}

}

return UCLOUD\_RTC\_SDK\_STREAM\_TYPE\_NULL ;

}

public int getResult() {

return this.result ;

}

}

### UCloudRtcSdkTrackType

媒体轨道类型

public enum UCloudRtcSdkTrackType {

UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_NULL(0),

UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_AUDIO(1), //音频轨道

UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_VIDEO(2), //视频轨道

UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_DATA(3); //数据轨道

private int result ;

UCloudRtcSdkTrackType(int type) {

this.result = type ;

}

public static UCloudRtcSdkTrackType matchValue(int code) {

for (UCloudRtcSdkTrackType value: values()) {

if (value.ordinal() == code) {

return value ;

}

}

return UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_NULL ;

}

public int getResult() {

return this.result ;

}

}

### UCloudRtcSdkStreamRole

本地流权限配置

public enum UCloudRtcSdkStreamRole {

UCLOUD\_RTC\_SDK\_STREAM\_ROLE\_PUB, // 发布权限

UCLOUD\_RTC\_SDK\_STREAM\_ROLE\_SUB,// 订阅权限

UCLOUD\_RTC\_SDK\_STREAM\_ROLE\_BOTH //全部权限

}

### UCloudRtcSdkStreamSt

// 媒体流状态

public enum UCloudRtcSdkStreamSt {

UCLOUD\_RTC\_SDK\_STREAM\_ST\_NULL(0),

UCLOUD\_RTC\_SDK\_STREAM\_ST\_ADD(1), //媒体流添加

UCLOUD\_RTC\_SDK\_STREAM\_ST\_REMOVE(2), //媒体流删除

UCLOUD\_RTC\_SDK\_STREAM\_ST\_UPDATE(3); //媒体流更新

UCloudRtcSdkStreamSt(int value) {

this.mValue = value ;

}

public static UCloudRtcSdkStreamSt matchValue(int value) {

for (UCloudRtcSdkStreamSt en : values()) {

if (en.ordinal() == value) {

return en ;

}

}

return UCloudRtcSdkStreamSt.UCLOUD\_RTC\_SDK\_STREAM\_ST\_NULL ;

}

private int mValue ;

}

### UCloudRtcSdkUserSt

//用户状态

public enum UCloudRtcSdkUserSt {

UCLOUD\_RTC\_SDK\_USER\_ST\_NULL(0),

UCLOUD\_RTC\_SDK\_USER\_ST\_JOIN(1), // 用户加入房间

UCLOUD\_RTC\_SDK\_USER\_ST\_LEAVE(2), // 用户离开

UCLOUD\_RTC\_SDK\_USER\_ST\_REJOIN(3); // 用户重新加入

UCloudRtcSdkUserSt(int value) {

this.value = value ;

}

public static UCloudRtcSdkUserSt matchValue(int value) {

for (UCloudRtcSdkUserSt en : values()) {

if (en.ordinal() == value) {

return en ;

}

}

return UCloudRtcSdkUserSt.UCLOUD\_RTC\_SDK\_USER\_ST\_NULL ;

}

private int value ;

}

### UCloudRtcSdkVideoProfile

视频分辨率等级

public enum UCloudRtcSdkVideoProfile {

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_320\_180,// 视频配置分辨率 320\*180,对应传输最小码率 100kbps 最大码率 200kbps 初始码率 100kbps

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_352\_288, // 视频配置分辨率 352\_288,对应传输最小码率 100kbps 最大码率 300kbps 初始码率 200kbps

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_480\_360,// 视频配置分辨率 480\_360,对应传输最小码率 100kbps 最大码率 400kbps 初始码率 200kbps

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_640\_360 //视频配置分辨率 640\_360,对应传输最小码率 200kbps 最大码率 400kbps 初始码率 300kbps

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_640\_480, //视频配置分辨率 640\_480,对应传输最小码率 200kbps 最大码率 500kbps 初始码率 300kbps

UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_1280\_720; //视频配置分辨率 1280\_720,对应传输最小码率 500kbps 最大码率 1000kbps 初始码率 600kbps

public static UCloudRtcSdkVideoProfile matchValue(int value) {

for (UCloudRtcSdkVideoProfile en : values()) {

if (en.ordinal() == value) {

return en ;

}

}

return UCloudRtcSdkVideoProfile.UCLOUD\_RTC\_SDK\_VIDEO\_PROFILE\_320\_240 ;

}

}

## 通用类定义

### UCloudRtcSdkAuthInfo

/\*\*

\* 用户认证信息类

\*/

public class UCloudRtcSdkAuthInfo {

/\*\*

\* 应用标识

\*/

String mAppId;

/\*\*

\* 房间标识

\*/

String mRoomid;

/\*\*

\* 用户标识

\*/

String mUid;

/\*\*

\* 用户登录凭证

\*/

String mToken;

/\*\*

\* 获取AppId

\* @return AppId

\*/

public String getAppId() {

return mAppId;

}

/\*\*

\* 设置AppId

\* @param appId AppId

\*/

public void setAppId(String appId) {

this.mAppId = appId;

}

/\*\*

\* 获取房间Id

\* @return 房间Id

\*/

public String getRoomId() {

return mRoomid;

}

/\*\*

\* 设置房间Id

\* @param roomId 房间Id

\*/

public void setRoomId(String roomId) {

this.mRoomid = roomId;

}

/\*\*

\* 获取用户Id

\* @return 用户Id

\*/

public String getUId() {

return mUid;

}

/\*\*

\* 设置用户ID

\* @param uId 用户ID

\*/

public void setUId(String uId) {

this.mUid = uId;

}

/\*\*

\* 获取用户Token

\* @return 用户Token

\*/

public String getToken() {

return mToken;

}

/\*\*

\* 设置用户Token

\* @param token 用户token

\*/

public void setToken(String token) {

this.mToken = token;

}

public UCloudRtcSdkAuthInfo()

{

mAppId = "" ;

mRoomid = "" ;

mUid = "" ;

mToken = "" ;

}

}

### UCloudRtcSdkMediaOp

/\*\*

\* 用户媒体操作数据类，SDK发布订阅流的信息时需要靠次类的设置判断发布什么样的媒体类型

\*/

public class UCloudRtcSdkMediaOp {

/\*\*

\* 用户id

\*/

private String mUid ;

/\*\*

\* 媒体类型

\*/

private UCloudRtcSdkMediaType mMediaType ;

/\*\*

\* 是否打开视频

\*/

private boolean mEnableVideo ;

/\*\*

\* 是否打开视频

\*/

private boolean mEnableAudio ;

public UCloudRtcSdkMediaOp() {

mUid = "" ;

mMediaType = UCloudRtcSdkMediaType.UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_VIDEO;

mEnableAudio = false ;

mEnableVideo = false ;

}

/\*\*

\* 获取用户ID

\* @return 用户ID

\*/

public String getUId() {

return mUid;

}

/\*\*

\* 设置用户ID

\* @param uId 用户ID

\*/

public void setUId(String uId) {

this.mUid = uId;

}

/\*\*

\* 获取媒体类型

\* @return 参考 {@link UCloudRtcSdkMediaType}

\*/

public UCloudRtcSdkMediaType getMediaType() {

return mMediaType;

}

/\*\*

\* 设置媒体类型

\* @param mediaType 参考 {@link UCloudRtcSdkMediaType}

\*/

public void setMediaType(UCloudRtcSdkMediaType mediaType) {

this.mMediaType = mediaType;

}

/\*\*

\* 是否允许视频

\* @return true 允许 fale 不允许

\*/

public boolean isEnableVideo() {

return mEnableVideo;

}

/\*\*

\* 设置是否允许视频

\* @param enableVideo true 允许 fale 不允许

\*/

public void setEnableVideo(boolean enableVideo) {

this.mEnableVideo = enableVideo;

}

/\*\*

\* 是否允许音频

\* @return true 允许 fale 不允许

\*/

public boolean isEnableAudio() {

return mEnableAudio;

}

/\*\*

\* 设置是否允许音频

\* @param enableAudio true 允许 fale 不允许

\*/

public void setEnableAudio(boolean enableAudio) {

this.mEnableAudio = enableAudio;

}

}

### UcloudRtcSdkStats

/\*\*

\* SDK流状态信息类，用户记录和汇报当前流的数据信息

\*/

public class UCloudRtcSdkStats {

/\*\*

\* 用户id

\*/

String mUid;

/\*\*

\* 媒体类型 参见{@link UCloudRtcSdkMediaType}

\*/

UCloudRtcSdkMediaType mMtype;

/\*\*

\* 轨道类型 参见 {@link UCloudRtcSdkTrackType}

\*/

UCloudRtcSdkTrackType mTracktype; // 1 audio 2 video

/\*\*

\* 码率

\*/

int mBitrate = 0;

/\*\*

\* 丢包率

\*/

int mLostpre = 0;

/\*\*

\* 发送的rtt

\*/

int mRttMsg = 0 ;

/\*\*

\* 接受端当前delay

\*/

int mDelayMs = 0 ;

public UCloudRtcSdkStats()

{

this.mUid = "" ;

this.mMtype = UCloudRtcSdkMediaType.UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_NULL;

this.mTracktype = UCloudRtcSdkTrackType.UCLOUD\_RTC\_SDK\_TRACK\_TYPE\_NULL;

this.mBitrate = 0 ;

this.mLostpre = 0 ;

this.mRttMsg = 0 ;

this.mDelayMs = 0 ;

}

/\*\*

\* 获取用户ID

\* @return 用户ID

\*/

public String getUId() {

return mUid;

}

/\*\*

\* 设置用户ID

\* @param uId 用户ID

\*/

public void setUId(String uId) {

this.mUid = uId;

}

/\*\*

\* 获取媒体类型

\* @return 参见 {@link UCloudRtcSdkMediaType}

\*/

public UCloudRtcSdkMediaType getMediaType() {

return mMtype;

}

/\*\*

\* 设置媒体类型

\* @param mediaType 媒体类型

\*/

public void setMediaType(UCloudRtcSdkMediaType mediaType) {

this.mMtype = mediaType;

}

/\*\*

\* 获取轨道类型

\* @return 轨道类型 参见{@link UCloudRtcSdkTrackType}

\*/

public UCloudRtcSdkTrackType getTrackType() {

return mTracktype;

}

/\*\*

\* 设置轨道类型

\* @param trackType 轨道类型 参见{@link UCloudRtcSdkTrackType}

\*/

public void setTrackType(UCloudRtcSdkTrackType trackType) {

this.mTracktype = trackType;

}

/\*\*

\* 获取码率

\* @return 码率 kbps

\*/

public int getBitrate() {

return mBitrate;

}

/\*\*

\* 设置码率

\* @param bitrate 码率 kbps

\*/

public void setBitrate(int bitrate) {

this.mBitrate = bitrate;

}

/\*\*

\* 获取丢包率

\* @return 丢包率

\*/

public int getLostpre() {

return mLostpre;

}

/\*\*

\* 设置丢包率

\* @param lostpre 丢包率

\*/

public void setLostpre(int lostpre) {

this.mLostpre = lostpre;

}

/\*\*

\* 获取往返时间

\* @return 往返时间

\*/

public int getRttMsg() {

return mRttMsg;

}

/\*\*

\* 设置往返时间

\* @param rttMsg

\*/

public void setRttMsg(int rttMsg) {

this.mRttMsg = rttMsg;

}

/\*\*

\* 获取接收端延时 毫秒

\* @return 延时 毫秒

\*/

public int getDelayMs() {

return mDelayMs;

}

/\*\*

\* 设置接收端延时 毫秒

\* @param delayMs 延时 毫秒

\*/

public void setDelayMs(int delayMs) {

this.mDelayMs = delayMs;

}

}

### UcloudRtcSdkStreamInfo

\*\*

\* 流的信息类，用于业务上承载订阅，发布的流信息，

\*/

public class UCloudRtcSdkStreamInfo {

/\*\*

\* 用户id

\*/

String mUid;

/\*\*

\* 是否启用视频

\*/

boolean mHasvideo;

/\*\*

\* 是否启用音频

\*/

boolean mHasaudio;

/\*\*

\* 是否启用数据流,暂不支持

\*/

boolean mHasdata;

/\*\*

\* 媒体流类型，参见 {@link UCloudRtcSdkMediaType}

\*/

UCloudRtcSdkMediaType mMediatype;

/\*\*

\* 获取用户Id

\* @return 用户ID

\*/

public String getUId() {

return mUid;

}

/\*\*

\* 设置用户ID

\* @param uId 用户ID

\*/

public void setUid(String uId) {

this.mUid = uId;

}

/\*\*

\* 流中是否含有视频

\* @return true 有 false 没有

\*/

public boolean isHasVideo() {

return mHasvideo;

}

/\*\*

\* 设置流中是否含有视频

\* @param hasVideo true 有 false 没有

\*/

public void setHasVideo(boolean hasVideo) {

this.mHasvideo = hasVideo;

}

/\*\*

\* 流中是否含有音频

\* @return true 有 false 没有

\*/

public boolean isHasAudio() {

return mHasaudio;

}

/\*\*

\* 设置流中是否含有音频

\* @param hasAudio true 有 false 没有

\*/

public void setHasAudio(boolean hasAudio) {

this.mHasaudio = hasAudio;

}

/\*\*

\* 流中是否有数据信息（暂不支持数据格式）

\* @return true 有 false 没有

\*/

public boolean isHasData() {

return mHasdata;

}

/\*\*

\* 设置流中是否含有数据格式

\* @param hasData

\*/

public void setHasData(boolean hasData) {

this.mHasdata = hasData;

}

/\*\*

\* 获取媒体类型

\* @return 媒体类型 参见{@link UCloudRtcSdkMediaType}

\*/

public UCloudRtcSdkMediaType getMediaType() {

return mMediatype;

}

/\*\*

\* 设置媒体类型

\* @param mediaType 媒体类型 参见{@link UCloudRtcSdkMediaType}

\*/

public void setMediaType(UCloudRtcSdkMediaType mediaType) {

this.mMediatype = mediaType;

}

public UCloudRtcSdkStreamInfo()

{

mUid = "" ;

mHasvideo = false ;

mHasaudio = false ;

mHasdata = false ;

mMediatype = UCloudRtcSdkMediaType.UCLOUD\_RTC\_SDK\_MEDIA\_TYPE\_VIDEO;

}

}

### UcloudRtcSdkSurfaceVideoView

/\*\*

\* 自定义的使用OpenGL渲染画面的控件父类，实际上是个FrameLayout

\*/

public class UCloudRtcSdkSurfaceVideoView extends FrameLayout {

private static final String TAG = "==UCloudRtcSdkSurfaceVideoView==";

/\*\*

\* 视频窗口

\*/

private URTCRenderView mSurface ;

/\*\*

\* android上下文环境

\*/

private Context mContext ;

/\*\*

\* 构造函数

\* @param context android环境上下文

\*/

public UCloudRtcSdkSurfaceVideoView(Context context) {

super(context);

mContext = context ;

}

/\*\*

\* 构造函数

\* @param context android环境上下文

\* @param attrs android 属性集合

\*/

public UCloudRtcSdkSurfaceVideoView(Context context, AttributeSet attrs) {

super(context, attrs);

mContext = context ;

}

/\*\*

\* 初始化控件

\* @param surfaceNeedFullScreen 是否需要全屏

\*/

public void init(boolean surfaceNeedFullScreen) {

mSurface = new URTCRenderView(mContext, this);

mSurface.init(URTCPeerManger.GetInstance().getRenderContext(), null);

mSurface.setEnableHardwareScaler(true /\* enabled \*/);

mSurface.setNeedFullScreen(surfaceNeedFullScreen);

setBackgroundColor(Color.BLACK);

addView(mSurface, new LayoutParams(ViewGroup.LayoutParams.MATCH\_PARENT,

ViewGroup.LayoutParams.MATCH\_PARENT));

}

/\*\*

\* 获取控件中具体负责渲染的控件

\* @return 具体渲染的控件，其实就是个SurfaceView

\*/

public URTCRenderView getSurfaceView() {

return mSurface;

}

/\*\*

\* 设置Z order上媒体是否允许覆盖

\* @param enable true 允许 false 不允许

\*/

public void setZOrderMediaOverlay(boolean enable) {

mSurface.setZOrderMediaOverlay(enable);

}

/\*\*

\* 设置内置渲染SurfaceView的画面缩放类型

\* @param sType 参考 {@link UCloudRtcSdkScaleType}

\*/

public void setScalingType(UCloudRtcSdkScaleType sType) {

if (mSurface != null) {

mSurface.setScaleType(sType);

}

}

/\*\*

\* 设置是否镜像

\* @param enable true 是，false 不是

\*/

public void setMirror(boolean enable) {

if (mSurface != null) {

mSurface.setMirror(enable);

}

}

/\*\*

\* 释放内置渲染SurfaceView

\*/

public void release() {

if (mSurface != null) {

mSurface.release();

mSurface = null;

}

}

/\*\*

\* 重置内部SurfaceView为透明色

\*/

public void refresh() {

if (mSurface != null) {

mSurface.clearImage();

}

}

@Override

protected void onLayout(boolean changed, int left, int top, int right, int bottom) {

super.onLayout(changed, left, top, right, bottom);

if (mSurface != null) {

refresh() ;

}

}

}

## 回调函数定义

Sdk 事件回调接口定义

public interface UCloudRtcSdkEventListener {

//self join room

/\*\*

\* server 断开

\*/

public void onServerDisconnect() ;

/\*\*

\* 加入房间回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param roomid 房间标识

\*/

public void onJoinRoomResult(int code, String msg, String roomid) ;

/\*\*

\* 离开房间回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param roomid 房间标识

\*/

public void onLeaveRoomResult(int code, String msg, String roomid) ;

/\*\*

\* 房间重连中

\* @param roomid 房间标识

\*/

public void onRejoiningRoom(String roomid) ;

/\*\*

\* 房间重连成功

\* @param roomid 房间标识

\*/

public void onRejoinRoomResult(String roomid) ;

/\*\*

\* 本地发布结果

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param info 流标识

\*/

public void onLocalPublish(int code, String msg, UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 本地取消发布结果

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param info 流标识

\*/

public void onLocalUnPublish(int code, String msg, UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 其他用户加入房间

\* @param uid 用户标识

\*/

public void onRemoteUserJoin(String uid) ;

/\*\*

\* 其他用户离开房间

\* @param uid 用户标识

\*/

public void onRemoteUserLeave(String uid,int reson) ;

/\*\*

\* 远端发布媒体流

\* @param info 流标识

\*/

public void onRemotePublish(UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 远端取消媒体发布

\* @param info 流标识

\*/

public void onRemoteUnPublish(UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 订阅远端媒体流结果回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param info 流标识

\*/

public void onSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 取消订阅远端媒体流结果回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param info 流标识

\*/

public void onUnSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info) ;

/\*\*

\* 本地媒体流mute 结果回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param mediatype 媒体流类型

\* @param tracktype 媒体轨道类型

\* @param mute true 关闭本地 false 打开本地

\*/

public void onLocalStreamMuteRsp(int code, String msg,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute) ;

/\*\*

\* 远端媒体流mute 结果回调

\* @param code int : 0 成功 非0 失败

\* @param msg 失败时消息描述

\* @param uid 用户标识

\* @param mediatype 媒体流类型

\* @param tracktype 媒体轨道类型

\* @param mute true 关闭本地 false 打开本地

\*/

public void onRemoteStreamMuteRsp(int code, String msg, String uid,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute) ;

/\*\*

\* 远端媒体流状态变化通知

\* @param uid 用户标识

\* @param mediatype 媒体流类型

\* @param tracktype 媒体轨道类型

\* @param mute true 关闭 false 打开

\*/

public void onRemoteTrackNotify(String uid,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute) ;

/\*\*

\* 发送端状态回调

\* @param rtstats 主要 码率 丢包率 rtt

\*/

public void onSendRTCStats(UCloudRtcSdkStats rtstats) ;

/\*\*

\* 接收端某一路状态通知

\* @param rtstats 发送端状态回调 主要 码率 丢包率 延时

\*/

public void onRemoteRTCStats(UCloudRtcSdkStats rtstats) ;

/\*\*

\* 本地音量通知

\* @param volume 音频能量 0 --100

\*/

public void onLocalAudioLevel(int volume) ;

/\*\*

\* 远端某一路音量通知

\* @param uid 用户标识

\* @param volume 音频能量 0 --100

\*/

public void onRemoteAudioLevel(String uid, int volume) ;

/\*\*

\* 自己 被踢出房间回调

\* @param code 踢出原因

\*/

public void onKickoff(int code) ;

/\*\*

\* SDK 内部警告回调

\* @param warn 警告原因

\*/

public void onWarning(int warn) ;

/\*\*

\* SDK 内部错误回调

\* @param error 错误吗

\*/

public void onError(int error) ;

}

1. 功能类描述

## UCloudRtcSdkEngine

引擎接口类，完成SDK所有功能操作

### 常量声明

#### 参数定义

申请桌面权限请求码

SCREEN\_CAPTURE\_REQUEST\_CODE = 1000

### 获取引擎类

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取引擎类 |
| 接口 | public static UCloudRtcSdkEngine createEngnine(UCloudRtcSdkEventListener eventlistener) |
| 返回值 | UCloudRtcSdkEngine |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| eventlistener [in] | 消息回调通知类 | UCloudRtcSdkEventListener | N |

#### 消息回调

无

### 销毁引擎

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 销毁引擎 |
| 接口 | public static void destory() |
| 返回值 | 无 |

#### 参数说明

无

#### 消息回调

无

#### 消息回调

无

### 获取桌面采集权限

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取桌面采集权限 |
| 接口 | public static void requestScreenCapture（Activity activity） |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| activity | 申请采集桌面的Activity | Activity | N |

#### 消息回调

无

### 获取桌面采集权限结果

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取桌面采集权限结果 |
| 接口 | public static void onScreenCaptureResult(Intent data) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| data [in] | 回调结果 | Intent | N |

#### 消息回调

无

### 获取SDK 版本

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取SDK 版本 |
| 接口 | public String getSdkVersion() |
| 返回值 | 对应的SDK版本号 |

#### 参数说明

无

#### 消息回调

无

### 设置音频设备

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置音频设备 |
| 接口 | public void setAudioDevice(UCloudRtcSdkAudioDevice device) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| device [in] | 音频设备类型 | UCloudRtcSdkAudioDevice | N |

#### 消息回调

无

### 获取音频默认设备

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取音频默认设备 |
| 接口 | public UCloudRtcSdkAudioDevice getDefaultAudioDevice() |
| 返回值 | UCloudRtcSdkAudioDevice |

#### 参数说明

无

#### 消息回调

无

### 设置扬声器状态

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 扬声器状态 |
| 接口 | public void setSpeakerOn(boolean on) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| on [in] | true开启扬声器 false 关闭扬声器 | boolean | N |

#### 消息回调

无

### 设置流操作权限

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置流操作权限 |
| 接口 | public int setStreamRole(UCloudRtcSdkStreamRole role) |
| 返回值 | 参见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| role[in] | 详见UCloudRtcSdkStreamRole说明 | UCloudRtcSdkStreamRole | N |

#### 消息回调

无

### 设置自动发布手动发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置自动发布 |
| 接口 | public int setAutoPublish(boolean autoPub) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| autoPub[in] | 是否自动发布流 | boolean | N |

#### 消息回调

无

### 设置自动订阅手动订阅

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置自动订阅 |
| 接口 | public int setAutoSubscribe(boolean autoSub) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| autoSub [in] | 是否自动订阅流 | boolean | N |

#### 消息回调

无

### 设置纯音频模式

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置纯音频模式 |
| 接口 | public int setAudioOnlyMode(boolean audioOnly) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| audioOnly[in] | 纯音频模式 | boolean | N |

#### 消息回调

无

### 设置视频显示等级

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置视频显示等级 |
| 接口 | public int setVideoProfile(UCloudRtcSdkVideoProfile profile) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| profile[in] | 视频质量等级 | UCloudRtcSdkVideoProfile | N |

#### 消息回调

无

### 加入房间

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 加入房间 |
| 接口 | public int joinChannel(UCloudRtcSdkAuthInfo auth) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| auth[in] | 加入房间参数 详见UCloudRtcSdkAuthInfo说明 | UCloudRtcSdkAuthInfo | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onJoinRoomResult(int code, String msg, String roomid) ;

### 离开房间

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 离开房间 |
| 接口 | public int leaveChannel(); |
| 返回值 | 详见错误码描述 |

#### 参数说明

无

#### 消息回调

参见 消息回调事件接口类对应接口

public void onLeaveRoomResult(int code, String msg, String roomid)

### 切换摄像头

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 切换摄像头 |
| 接口 | public int switchCamera() |
| 返回值 | 详见错误码描述 |

#### 参数说明

无

#### 消息回调

无

### 开启本地预览

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 开启本地预览 |
| 接口 | public int startPreview(UCloudRtcSdkMediatype mediatype, UCloudRtcSdkSurfaceVideoView view) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mediatype[in] | 详见UCloudRtcSdkMediatype参数说明 | UCloudRtcSdkMediatype | N |
| view [in] | 详见UCloudRtcSdkSurfaceVideoView参数说明 | UCloudRtcSdkSurfaceVideoView | N |

#### 消息回调

无

### 停止本地预览

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 停止本地预览 |
| 接口 | public int stopPreview(UCloudRtcSdkMediatype mediatype) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mediatype[in] | 详见UCloudRtcSdkMediatype参数说明 | UCloudRtcSdkMediatype | N |

#### 消息回调

无

### 发布媒体流

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 发布媒体流 |
| 接口 | public int publish(UCloudRtcSdkMediatype mtype, boolean hasvideo, boolean hasaudio) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mtype[in] | 发布流类型 详见UCloudRtcSdkMediatype | UCloudRtcSdkMediatype | N |
| hasvideo[in] | 发布流是否带视频 | boolean | N |
| has audio[in] | 发布流是否带音频 | boolean | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onLocalPublish(int code, String msg, UCloudRtcSdkStreamInfo info)

### 停止媒体流发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 停止媒体流发布 |
| 接口 | public int unPublish(UCloudRtcSdkMediatype mtype) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mtype[in] | 发布流类型 详见UCloudRtcSdkMediatype说明 | UCloudRtcSdkMediatype | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onLocalUnPublish(int code, String msg, UCloudRtcSdkStreamInfo info)

### 打开关闭本地音频

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 打开关闭本地音频（音频静音包发送） |
| 接口 | public int muteLocalMic(boolean mute) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mute[in] | 是否关闭音频 | boolean | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onLocalStreamMuteRsp(int code, String msg,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute)

### 打开关闭本地视频

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 打开关闭本地视频（黑屏帧发送） |
| 接口 | public int muteLocalVideo(boolean mute, UCloudRtcSdkMediatype mtype) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mute[in] | 是否关闭视频 | boolean | N |
| mtype[in] | 流类型 详见UCloudRtcSdkMediatype说明 | UCloudRtcSdkMediatype | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onLocalStreamMuteRsp(int code, String msg,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute)

### 开启远端渲染

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 开启远端渲染 函数只在自己订阅成功后才能调用 |
| 接口 | public int startRemoteView(UCloudRtcSdkStreamInfo info, UCloudRtcSdkSurfaceVideoView renderview) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| info[in] | 详见UCloudRtcSdkStreamInfo参数说明 | UCloudRtcSdkStreamInfo | N |
| view [in] | 详见UCloudVideoCanvas 参数说明 | UCloudRtcSdkSurfaceVideoView | N |

#### 消息回调

无

### 停止远端视频渲染

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 停止远端渲染 |
| 接口 | public int stopRemoteView(UCloudRtcSdkStreamInfo info) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| info[in] | 详见UCloudRtcSdkStreamInfo参数说明 | UCloudRtcSdkStreamInfo | N |

#### 消息回调

无

### 订阅远端媒体流

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 订阅远端媒体流 |
| 接口 | public int subscribe(UCloudRtcSdkStreamInfo info) |
| 返回值 | 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| info[in] | 详见UCloudRtcSdkStreamInfo参数说明 | UCloudRtcSdkStreamInfo | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info)

### 取消订阅远端媒体流

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 取消订阅远端媒体流 |
| 接口 | public int unSubscribe(UCloudRtcSdkStreamInfo info) |
| 返回值 | 0 成功 其他失败 详见错误码 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| info[in] | 详见UCloudRtcSdkStreamInfo参数说明 | UCloudRtcSdkStreamInfo | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onUnSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info)

### 静音远端音频

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 静音开启远端音频 |
| 接口 | public int muteRemoteAudio(String uid, boolean mute) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| uid[in] | 用户标识 | String | N |
| mute[in] | 是否关闭远端音频 | boolean | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onRemoteStreamMuteRsp(int code, String msg, String uid,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute)

### 打开关闭远端视频

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 打开关闭远端视频 |
| 接口 | public int muteRemoteVideo(String uid, boolean mute) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| uid[in] | 用户标识 | String | N |
| mute[in] | 是否关闭远端视频 | boolean | N |

#### 消息回调

参见 消息回调事件接口类对应接口

public void onRemoteStreamMuteRsp(int code, String msg, String uid,

UCloudRtcSdkMediatype mediatype, UCloudRtcSdkTrackType tracktype, boolean mute)

### 打开关闭远端桌面

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 打开关闭远端桌面 |
| 接口 | public int muteRemoteScreen(String uid, boolean mute) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| uid[in] | 用户标识 | String | N |
| mute[in] | 是否关闭远端桌面 | boolean | N |

### 配置本地摄像头是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 配置本地摄像头是否发布 |
| 接口 | public int configLocalCameraPublish(boolean enable) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| enable[in] | 是否可以发布视频 | boolean | N |

#### 消息回调

无

### 摄像头是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 摄像头是否发布 |
| 接口 | public boolean isLocalCameraPublishEnabled() |
| 返回值 | true 有 false 没有 |

#### 参数说明

无

#### 消息回调

无

### 配置本地桌面是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 配置本地桌面是否发布 |
| 接口 | public int configLocalScreenPublish(boolean enable) |
| 返回值 | 详见错误码描述 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| enable[in] | 是否可以发布本地桌面 | boolean | N |

#### 消息回调

无

### 桌面是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 桌面是否发布 |
| 接口 | public boolean isLocalScreenPublishEnabled() |
| 返回值 | true 有 false 没有 |

#### 参数说明

无

#### 消息回调

无

### 配置本地音频是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 配置本地音频是否发布 |
| 接口 | public int configLocalAudioPublish(boolean enable) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| enable[in] | 是否可以发布本地音频 | boolean | N |

#### 消息回调

无

### 音频是否发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 音频是否发布 |
| 接口 | public boolean isLocalAudioPublishEnabled() |
| 返回值 | true 有 false 没有 |

#### 参数说明

无

#### 消息回调

无

### 是否为自动发布

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 是否为自动发布模式 |
| 接口 | public boolean isAutoPublish() |
| 返回值 | true 是 false 不是 |

#### 参数说明

无

#### 消息回调

无

### 是否为自动订阅模式

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 是否为自动订阅模式 |
| 接口 | public boolean isAutoSubscribe() |
| 返回值 | true 是 false 不是 |

#### 参数说明

无

#### 消息回调

无

### 是否为纯音频模式

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 是否为纯音频模式 |
| 接口 | public boolean isAudioOnlyMode() |
| 返回值 | true 是 false 不是 |

#### 参数说明

无

#### 消息回调

无

## UCloudRtcSdkEnv

SDK 环境初始化功能

### 初始化SDK android 环境

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 初始化SDK android 环境 |
| 接口 | public static void initEnv(Context context, Application application) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| context [in] | Android 上下文环境 | Context | N |
| application[in] | SDK所在的application | Application | N |

#### 消息回调

无

### 销毁引擎环境

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 销毁引擎环境 |
| 接口 | public static void unInitEnv() |
| 返回值 | 无 |

#### 参数说明

无

#### 消息回调

无

### 是否支持桌面采集

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 是否支持桌面采集 |
| 接口 | public static boolean isSuportScreenCapture() |
| 返回值 | Boolean true 支持 false 不支持 |

#### 参数说明

无

#### 消息回调

无

### 设置SDK日志级别

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置SDK日志级别 |
| 接口 | public static void setLogLevel(UCloudRtcSdkLogLevel level) |
| 返回值 | 无 |

#### 参数说明

无

#### 消息回调

无

### 获取SDK 所在的应用

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取SDK 所在的应用 |
| 接口 | public static Application getsApplication() |
| 返回值 | Application android 应用 |

#### 参数说明

无

#### 消息回调

无

### 设置SDK模式

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置SDK模式 |
| 接口 | public static void setSdkMode(UCloudRtcSdkMode mode) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| mode[in] | sdk模式 | UCloudRtcSdkMode | N |

#### 消息回调

无

### 获取SDK模式

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 获取SDK模式 |
| 接口 | public static UCloudRtcSdkMode getSdkMode() |
| 返回值 | sdk 模式 |

#### 参数说明

无

#### 消息回调

无

### 设置用户APP秘钥key

#### 接口定义

|  |  |
| --- | --- |
| 接口描述 | 设置用户APPID秘钥key |
| 接口 | public static void setTokenSeckey(String seckey) |
| 返回值 | 无 |

#### 参数说明

|  |  |  |  |
| --- | --- | --- | --- |
| **名称** | **说明** | **数据类型** | **可空** |
| seckey[in] | App 秘钥key | String | N |

#### 消息回调

无

1. 接口错误表

## 错误码

public enum UCloudRtcSdkErrorCode {

/\*\*

\* errcode:5015 成功

\*/

NET\_ERR\_CODE\_OK(5015),

/\*\*

\* errcode:5017 无法获取接入地址

\*/

NET\_ERR\_GETSIGNAL\_ADDR\_FAIL(5017),

/\*\*

\* errcode:5036 重复的命令

\*/

NET\_ERR\_SAME\_CMD(5036) ,

/\*\*

\* errcode:5037 没有加入房间

\*/

NET\_ERR\_NOT\_IN\_ROOM(5037),

/\*\*

\* errcode:5004 已加入房间

\*/

NET\_ERR\_ROOM\_JOINED(5004),

/\*\*

\* errcode:5005 网络错误

\*/

NET\_ERR\_NETWORK\_ERR(5005),

/\*\*

\* errorCode: 5006 服务器重连中

\*/

NET\_ERR\_ROOM\_RECONNECTING(5006),

/\*\*

\* errorCode: 5007 超过房间最大发布流数

\*/

NET\_ERR\_PUB\_TOO\_MORE(5007),

/\*\*

\* errorCode: 5008 媒体流已发布

\*/

NET\_ERR\_STREAM\_PUBED(5008),

/\*\*

\* errorCode: 5009 媒体流没有发布

\*/

NET\_ERR\_STREAM\_NOT\_PUB(5009),

/\*\*

\* errorCode: 5010 媒体流已订阅

\*/

NET\_ERR\_STREAM\_SUBED(5010),

/\*\*

\* errorCode: 5011 媒体流没有订阅

\*/

NET\_ERR\_STREAM\_NO\_SUB(5011),

/\*\*

\* errorCode: 5012 无对应用户

\*/

NET\_ERR\_SUB\_NO\_USER(5012),

/\*\*

\* errorCode: 5013 无对应媒体流

\*/

NET\_ERR\_SUB\_NO\_MEDIA(5013),

/\*\*

\* errorCode:5014 无对应媒体流

\*/

NET\_ERR\_USER\_LEAVING(5014),

/\*\*

\* errorCode:5000 服务器连接失败

\*/

NET\_ERR\_SERVER\_CON\_FAIL(5000),

/\*\*

\* errorCode:5016 无效的房间状态

\*/

NET\_ERR\_INVAILD\_ST(5016),

/\*\*

\* errorCode:5001 服务器连接断开

\*/

NET\_ERR\_SERVER\_DIS(5001),

/\*\*

\* errorCode: 5018 没有对应的媒体轨道

\*/

NET\_ERR\_NO\_HAS\_TRACK(5018),

/\*\*

\* errorCode: 5019 消息请求超时

\*/

NET\_ERR\_MSG\_TIMEOUT(5019),

/\*\*

\* errorCode: 5020 自动发布模式

\*/

NET\_ERR\_AUTO\_PUB(5020) ,

/\*\*

\* errorCode: 5021 自动订阅模式

\*/

NET\_ERR\_AUTO\_SUB(5021),

/\*\*

\* errorCode: 5022 没有初始化

\*/

NET\_ERR\_NOT\_INIT(5022),

/\*\*

\* errorCode: 5023 对应的媒体轨道没有启用

\*/

NET\_ERR\_NOT\_PUB\_TRACK(5023),

/\*\*

\* errorCode: 5024 无效参数

\*/

NET\_ERR\_INVAILED\_PARGRAM(5024),

/\*\*

\* errorCode: 5025 无效的视频渲染窗口

\*/

NET\_ERR\_INVAILED\_WND\_HANDLE(5025),

/\*\*

\* errorCode: 5026 无效的媒体类型

\*/

NET\_ERR\_INVAILED\_MEDIA\_TYPE(5026),

/\*\*

\* errorCode: 5027 重复订阅

\*/

NET\_ERR\_SUB\_ONEMORE(5027),

/\*\*

\* errorCode: 5028 没有发布权限

\*/

NET\_ERR\_NO\_PUB\_ROLE(5028),

/\*\*

\* errorCode: 5029 没有发布权限

\*/

NET\_ERR\_NO\_SUB\_ROLE(5029),

/\*\*

\* errorCode: 5030 摄像头没有启用

\*/

NET\_ERR\_CAM\_NOT\_ENABLE(5030),

/\*\*

\* errorCode: 5031 桌面没有启用

\*/

NET\_ERR\_SCREEN\_NOT\_ENABLE(5031),

/\*\*

\* errorCode: 5032 桌面没有启用

\*/

NET\_ERR\_AUDIO\_MODE(5032),

/\*\*

\* errorCode: 5033 无效的秘钥key

\*/

NET\_ERR\_SECKEY\_NULL(5033),

/\*\*

\* errorCode: 5034 生成token 失败

\*/

NET\_ERR\_GEN\_TOKEN\_FAIL(5034),

/\*\*

\* errorCode : 5035 SDP offer发送未成功，sdp交换失败

\*/

NET\_ERR\_SDP\_SWAP\_FAIL(5035);

}

# **SDK接入指导**

## 友商接口对比

Ucloud RTC SDK 采用和声网接近的SDK接口设计，采用事件机制编程，方便用户快速上手。

## 开发语言以及系统要求

* 开发语言：java
* 系统要求：android4.4以上版本

## 开发环境

* android studio 需要android SDK

## 搭建开发环境

1. 下载UCloudRtc android SDK包，SDK包为aar 格式名称为UCloudRtclib-release.aar
2. 将aar 文件拷贝到自己的lib 目录下，然后添加到lib 中

打开工程目录下的 build.gradle，确保已经添加了如下依赖，如下所示：

dependencies {

implementation (name: 'ucloudrtclib\_1.0.1\_b52bc04c', ext: 'aar')

}

如果项目混淆，请在混淆中添加一下UCloudRtc 混淆规则

-keep class com.ucloudrtclib.sdkengine.\*\*{\*;}

-keep class com.ucloudrtclib.sdkengine.define.\*{\*;}

-keep enum com.ucloudrtclib.sdkengine.define.\*{\*;}

-keepclassmembers class com.ucloudrtclib.sdkengine.UCloudRtcSdkEnv {

public static <methods>;

}

-keepclassmembers interface com.ucloudrtclib.sdkengine.UCloudRtcSdkEngine {

public <methods>;

public static <methods>;

}

-keep class org.webrtc.\*\* {

\*;

}

3 添加成功后，工程大概目录如下：

![](data:image/png;base64,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)

4 配置权限

<uses-feature android:name="android.hardware.camera" />  
<uses-feature android:name="android.hardware.camera.autofocus" />  
<uses-feature android:glEsVersion="0x00020000" android:required="true" />  
<uses-permission android:name="android.permission.INTERNET" />  
<uses-permission android:name="android.permission.RECORD\_AUDIO" />  
<uses-permission android:name="android.permission.CAMERA" />  
<uses-permission android:name="android.permission.FLASHLIGHT" />  
<uses-permission android:name="android.permission.MODIFY\_AUDIO\_SETTINGS" />  
<uses-permission android:name="android.permission.ACCESS\_NETWORK\_STATE" />  
<uses-permission android:name="android.permission.WRITE\_EXTERNAL\_STORAGE" />  
<uses-permission android:name="android.permission.READ\_PHONE\_STATE" />  
<uses-permission android:name="android.permission.ACCESS\_WIFI\_STATE" />  
<uses-permission android:name="android.permission.WAKE\_LOCK" />  
<uses-permission android:name="android.permission.BLUETOOTH" />

在 Android 6.0 (API 23) 开始，用户需要在应用运行时授予权限，而不是在应用安装时授予，并分为正常权限和危险权限两种类型。在实时音视频 SDK 中，用户需要在进入音视频通话房间前动态申请 CAMERA、RECORD\_AUDIO、WRITE\_EXTERNAL\_STORAGE 权限，具体可参考 [Android 官方文档](https://developer.android.com/training/permissions/requesting?hl=zh-cn)。

## 初始化

### 引擎环境初始化：

主要配置android context sdkmode以及AppID ，测试用的SEC\_KEY,日志等级

public class UCloudRtcApplication extends Application {  
 @Override  
 public void onCreate() {  
 super.onCreate();  
 UCloudRtcSdkEnv.*initEnv*(getApplicationContext(), this);  
 UCloudRtcSdkEnv.*setLogLevel*(UCloudRtcSdkLogLevel.*UCloudRtc\_SDK\_LogLevelInfo*) ;  
 UCloudRtcSdkEnv.*setSdkMode*(UCloudRtcSdkMode.*RTC\_SDK\_MODE\_TRIVAL*);  
 UCloudRtcSdkEnv.*setTokenSeckey*(CommonUtils.*SEC\_KEY*);  
 WindowManager windowManager = (WindowManager) getSystemService(Context.*WINDOW\_SERVICE*);  
 DisplayMetrics outMetrics = new DisplayMetrics();  
 windowManager.getDefaultDisplay().getMetrics(outMetrics);  
 CommonUtils.*mItemWidth* = outMetrics.widthPixels / 3;  
 CommonUtils.*mItemHeight* = CommonUtils.*mItemWidth*;  
 }  
  
  
}

### 继承实现UCloudRtcSdkEventListener 实现事件处理

UCloudRtcSdkEventListener eventListener = new UCloudRtcSdkEventListener() {  
 @Override  
 public void onServerDisconnect() {  
 runOnUiThread(new Runnable() {  
 @Override  
 public void run() {  
 ToastUtils.*shortShow*(RoomActivity.this, " 服务器已断开");  
 stopTimeShow();  
 onMediaServerDisconnect() ;  
 }  
 });  
 }  
  
 @Override  
 public void onJoinRoomResult(int code, String msg, String roomid) {  
 runOnUiThread(new Runnable() {  
 @Override  
 public void run() {  
 if (code == 0) {  
 ToastUtils.*shortShow*(RoomActivity.this, " 加入房间成功");  
 startTimeShow();  
 }else {  
 ToastUtils.*shortShow*(RoomActivity.this, " 加入房间失败 "+  
 code +" errmsg "+ msg);  
 Intent intent = new Intent(RoomActivity.this, ConnectActivity.class);  
 onMediaServerDisconnect() ;  
 startActivity(intent) ;  
 finish();  
 }  
  
 }  
 });  
 }

……

### 获取SDK 引擎 并进行基础配置

sdkEngine = UCloudRtcSdkEngine.createEngnine(eventListener) ;

sdkEngine.setAudioOnlyMode(true) ; // 设置纯音频模式  
sdkEngine.configLocalCameraPublish(false) ; // 设置摄像头是否发布  
sdkEngine.configLocalAudioPublish(true) ; // 设置音频是否发布，用于让sdk判断自动发布的媒体类型  
sdkEngine.configLocalScreenPublish(false) ; // 设置桌面是否发布，作用同上

sdkEngine.setStreamRole(UCloudRtcSdkStreamRole.*UCloudRtc\_SDK\_STREAM\_ROLE\_BOTH*);// 流权限  
sdkEngine.setAutoPublish(true) ; // 是否自动发布  
sdkEngine.setAutoSubscribe(true) ;// 是否自动订阅  
sdkEngine.setVideoProfile(UCloudRtcSdkVideoProfile.*matchValue*(mVideoProfile)) ;// 摄像头输出等级

## 加入房间

UCloudRtcSdkAuthInfo info = new UCloudRtcSdkAuthInfo();  
info.setAppId(mAppid);  
info.setToken(mRoomToken);  
info.setRoomId(mRoomid);  
info.setUId(mUserid);  
Log.*d*(*TAG*, " roomtoken = " + mRoomToken);  
sdkEngine.joinChannel(info);

## 自动/手动发布

如果配置了自动发布无需调用发布视频接口，SDK会在用户成功加入房间后自动发布，只需要监听事件调用渲染接口即可。

如果配置了手动发布需要调用sdkEngine引擎的publish接口 配置手动/自动发布

sdkEngine.setAutoPublish(mPublishMode == CommonUtils.*AUTO\_MODE* ? true : false);

### 媒体发布类型

现在的类型包括两大类，需要传入publish接口的mtype,hasvideo,hasaudio参数各不相同，混合类型是单一类型的组合，具体代码可参阅UCloudRtcdemo的RoomActvity中的处理。

1. 混合类型

* 音频+屏幕
* 视频+屏幕

1. 单一类型

* 音频 （mtype:UCloudRtc\_sdk\_media\_type\_video,hasvideo:false,hasaudio:true）
* 视频 （mtype:UCloudRtc\_sdk\_media\_type\_video,hasvideo:true,hasaudio:true）
* 屏幕 （mtype:UCloudRtc\_sdk\_media\_type\_screen,hasvideo:true,hasaudio:false）

### 手动发布媒体流

sdkEngine.publish(UCloudRtcSdkMediaType mtype, boolean hasvideo, boolean hasaudio)

回调事件

public void onLocalPublish(int code, String msg, UCloudRtcSdkStreamInfo info)

### 渲染媒体流

在onLocalPublish 回调成功后，再函数中可以调用视频渲染

localrenderview.setBackgroundColor(Color.*TRANSPARENT*);  
sdkEngine.startPreview(info.getmMediatype(), localrenderview);

//不想渲染时可以调用停止渲染接口

sdkEngine.stopPreview(UCloudRtcSdkMediatype mediatype)

### 取消发布媒体流

sdkEngine.unPublish(UCloudRtcSdkMediaType mtype)

//回调事件

public void onLocalUnPublish(int code, String msg, UCloudRtcSdkStreamInfo info)

## 订阅

如果配置了自动发布无需调用发布视频接口，SDK会自动发布，只需要监听事件调用渲染接口即可。

### 订阅媒体流

sdkEngine.subscribe(UCloudRtcSdkStreamInfo info)

//回调事件

public void onSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info)

### 渲染媒体流

在onSubscribeResult回调成功后，再函数中可以调用视频渲染

sdkEngine. startRemoteView(UCloudRtcSdkStreamInfo info, UCloudRtcSdkSurfaceVideoView renderview)

//不想渲染时可以调用定制渲染接口

sdkEngine.stopPreview(UCloudRtcSdkMediatype mediatype)

### 取消订阅媒体流

sdkEngine. subscribe(UCloudRtcSdkStreamInfo info)

//回调事件

public void onUnSubscribeResult(int code, String msg, UCloudRtcSdkStreamInfo info)

## 权限控制

权限分为发布，订阅，全部权限，全部权限包括了发布和订阅

//接口

public int setStreamRole(UCloudRtcSdkStreamRole role)

//调用

sdkEngine.setStreamRole(mRole);

## 离开房间

sdkEngine.leaveChannel() ;

## 编译运行 运行demo