**Дефинирование и создание простых классов**

Если программисту надо передать много взаимосвязанных частей данных функции, может быть сложным использовать только переменные. Например, каждый раз, когда нам нужно передать адрес, было бы утомительным передавать имя, улицу, город, страну и почтовый код. Лучше задать структуру данных, которая будет содержать всю информацию вместе, а затем присваивать данным имена, такие как *Address*. Этого можно легко достигуть в Python или любом другом современном языке используя классы, *class*.

Это пример кода класса, содержащего адрес:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | class Address():  name=""  line1=""  line2=""  city=""  state=""  zip="" |

В коде, приведённом выше, **Address** является *именем класса*. Переменные в классе, такие, как **name** и**city**, называются *атрибутами* или *полями*.

Заметьте сходства с созданием дефиниции функции. Код *задаёт* класс, но он не создаёт *инстанцию*класса. Код сказал компьютеру, какие поля есть у адреса, и какие у них будут начальные значения.

В отличие от функции, имена классов должны начинаться с большой буквы. Хотя можно начинать имена классов и с маленькой буквы, это не считается хорошим стилем.Программисты часто рисуют диаграммы классов, а диаграмма этого класса будет смотреться следующим образом:

![”](data:image/png;base64,iVBORw0KGgo=)

Имя класса вверху, атрибуты находятся под ним. Справа от атрибута написан тип данных, такой как string или integer.

Заметьте, что, хотя код и дефинирует адрес, никакого адреса создано не было. Также, как и с функцией, дефинирование функции не означает её вызов. Чтобы создать класс и установить поля, ознакомьтесь с нижепривежённым примером:

|  |  |
| --- | --- |
| 9  10  11  12  13  14  15  16  17 | # Создать инстанцию класса address  homeAddress=Address()  # Задать поля в address  homeAddress.name="John Smith"  homeAddress.line1="701 N. C Street"  homeAddress.line2="Carver Science Building"  homeAddress.city="Indianola"  homeAddress.state="IA"  homeAddress.zip="50125" |

Инстанция класса address была создана на 9й строке. Заметьте, что имя класса используется вместе со скобками. Именем переменной может быть любым до тех пор, пока оно придерживается нормальных правил наименования переменных.

Для задачи полей в классе, программа использует оператор-точку. Этот оператор - точка, между**homeAddress** и самим полем. Левое поле присваивание кажется нормальным. Линии с 12 по 17 задают значения полей.

Обычная ошибка при работе с классами: забывать задавать переменную. Если был создан один адресс, обычное дело предположить, что компьютер будет знать, что нужно использовать этот адрес при задачи города “Indianola”. Однако, это так не работает.

Второй адрес может быть создан, теперь могут быть использованы поля обеих классов. Продолжая предыдущий пример, ознакомьтесь с нижеприведённым кодом:

|  |  |
| --- | --- |
| 18  19  20  21  22  23  24  25 | # Создать другой адресс  vacationHomeAddress=Address()  # Задать поля этого адреса  vacationHomeAddress.name="John Smith"  vacationHomeAddress.line1="1122 Main Street"  vacationHomeAddress.line2=""  vacationHomeAddress.city="Panama City Beach"  vacationHomeAddress.state="FL"  vacationHomeAddress.zip="32407"  print ("The client's main home is in "+homeAddress.city)  print ("His vacation home is in "+vacationHomeAddress.city) |

Строка 19 создаёт второй адрес и присваивает его новой переменной. Строки 22-27 дают значения полям инстанции нового класса. Строка 29 выводит город домашнего адреса потому, что**homeAddress** появляется после оператора-точки. Строка 30 выводит отпускной адрес потому, что**vacationHomeAddress** появляется перед оператором-точкой.

В вышеприведённом примере, **Address** является классом *class*, потому что он задаёт новую классификацию объекту данных. Переменные **homeAddress** и **vacationHomeAddress** обращаются к*объектам*, потому что они ссылаются на настоящие инстанции класса **Address**. Объект - это просто интснция класса.

Перемещае множество полей с данными в класс делает передачу данных в функцию и из неё простым делом. В нижеприведённом коде, функция берёт адрес как параметр и печатает его на экран. Не обязательно передавать параметр для каждого поля адреса.

|  |  |
| --- | --- |
| 31  32  33  34  35  36  37  38  39  40  41 | # Вывести адрес на экран  def printAddress(address):  print (address.name)  # If there is a line1 in the address, print it  if( len(address.line1) > 0 ):  print (address.line1)  # If there is a line2 in the address, print it  if( len(address.line2) > 0 ):  print( address.line2 )  print( address.city+", "+address.state+" "+address.zip )  printAddress( homeAddress )  print()  printAddress( vacationHomeAddress ) |

1.1 Проверка пройденного

1. Напишите код для создания инстанции следующего класса и задайте его атрибуты:   
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|  |
| --- |
| class Dog():  age=0  name=""  weight=0  obj = Dog()  obj.age = 2  obj.name = “Jack”  obj.weight = 10,5 |

1. Создайте код для созданиях *двух разных* инстанций этого класса и задайте атрибуты обоих объектов:

|  |
| --- |
| class Person():  name=""  cellPhone=""  email=""  obj1 = Person()  obj1.name = “Alex”  obj1.cellPhone = 89112656568  obj1.email = “[Alex@gmail.com](mailto:Alex@gmail.com)”  obj2 = Person()  obj2.name = “Pasha”  obj2.cellPhone = 89118768326  obj2.email = “[Pasha@gmail.com](mailto:Pasha@gmail.com)” |
|  |

1. Для нижеприведённого кода, напишите класс, который содержит подходящее имя класса и атрибуты, которые позволят коду работать.

|  |
| --- |
| Class Bird:  color=””  name=””  breed=””  myBird = Bird()  myBird.color="green"  myBird.name="Sunny"  myBird.breed="Sun Conure" |
|  |

1. Создайте класс, который будет представлять из себя персонажа простой 2D игры. Включите атрибуты для расположения на экране, имени, силы.

|  |
| --- |
| class Person:  x=""  y=""  name=""  strange=0 |

1. Следующий код запускается, но неправильно работает. Что программист сделал неправильно?

|  |
| --- |
| class Person:  name=""  money=0  nancy=Person()  nancy.name="Nancy"  nancy.money=100 |

1. Ознакомьтесь с кодом. Он не запускается. Можете ли вы заметить ошибку?

|  |
| --- |
| class Person:  name=""  money=0  bob = Person()  bob.name = “Bob”  bob.money = 0  print (bob.name,"has",bob.money,"dollars.") |

1. Даже с исправленной ошибкой, программа не покажет желаемый вывод:   
   **Bob has 0 dollars.**   
   Почему?

Теперь ошибки не будет. Была проблема с объектом bob, он по умолчанию был пустым, поэтому было бы выведенно сообщение

has 0 dollars.

1.2 Методы

Помимо атрибутов, у класса могут быть *методы*. Метод - это функция, которая существует внутри класса. Расширяя предыдущий пример класса Dog, нижеприведённый код добавляет метод лая.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | class Dog():  age=0  name=""  weight=0  def bark(self):  print( "Woof" ) |

Дефиниция метода показана на строках 6-7. Дефиниции метода в классе смотрятся так же, как и дефиниции функций. Большое отличие в том, что добавляется параметр **self** на строке 6. Первым параметром любого метода в классе должен быть **self**. Этот параметр требуется, даже если функция его не использует.

Вот важные пункты, которые следует держать в голове, создавая методы для классов:

* Сначала следует перечислить атрибуты, а лишь потом - методы.
* Первым параметром любого метода должен быть **self**.
* Дефиниции методов сдвинуты ровно на один Tab.

Методы должны быть вызваны в схожем с присвоением атрибутов объекту стилем. Ознакомьтесь с нижеприведённым кодом.

|  |  |
| --- | --- |
| 9  10  11  12  13  14  15 | myDog = Dog()  myDog.name="Spot"  myDog.weight=20  myDog.age=3  myDog.bark() |

На 9й строке "создаётся" собака. Строки 11-13 задают атрибуты объекта. Строка 14 вызывает метод**bark**. Заметьте: несмотря на то, что у функции **bark** есть один параметр, **self**, вызов не передаёт ей ничего. Это потому, что первый параметр является ссылкой на сам объект dog. На самом деле, при обработке кода Python делает вызов вроде

|  |
| --- |
| # Просто пример, не работает  Dog.bark(myDog) |

Если функции **bark** требуется сослаться на один из атрибутов, она делает это используя переменную **self**. Например, мы можем поменять класс **Dog** так, чтобы когда собака лает, он также будет выводить её имя. В нижеприведённом коде, доступ к атрибуту имени осуществляется через переменную **self**.

|  |  |
| --- | --- |
| 6  7 | def bark(self):  print( "Woof says",self.name ) |

Атрибуты - прилагательные, методы - глаголы. Диаграмма класса выглядела бы следующим образом:
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13.1.3 Пример: класс Ball

Это пример кода, который можно использовать в Python/Pygame для рисования мячика. Содержание всех параметров в классе делает управление данными проще.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class Ball():  # --- Атрибуты класса ---  # Ball position  x=0  y=0  # Ball's vector  change\_x=0  change\_y=0  # Ball size  size=10  # Ball color  color=[255,255,255]  # --- Методы класса ---  def move(self):  self.x += self.change\_x  self.y += self.change\_y  def draw(self, screen):  pygame.draw.circle(screen, self.color, [self.x, self.y], self.size ) |

Ниже - код, который выполнится перед главным циклом программы для создания шара и задания его атрибутов:

|  |
| --- |
| theBall = Ball()  theBall.x = 100  theBall.y = 100  theBall.change\_x = 2  theBall.change\_y = 1  theBall.color = [255,0,0] |

Этот код пойдёт внутрь главного цикла чтобы двигать и рисовать шар:

|  |
| --- |
| theBall.move()  theBall.draw(screen) |

2 Ссылки

Ознакомьтесь с нижеприведённым кодом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | class Person:  name=""  money=0  bob = Person()  bob.name="Bob"  bob.money=100 |

Обычным заблуждением при работе с объектами является предположение, что переменная **bob***является* объектом Person. Это не так. Переменная **bob** - *ссылка* на объект Person. Это показано дополняя наш пример кода и запуская его:

|  |  |
| --- | --- |
| 9  10  11  12  13 | nancy = bob  nancy.name="Nancy"  print(bob.name,"has",bob.money,"dollars.")  print(nancy.name,"has",nancy.money,"dollars.") |

Если **bob** действительно был бы объектом, то строка 9 могла бы создать *копию* объекта и у нас уже было бы два разных объекта. Вывод программы показал бы, что у Боба и Нэнси есть 100 долларов. Но, при запуске, программа выводит следующую строку:

**Nancy has 100 dollars.**

**Nancy has 100 dollars.**

![”](data:image/png;base64,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)

То, что хранит **bob** - это *ссылка* на объект. Другим названием этого может быть *адрес*, *указатель*или *handle*. Это адрес в компьютерной памяти, где хранится сам объект. Адрес хранится в шестнадцатиричном формате, который при выводе будет выглядеть как-то вроде 0x1e504. Когда выполняется девятая строка, копируется адрес, а не сам объект, на который указывает адрес.

2.1 Функции и ссылки

Нижеприведённый код схож с примером, показаным раньше. Код на первой строке создаёт функцию, берущую число. Переменная **money** - копия того, что передаётся. Прибавить к этому число 100 не изменит значения, хранимого в **bob.money** на строке 10. Поэтому print на 13й строке выводит 100, а не 200.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | def giveMoney1(money):  money += 100  class Person:  name=""  money=0  bob = Person()  bob.name="Bob"  bob.money=100  giveMoney1(bob.money)  print(bob.money) |

Посмотрите на дополнительный код снизу. Этот код действительно заставляет переменную**bob.money** увеличиться, а затем выражение print выведет 200.

|  |  |
| --- | --- |
| 14  15  16  17  18 | def giveMoney2(person):  person.money += 100  giveMoney2(bob)  print(bob.money) |

Почему именно так? Потому, что **person** содержит адрес объекта в памяти, а не сам объект. Можно воспринимать это как номер своего банковского счёта. У функции есть копия номера банковского счёта, но не копия самого счёта. Так что после использования номера банковского счёта для того, чтобы разместить на нём 100 долларов, количество денег на счету Боба увеличивается.

Массивы работают по такому же принципу. Функция, которая берёт массив (list) как параметр и меняет его значения, будет менять значения того же самого массива, используемого в коде. Копируется адрес массива, но не сам массив.

2.2 Проверка пройденного

1. Создайте класс **Cat**. Дайте ему аттрибуты name(имя), color(цвет) и weight(вес). Добавьте ему метод под названием **meow**.
2. Создайте объект класса cat, установите атрибуты, вызовите метод meow.
3. Создайте класс **Monster**. Дайте ему атрибуты name(имя) и целочисленный атрибут health(здоровье). Создайте метод **decreaseHealth** который берёт числовой параметр **amount** и уменьшает здоровье на переданное количество. Внутри метода, сделайте вывод строки, оповещающей о смерти монстра, если его здоровье упало ниже нуля.

|  |  |
| --- | --- |
|  | class Cat()  name=””  weight=0  def meow(self)  print(“Meow”)  myCat = Cat()  myCat.name="IVAN"  myCat.weight=6  myCat.meow()  class Monster()  name=””  health=100  def decreaseHealth(self, amount)  self.health=self.health-amount  if self.health <= 0:  print(“Monster dead”) |

1. 3 Конструкторы

Классы в Python имеют особую функцию, вызываемую в момент создания инстанции класса. Например, ниже приведён класс **Dog**, продолжающийся кодом, создающим инстанцию этого класса:

|  |
| --- |
| class Dog()  name=""  myDog = Dog() |

Добавив функцию под названием *constructor*, программист может добавить код, автоматически вызываемый каждый раз во время создании инстанции класса. Посмотрите пример конструктора ниже:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class Dog():  name=""  # Конструктор  # Вызывается в момент создания объекта этого типа  def \_\_init\_\_(self):  print("A new dog is born!")  # This creates the dog  myDog = Dog() |

Конструктор начинается на 6й строке. Он должен быть назван **\_\_init\_\_**. Он должен брать **self** как первый параметр. Дополнительно можно задать ещё параметров. Когда программа запустится, она выведет:   
**A new dog is born!**   
Когда объект типа **Dog** создаётся на 10й строке, автоматически вызывается функция **\_\_init\_\_**, которая затем выводит сообщение на экран.

Конструктор может быть использован для инициализации и задании данных объекта. Например, в примере кода атрибут **name** оставлен пустым после создания объекта dog. Что, если программист захочет дать начальное значение одному из аттрибутов объекта? Некоторые объекты нуждаются в значениях атрибутов с самого начала, на момент их создания. Конструктор может быть использован для осуществления таких задач. Ознакомьтесь с кодом ниже:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class Dog():  name=""  # Конструктор  # Вызывается на момент создания объекта этого типа  def \_\_init\_\_(self, newName):  self.name = newName  # Это создаёт собаку  myDog = Dog("Spot")  # Вывести имя собаки, убедиться, что оно было установлено  print(myDog.name)  # Эта строка выдаст ошибку, потому что  # конструктору не было передано имя  herDog = Dog() |

На шестой строке программе даются дополнительные параметры **newName**. Значение этого параметра используется для установления значения атрибута **name** в классе **Dog**. Частая ошибка заключается в установлении имён параметров функции **\_\_init\_\_** такими же как и имена атрибутов, предполагая, что атрибуты автоматически возьмут значение переданных параметров. Этого не случится.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class Dog():  name="Rover"  # Конструктор  # Вызывается во время создания объекта  def \_\_init\_\_(self, name):  # This will print "Rover"  print(self.name)  # This will print "Spot"  print(name)  # Это создаёт собаку  myDog = Dog("Spot") |

В предыдущем примере, выводятся две переменных. Переменная **name** была создана как параметр метода на шестой строке. Эта переменная пропадёт как только метод закончит свою работу. Хотя у неё такое же имя, как и у атрибута **name**, (также называемого *объектной переменной*), она является абсолютно другой переменной. Переменная **self.name** ссылается на атрибут **name** этой конкретной инстанции класса **Dog**. Она будет существовать пока существует этот объект класса **Dog**.

3.1 Проверка пройденного

1. Должны ли имена класса начинаться с маленькой или большой буквы?
2. Должны ли имена методов класса начинаться с маленькой или большой буквы?
3. Что в классе следует перечислить сначала - атрибуты или методы?
4. Как иначе можно назвать ссылку?
5. Какое другое название переменной инстанции?
6. Как иначе можно назвать инстанцию класса?
7. Создайте класс под названием **Star**, который будет выводить “A star is born!” каждый раз во время его создания.
8. Создайте класс **Monster** с атрибутами для здоровья и имени. Добавьте конструктор к этому классу, устанавливающий здоровья и имя равными значениям, переданным как параметры.

|  |  |
| --- | --- |
|  | class Star():  def \_\_init\_\_(self):  print("A Star is born!")  myStar = Star()  class Monster():  name=''  health=100  def \_\_init\_\_(self):  self.name='Vasya'  self.health=60  monster = Monster() |

1. 4 Наследование

Другой мощной особенностью использования классов и объектов является возможность*наследования*. Можно создать класс и унаследовать все атрибуты и методы *родительского класса*. Например, программа может создавать класс **Person**, содержащий все атрибуты, нужные для описания человека. Затем, программа может создавать *дочерние классы*, наследующие эти поля. Дочерние классы могут добавлять свои поля и методы, соответствующие их нуждам.

Родительский класс должен быть более обобщённой, абстрактной версией дочернего класса. Например, родительский класс может быть Animal(животное), а дочерним классом Dog(собака), которая также может иметь свой, дочерний класс Poodle(пудель). Это отношение ребёнка-родителя объясняется с помощью *является*. Например дельфин *является* млекопитающим. Это не работает в обратном направлении, потому что млекопитающее не обязательно должно быть дельфином. Поэтому класс Dolphin никогда не должен быть родителем класса Mammal. Подобно этому, класс Table не должен быть родителем класса Chair, потому что стул не является столом.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class Person():  name=""  class Employee(Person):  job\_title=""  class Customer(Person):  email=""  johnSmith = Person()  johnSmith.name = "John Smith"  janeEmployee = Employee()  janeEmployee.name = "Jane Employee"  janeEmployee.job\_title = "Web Developer"  bobCustomer = Customer()  bobCustomer.name = "Bob Customer"  bobCustomer.email = "send\_me@spam.com" |

Поставив **Person** между скобок на строках 4 и 7, программист сказал компьютеру, что **Person**является родительским классом как для **Employee**(работника), так и для **Customer**(клиента). Это позволяет программе задать атрибут **name** на строках 14 и 18.

Методы также наследуются. Нижеприведённый код выведет “Person created” три раза, потому что классы клиента и работника наследуют конструктор от родительского класса:

|  |
| --- |
| class Person():  name=""  def \_\_init\_\_(self):  print("Person created")  class Employee(Person):  job\_title=""  class Customer(Person):  email=""  johnSmith = Person()  janeEmployee = Employee()  bobCustomer = Customer() |

Методы могут быть *перекрытыми* дочерним классом, предоставляя им новый функционал. В нижеприведённом коде, дочерние классы содержат свои конструкторы, поэтому родительский конструктор запущен не будет:

|  |
| --- |
| class Person():  name=""  def \_\_init\_\_(self):  print("Person created")  class Employee(Person):  job\_title=""  def \_\_init\_\_(self):  print("Employee created")  class Customer(Person):  email=""  def \_\_init\_\_(self):  print("Customer created")  johnSmith = Person()  janeEmployee = Employee()  bobCustomer = Customer() |

Если программист захочет вызвать метод как родительского, так и дочернего класса, дочерний класс может вызвать родительский метод:

|  |
| --- |
| class Person():  name=""  def \_\_init\_\_(self):  print("Person created")  class Employee(Person):  job\_title=""  def \_\_init\_\_(self):  Person.\_\_init\_\_(self)  print("Employee created")  class Customer(Person):  email=""  def \_\_init\_\_(self):  Person.\_\_init\_\_(self)  print("Customer created")  johnSmith = Person()  janeEmployee = Employee()  bobCustomer = Customer() |

4.1 Проверка пройденного

Создайте следующую программу. Прежде чем приступать к программированию, попробуйте описать её структуру.

Напишите код, описывающий класс **Animal**:

* + Добавьте атрибут имени животного.
  + Добавьте метод **eat()**, выводящий “Ням ням.”
  + Добавьте метод **makeNoise()**, выводящий “[animal name] говорит Гррр.”
  + Добавьте конструктор классу Animal, выводящий “Родилось животное.”

1. Класс **Cat**:
   * Пусть Animal будет его родительским классом.
   * Метод **makeNoise()** класса Cat выводит “[animal name] говорит Мяу.”
   * Конструктор для Cat выводит “Родился кот”, а также вызывает родительский конструктор.
2. Класс **Dog**:
   * Пусть Animal будет его родительским классом.
   * Метод **makeNoise()** для Dog выводит “[animal name] говорит Гав.”
   * Конструктор **Dog** выводит “Родилась собака.”, а также вызывает родительский конструктор.
3. Основная программа:
   * Код, создающий кота, двух собак и одно простое животное.
   * Дайте имя каждому животному.
   * Код, вызывающий **eat()** и **makeNoise()** для каждого животного.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | class Animal():  name=""  def eat(self):  print( "Ням ням" )  def makeNoise(self):  print(self.name, "Гррр" )  def \_\_init\_\_(self):  print("Родилось животное")  class Cat(Animal):  def makeNoise(self):  print(self.name, “Мяу”)  def \_\_init\_\_(self):  Animal.\_\_init\_\_(self):  print("Родилося кот")  class Dog(Animal):  def makeNoise(self):  print(self.name, “Гав”)  def \_\_init\_\_(self):  Animal.\_\_init\_\_(self):  print("Родилась собака")  obj\_cat=Cat()  obj\_dog1=Dog()  obj\_dog2=Dog()  obj\_animal=Animal()  obj\_cat.name=”Boris”  obj\_dog1.name=”Sema”  obj\_dog2.name=”Vika”  obj\_animal.name=”Any”  obj\_cat.eat()  obj\_cat.makeNoise()  obj\_dog1.eat()  obj\_dog1.makeNoise()  obj\_dog2.eat()  obj\_dog2.makeNoise()  obj\_animal.eat()  obj\_animal.makeNoise() |
|  |  |