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Aquí voy a realizar la memoria del proyecto,

Resumen: El proyecto va a consistir en una web de una compañía de hoteles qu epueda conectarse por medio de una API REST a un Back y que este realice todas las peticiones necesarias a la base de datos por medio de peticiones HTTP de tipo GET, POST, UPDATE, DELETE…

Funciones Cliente:

-Registro

-Inicio de sesión

-Página principal

-Consulta de sus reservas

-Consulta de sus datos

-Consulta de recompensas

-búsqueda de habitaciones y precios por fechas

-Cambio de datos del propio usuario como la contraseña

-Borrado de cuenta

-Insertar códigos de descuento

-Agregar métodos de pago

-Cancelación de reservas

POSIBLES SOLO SI HAY TIEMPO

Agregar amigos con sus usuario y poder enviar mensajes y contratar juntos habitaciones

Funciones Administrador:

-Listar clientes

-Añadir habitaciones y editarlas y eliminarlas

-Gestionar reservas de los clientes de ese hotel que administran

-Enviar correo informativo de un evento a los usuarios del hotel

-Gestionar la información de los clientes

-Añadir y modificar reservas

-Modificar recompensas

POSIBLES SOLO SI HAY TIEMPO

ATRIBUTOS DE PERFIL QUE FALTAN

Cliente: Métodos de pago como lista

Cliente: Lista de amigos agregados a su red

Cliente: Suma total de puntos obtenidos en su cuenta

Cliente: boleano de estaverificado

API CORREO

-Habrá un sistema por el que cada vez que un usuario se registre recibirá un correo de verificación para poder validar su cuenta.

-También recibirá un correo cada vez que reserve una habitación y en este correo se le adjuntaran los datos de la reserva

-Por último al canjear una recompensa se le enviará al cliente un correo con el código de la recompensa que puede canjear.

Intentar realizar esta api con Spring y sino hacerla manual de otra manera con la que tengo de ejemplo del otro proyecto. En principio se puede utilizar spring mail

API TIEMPO - MENOS IMPORTANTE

Una pequeña API en la que al ver tus reservas próximas como usuario al dar a ver detalles puedas observar el tiempo que va a hacer en esa cuidad los días que te vas a alojar.

Explicaión ChatGPT de hacer la API correo

Para implementar un servicio de registro con verificación de cuenta por correo en una aplicación **Java con Spring Boot**, puedes seguir estos pasos:

**1. Dependencias necesarias**

Asegúrate de tener en tu pom.xml las siguientes dependencias para enviar correos:

xml

CopiarEditar

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-mail</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-security</artifactId>

</dependency>

<dependency>

<groupId>io.jsonwebtoken</groupId>

<artifactId>jjwt</artifactId>

<version>0.11.5</version>

</dependency>

También puedes necesitar una base de datos, como PostgreSQL o MySQL.

**2. Configurar el servicio de correo**

En el archivo application.properties o application.yml, configura los datos de tu proveedor SMTP (por ejemplo, Gmail):

properties

CopiarEditar

spring.mail.host=smtp.gmail.com

spring.mail.port=587

spring.mail.username=tu-correo@gmail.com

spring.mail.password=tu-contraseña

spring.mail.properties.mail.smtp.auth=true

spring.mail.properties.mail.smtp.starttls.enable=true

⚠ **IMPORTANTE**: Si usas Gmail, activa **"Acceso de aplicaciones menos seguras"** o usa una **contraseña de aplicación**.

**3. Crear el modelo de usuario**

Define una entidad User en tu aplicación:

java
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@Entity

public class User {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private Long id;

private String email;

private String password;

private String verificationToken;

private boolean enabled = false;

// Getters y Setters

}

**4. Crear el repositorio de usuario**

java
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@Repository

public interface UserRepository extends JpaRepository<User, Long> {

Optional<User> findByEmail(String email);

Optional<User> findByVerificationToken(String token);

}

**5. Servicio de correo para enviar el link de verificación**

java

CopiarEditar

@Service

public class EmailService {

@Autowired

private JavaMailSender mailSender;

public void sendVerificationEmail(String recipientEmail, String token) {

String subject = "Verifica tu cuenta";

String verificationLink = "http://localhost:8080/api/auth/verify?token=" + token;

String message = "Haz clic en el siguiente enlace para activar tu cuenta: " + verificationLink;

SimpleMailMessage email = new SimpleMailMessage();

email.setTo(recipientEmail);

email.setSubject(subject);

email.setText(message);

mailSender.send(email);

}

}

**6. Servicio de registro**

java
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@Service

public class AuthService {

@Autowired

private UserRepository userRepository;

@Autowired

private EmailService emailService;

public void registerUser(String email, String password) {

if (userRepository.findByEmail(email).isPresent()) {

throw new RuntimeException("El correo ya está registrado");

}

User user = new User();

user.setEmail(email);

user.setPassword(password); // ⚠ Guardar encriptado con BCrypt

user.setVerificationToken(UUID.randomUUID().toString());

userRepository.save(user);

// Enviar correo de verificación

emailService.sendVerificationEmail(user.getEmail(), user.getVerificationToken());

}

public boolean verifyAccount(String token) {

Optional<User> userOpt = userRepository.findByVerificationToken(token);

if (userOpt.isPresent()) {

User user = userOpt.get();

user.setEnabled(true);

user.setVerificationToken(null);

userRepository.save(user);

return true;

}

return false;

}

}

**7. Controlador REST para manejar el registro y la verificación**

java
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@RestController

@RequestMapping("/api/auth")

public class AuthController {

@Autowired

private AuthService authService;

@PostMapping("/register")

public ResponseEntity<String> register(@RequestParam String email, @RequestParam String password) {

authService.registerUser(email, password);

return ResponseEntity.ok("Registro exitoso. Revisa tu correo para verificar tu cuenta.");

}

@GetMapping("/verify")

public ResponseEntity<String> verifyAccount(@RequestParam String token) {

boolean verified = authService.verifyAccount(token);

if (verified) {

return ResponseEntity.ok("Cuenta verificada correctamente.");

}

return ResponseEntity.status(HttpStatus.BAD\_REQUEST).body("Token inválido o expirado.");

}

}

**8. Explicación rápida**

1. **El usuario se registra** enviando su correo y contraseña.
2. **Se genera un token único** y se guarda en la base de datos.
3. **Se envía un correo** con el enlace de verificación (/api/auth/verify?token=XYZ).
4. **Cuando el usuario hace clic**, el servicio verifica el token y activa la cuenta.

**Extras: Mejoras**

* **Encriptar la contraseña** antes de guardarla (BCryptPasswordEncoder).
* **Agregar expiración al token de verificación**.
* **Enviar correos HTML en lugar de texto plano**.
* **Implementar seguridad con JWT** después de la verificación.
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