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## 位操作

### Single Number

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/single-number/submissions/)

* Total Accepted: **161721**
* Total Submissions: **311624**
* Difficulty: **Easy**

Given an array of integers, every element appears *twice* except for one. Find that single one.

**Note:**  
Your algorithm should have a linear runtime complexity. Could you implement it without using extra memory?

public int singleNumber(int[] nums) {

int res=0;

for(int n: nums)

{

res=res^n;

}

return res;

}

### Find the Difference

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/find-the-difference/submissions/)

* Total Accepted: **25589**
* Total Submissions: **51443**
* Difficulty: **Easy**

Given two strings ***s*** and ***t*** which consist of only lowercase letters.

String ***t*** is generated by random shuffling string ***s*** and then add one more letter at a random position.

Find the letter that was added in ***t***.

**Example:**

Input:

s = "abcd"

t = "abcde"

Output:

e

Explanation:

'e' is the letter that was added.

我的做法，同single number

public char findTheDifference(String s, String t) {

int sum=0;

for(int i=0; i<s.length(); i++)

{

char ch=s.charAt(i);

sum^=(ch-'a');

}

for(int i=0; i<t.length(); i++)

{

char ch=t.charAt(i);

sum^=(ch-'a');

}

return (char)(sum+'a');

}

**public** **char** **findTheDifference**(String s, String t) {

**char** c = 0;

**for** (**int** i = 0; i < s.length(); ++i) {

c ^= s.charAt(i);

}

**for** (**int** i = 0; i < t.length(); ++i) {

c ^= t.charAt(i);

}

**return** c;

}

Could be optimized as:

char c = 0;  
for (int i = 0; i < s.length(); ++i) {  
c ^= s.charAt(i);  
c ^= t.charAt(i);  
}  
c ^= t.charAt(t.length() - 1);  
return c;

### Single Number III

[My Submissions](https://leetcode.com/problems/single-number-iii/submissions/)

Question

Total Accepted: **28450** Total Submissions: **66148** Difficulty: **Medium**

Given an array of numbers nums, in which exactly two elements appear only once and all the other elements appear exactly twice. Find the two elements that appear only once.

For example:

Given nums = [1, 2, 1, 3, 2, 5], return [3, 5].

**Note**:

1. The order of the result is not important. So in the above example, [5, 3] is also correct.
2. Your algorithm should run in linear runtime complexity. Could you implement it using only constant space complexity?

Once again, we need to use XOR to solve this problem. But this time, we need to do it in two passes:

* In the first pass, we XOR all elements in the array, and get the XOR of the two numbers we need to find. Note that since the two numbers are distinct, so there must be a set bit (that is, the bit with value '1') in the XOR result. Find out an arbitrary set bit (for example, the rightmost set bit).
* In the second pass, we divide all numbers into two groups, one with the aforementioned bit set, another with the aforementinoed bit unset. Two different numbers we need to find must fall into thte two distrinct groups. XOR numbers in each group, we can find a number in either group.

**Complexity:**

* Time: *O* (*n*)
* Space: *O* (1)

**A Corner Case:**

* When diff == numeric\_limits<int>::min(), -diff is alsonumeric\_limits<int>::min(). Therefore, the value of diff after executing diff &= -diff is still numeric\_limits<int>::min(). The answer is still correct.

public class Solution {

public int[] singleNumber(int[] nums) {

// Pass 1 :

// Get the XOR of the two numbers we need to find

int diff = 0;

for (int num : nums) {

diff ^= num;

}

// Get its last set bit

diff &= -diff;

// Pass 2 :

int[] rets = {0, 0}; // this array stores the two numbers we will return

for (int num : nums)

{

if ((num & diff) == 0) // the bit is not set

{

rets[0] ^= num;

}

else // the bit is set

{

rets[1] ^= num;

}

}

return rets;

}

}

x + (~x) = -1

-x = ~x + 1

-(-2147483648) = -(0x80000000) = 0x7FFFFFFF + 1 = 0x80000000 = -2147483648

首先计算nums数组中所有数字的异或，记为xor

令lowbit = xor & -xor，lowbit的含义为xor从低位向高位，第一个非0位所对应的数字

例如假设xor = 6（二进制：0110），则-xor为（二进制：1010，-6的补码，two's complement）

则lowbit = 2（二进制：0010）

根据异或运算的性质，“同0异1”

记只出现一次的两个数字分别为a与b

可知a & lowbit与b & lowbit的结果一定不同

通过这种方式，即可将a与b拆分开来

Python代码：

**class** **Solution**:

# @param {integer[]} nums

# @return {integer[]}

**def** **singleNumber**(self, nums):

xor = reduce(**lambda** x, y : x ^ y, nums)

lowbit = xor & -xor

a = b = 0

**for** num **in** nums:

**if** num & lowbit:

a ^= num

**else**:

b ^= num

**return** [a, b]

数组转换成list

List<Integer> list=new ArrayList<>();

list.addAll(Arrays.asList(new Integer[]{1,2,3}));

|  |  |
| --- | --- |
| static <T> [**List**](file:///E:\docsJava\api\java\util\List.html)<T> | [**asList**](file:///E:\docsJava\api\java\util\Arrays.html#asList-T...-)(T... a)  Returns a fixed-size list backed by the specified array. |

### Missing Number

[My Submissions](https://leetcode.com/problems/missing-number/submissions/)

Question

Total Accepted: **43393** Total Submissions: **109610** Difficulty: **Medium**

Given an array containing *n* distinct numbers taken from 0, 1, 2, ..., n, find the one that is missing from the array.

For example,  
Given *nums* = [0, 1, 3] return 2.

**Note**:  
Your algorithm should run in linear runtime complexity. Could you implement it using only constant extra space complexity?

The basic idea is to use XOR operation. We all know that a^b^b =a, which means two xor operations with the same number will eliminate the number and reveal the original number. In this solution, I apply XOR operation to both the index and value of the array. In a complete array with no missing numbers, the index and value should be perfectly corresponding( nums[index] = index), so in a missing array, what left finally is the missing number.

public **int** missingNumber(**int**[] nums) {

**int** **xor** = 0, i = 0;

**for** (i = 0; i < nums.**length**; i++) {

**xor** = **xor** ^ i ^ nums[i];

}

**return** **xor** ^ i;

}

1.XOR

**public** **int** missingNumber(**int**[] nums) { //xor

**int** res = nums.length;

**for**(**int** i=0; i<nums.length; i++){

res ^= i;

res ^= nums[i];

}

**return** res;

}

2.SUM

**public** **int** missingNumber(**int**[] nums) { //sum

**int** len = nums.length;

**int** sum = (0+len)\*(len+1)/2;

**for**(**int** i=0; i<len; i++)

sum-=nums[i];

**return** sum;

}

3.Binary Search

**public** **int** missingNumber(**int**[] nums) { //binary search

Arrays.sort(nums);

**int** left = 0, right = nums.length, mid= (left + right)/2;

**while**(left<right){

mid = (left + right)/2;

**if**(nums[mid]>mid) right = mid;

**else** left = mid+1;

}

**return** left;

}

Summary:

If the array is in order, I prefer Binary Search method. Otherwise, the XOR method is better.

### Counting Bits

[My Submissions](https://leetcode.com/problems/counting-bits/submissions/)

Question

Total Accepted: **659** Total Submissions: **1120** Difficulty: **Medium**

Given a non negative integer number **num**. For every numbers **i** in the range **0 ≤ i ≤ num** calculate the number of 1's in their binary representation and return them as an array.

**Example:**  
For num = 5 you should return [0,1,1,2,1,2].

**Follow up:**

* It is very easy to come up with a solution with run time **O(n\*sizeof(integer))**. But can you do it in linear time **O(n)** /possibly in a single pass?
* Space complexity should be **O(n)**.
* Can you do it like a boss? Do it without using any builtin function like **\_\_builtin\_popcount** in c++ or in any other language.

**Hint:**

1. You should make use of what you have produced already.
2. Divide the numbers in ranges like [2-3], [4-7], [8-15] and so on. And try to generate new range from previous.
3. Or does the odd/even status of the number help you in calculating the number of 1s?

An easy recurrence for this problem is f[i] = f[i / 2] + i % 2.

1. **public** **int**[] countBits(**int** num) {
2. **int**[] f = **new** **int**[num + 1];
3. **for** (**int** i=1; i<=num; i++) f[i] = f[i >> 1] + (i & 1);
4. **return** f;
5. }

**public** **int**[] countBits(**int** num) {

**int**[] res= **new** **int**[num + 1];

res[0] = 0;

**if** (num == 0) {

**return** res;

}

**for** (**int** i = 1; i <= num; i++) {

//even

**if** ((i & 1) == 0) {

res[i] = res[i >> 1];

}

//odd

**else** {

res[i] = res[i - 1] + 1;

}

}

**return** res;

}

### Maximum Product of Word Lengths

[My Submissions](https://leetcode.com/problems/maximum-product-of-word-lengths/submissions/)

Question

Total Accepted: **15301** Total Submissions: **39331** Difficulty: **Medium**

Given a string array words, find the maximum value of length(word[i]) \* length(word[j]) where the two words do not share common letters. You may assume that each word will contain only lower case letters. If no such two words exist, return 0.

**Example 1:**

Given ["abcw", "baz", "foo", "bar", "xtfn", "abcdef"]  
Return 16  
The two words can be "abcw", "xtfn".

**Example 2:**

Given ["a", "ab", "abc", "d", "cd", "bcd", "abcd"]  
Return 4  
The two words can be "ab", "cd".

**Example 3:**

Given ["a", "aa", "aaa", "aaaa"]  
Return 0  
No such pair of words.

窗体顶端

public **class** **Solution** {

public int maxProduct(String[] words) {

int max = 0;

Arrays.sort(words, new Comparator<String>(){

public int compare(String a, String b){

**return** b.length() - a.length();

}

});

int[] masks = new int[words.length]; // alphabet masks

**for**(int i = 0; i < masks.length; i++){

**for**(char c: words[i].toCharArray()){

masks[i] |= 1 << (c - 'a');

}

}

**for**(int i = 0; i < masks.length; i++){

**if**(words[i].length() \* words[i].length() <= max) **break**; //prunning

**for**(int j = i + 1; j < masks.length; j++){

**if**((masks[i] & masks[j]) == 0){

max = Math.max(max, words[i].length() \* words[j].length());

**break**; //prunning

}

}

}

**return** max;

}

}

* [solution-sharing](https://leetcode.com/discuss/tag/solution-sharing)

* [java](https://leetcode.com/discuss/tag/java)

* [solution](https://leetcode.com/discuss/tag/solution)
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edited **Dec 17, 2015** by [**cc9208**](https://leetcode.com/discuss/user/cc9208)
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I think there is no need to sort
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I think it is necessary for pruning.
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Since the overall complexity is O(n^2), sorting does not matter too much. Sorting will enable early pruning.
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i'm a little bit confused about that “if(words[i].length() \* words[i].length() <= max) break; //prunning” ？why if the square of words[i].length smaller than max then break?

![https://www.gravatar.com/avatar/a39379fc46b8f3de8a56ee80700524ac?s=20](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD//gA7Q1JFQVRPUjogZ2QtanBlZyB2MS4wICh1c2luZyBJSkcgSlBFRyB2ODApLCBxdWFsaXR5ID0gOTAK/9sAQwADAgIDAgIDAwMDBAMDBAUIBQUEBAUKBwcGCAwKDAwLCgsLDQ4SEA0OEQ4LCxAWEBETFBUVFQwPFxgWFBgSFBUU/9sAQwEDBAQFBAUJBQUJFA0LDRQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQU/8AAEQgAFAAUAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8AwfAPwa1Xx54P8U+J0vLTTNF0CDfLc3rFRNLjIhTA+8R+WV9a981n9jrwjqPh7S7Dw54puofHtzo0erLpmpMhhu1KgsEwqleSe7YGMjvWD8BtPh+Ln7O/jD4YadfQWXioaiur2kE77FvECxZX3IMWD6blPTNdv8OvA/xI0/4j6J4++Kv2fw1ongzTmt0mkliVp1WJo1UCNjnO7JY4Bxgda/U8djcRGrUtWUORu0eslyrl0t7ylK+2x+PZfgMNKjSvQdRVEry1tF8z5tbrlcY2eu58X3VrNY3U1tcRtDcQu0ckbjBRgcEH3BFFa/jjXYvFHjTXtYgjMUN/fz3SIRghXkZhn3waK+vhKUoJyVm0rr5I+FqxjGpKMHdJuz7q7szJtLy40+6jubWeS2uYm3RzQuUdD6gjkGtjxB498S+K4Y4Na8Qapq0MfKx3t5JKoPrhiRn3oopunCUlJxTa62Q41Jxi4Rk0nuruz9VcwRRRRVsyP//Z) [commented](https://leetcode.com/discuss/74589/32ms-java-ac-solution?show=75276#c75276) Dec 20, 2015 by [**shifenjiandan**](https://leetcode.com/discuss/user/shifenjiandan)

![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoACF0TFQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==)

That's what sorting is for. So that you can exit if squaring is not larger than the max. Because if you keep going, the product will not get larger.

![https://www.gravatar.com/avatar/f378d294ed82602ebd400a1165df9123?s=20](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD//gA7Q1JFQVRPUjogZ2QtanBlZyB2MS4wICh1c2luZyBJSkcgSlBFRyB2ODApLCBxdWFsaXR5ID0gOTAK/9sAQwADAgIDAgIDAwMDBAMDBAUIBQUEBAUKBwcGCAwKDAwLCgsLDQ4SEA0OEQ4LCxAWEBETFBUVFQwPFxgWFBgSFBUU/9sAQwEDBAQFBAUJBQUJFA0LDRQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQU/8AAEQgAFAAUAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8AwfAPwa1Xx54P8U+J0vLTTNF0CDfLc3rFRNLjIhTA+8R+WV9a981n9jrwjqPh7S7Dw54puofHtzo0erLpmpMhhu1KgsEwqleSe7YGMjvWD8BtPh+Ln7O/jD4YadfQWXioaiur2kE77FvECxZX3IMWD6blPTNdv8OvA/xI0/4j6J4++Kv2fw1ongzTmt0mkliVp1WJo1UCNjnO7JY4Bxgda/U8djcRGrUtWUORu0eslyrl0t7ylK+2x+PZfgMNKjSvQdRVEry1tF8z5tbrlcY2eu58X3VrNY3U1tcRtDcQu0ckbjBRgcEH3BFFa/jjXYvFHjTXtYgjMUN/fz3SIRghXkZhn3waK+vhKUoJyVm0rr5I+FqxjGpKMHdJuz7q7szJtLy40+6jubWeS2uYm3RzQuUdD6gjkGtjxB498S+K4Y4Na8Qapq0MfKx3t5JKoPrhiRn3oopunCUlJxTa62Q41Jxi4Rk0nuruz9VcwRRRRVsyP//Z) [commented](https://leetcode.com/discuss/74589/32ms-java-ac-solution?show=75285#c75285) Dec 20, 2015 by [**johnwyz88**](https://leetcode.com/discuss/user/johnwyz88)
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And I just tested it without sorting and it's 19 ms. So the nlog(n) could be significant I suppose...
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![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoAQDU8FQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==)

2 Answers

窗体顶端

![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoAwDk8FQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==)![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoAIDg8FQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==)

**0**votes

窗体底端

窗体顶端

How would this work on the following words: "abcde", "fg","hijklmnop" seems that you'll calculate "abcde" \* "fg" and then break before calculating the correct answer. Or perhaps I'm not fully understanding your solution.
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1. The array is sorted as {"hijklmnop", "abcde", "fg"}.
2. The "break" only breaks out the inner "for" loop
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yes, I realized this later. Thanks for responding.
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窗体底端

窗体顶端
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窗体底端

窗体顶端

A slight optimization is moving the second for loop into the first one, so the first loop can end early with pruning before calculating the masks for words with small lengths

**public** **static** **int** maxProduct(String[] words) {

**if** (words == **null** || words.length == 0)

**return** 0;

**int** len = words.length;

**int**[] **value** = **new** **int**[len];

**for** (**int** i = 0; i < len; i++) {

String tmp = words[i];

**value**[i] = 0;

**for** (**int** j = 0; j < tmp.length(); j++) {

**value**[i] |= 1 << (tmp.charAt(j) - 'a');

}

}

**int** maxProduct = 0;

**for** (**int** i = 0; i < len; i++)

**for** (**int** j = i + 1; j < len; j++) {

**if** ((**value**[i] & **value**[j]) == 0 && (words[i].length() \* words[j].length() > maxProduct))

maxProduct = words[i].length() \* words[j].length();

}

**return** maxProduct;

}

### Repeated DNA Sequences

[My Submissions](https://leetcode.com/problems/repeated-dna-sequences/submissions/)

Question

Total Accepted: **39514** Total Submissions: **160686** Difficulty: **Medium**

All DNA is composed of a series of nucleotides abbreviated as A, C, G, and T, for example: "ACGAATTCCG". When studying DNA, it is sometimes useful to identify repeated sequences within the DNA.

Write a function to find all the 10-letter-long sequences (substrings) that occur more than once in a DNA molecule.

For example,

Given s = "AAAAACCCCCAAAAACCCCCCAAAAAGGGTTT",

Return:

["AAAAACCCCC", "CCCCCAAAAA"].

**public** List<String> findRepeatedDnaSequences(String s) {

Set<Integer> words = **new** HashSet<>();

Set<Integer> doubleWords = **new** HashSet<>();

List<String> rv = **new** ArrayList<>();

**char**[] **map** = **new** **char**[26];

//map['A' - 'A'] = 0;

**map**['C' - 'A'] = 1;

**map**['G' - 'A'] = 2;

**map**['T' - 'A'] = 3;

**for**(**int** i = 0; i < s.length() - 9; i++) {

**int** v = 0;

**for**(**int** j = i; j < i + 10; j++) {

v <<= 2;

v |= **map**[s.charAt(j) - 'A'];

}

**if**(!words.add(v) && doubleWords.add(v)) {

rv.add(s.substring(i, i + 10));

}

}

**return** rv;

}

我的做法，数出10位长的字符串。记录相同字符串的出现次数

public List<String> findRepeatedDnaSequences(String s) {

List<String> res=new ArrayList<String>();

HashMap<String, Integer> map=new HashMap<>();

for(int i=0; i<s.length()-9; i++)

{

String sub=s.substring(i, i+10);

if(!map.containsKey(sub))

{

map.put(sub, 1);

}

else

{

map.put(sub, map.get(sub)+1);

}

}

for(String ss: map.keySet())

{

if(map.get(ss)>1) res.add(ss);

}

return res;

}

### Subsets 书

[My Submissions](https://leetcode.com/problems/subsets/submissions/)

Question

Total Accepted: **88959** Total Submissions: **287842** Difficulty: **Medium**

Given a set of distinct integers, *nums*, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***nums*** = [1,2,3], a solution is:

[

[3],

[1],

[2],

[1,2,3],

[1,3],

[2,3],

[1,2],

[]

]

**class** Solution {

**public**:

**vector**<**vector**<**int**> > subsets(**vector**<**int**> &S) {

sort (S.begin(), S.end());

**int** elem\_num = S.size();

**int** subset\_num = pow (2, elem\_num);

**vector**<**vector**<**int**> > subset\_set (subset\_num, **vector**<**int**>());

**for** (**int** i = 0; i < elem\_num; i++)

**for** (**int** j = 0; j < subset\_num; j++)

**if** ((j >> i) & 1)

subset\_set[j].push\_back (S[i]);

**return** subset\_set;

}

};

### Bitwise AND of Numbers Range

[My Submissions](https://leetcode.com/problems/bitwise-and-of-numbers-range/submissions/)

Question

Total Accepted: **30644** Total Submissions: **102936** Difficulty: **Medium**

Given a range [m, n] where 0 <= m <= n <= 2147483647, return the bitwise AND of all numbers in this range, inclusive.

For example, given the range [5, 7], you should return 4.

The idea is very simple:

1. last bit of (odd number & even number) is 0.
2. when m != n, There is at least an odd number and an even number, so the last bit position result is 0.
3. Move m and n rigth a position.

Keep doing step 1,2,3 until m equal to n, use a factor to record the iteration time.

**public** **class** **Solution** {

**public** **int** rangeBitwiseAnd(**int** m, **int** n) {

**if**(m == 0){

**return** 0;

}

**int** moveFactor = 1;

**while**(m != n){

m >>= 1;

n >>= 1;

moveFactor <<= 1;

}

**return** m \* moveFactor;

}

}

**public** **class** **Solution** {

**public** **int** rangeBitwiseAnd(**int** m, **int** n) {

**int** diffBits = 0;

**while** (m != n) {

m >>= 1;

n >>= 1;

diffBits++;

}

**return** n<<diffBits;

}

}

### Reverse Bits

[My Submissions](https://leetcode.com/problems/reverse-bits/submissions/)

QuestionEditorial Solution

Total Accepted: **61394** Total Submissions: **209642** Difficulty: **Easy**

Reverse bits of a given 32 bits unsigned integer.

For example, given input 43261596 (represented in binary as **00000010100101000001111010011100**), return 964176192 (represented in binary as **00111001011110000010100101000000**).

**Follow up**:  
If this function is called many times, how would you optimize it?

Related problem: [Reverse Integer](https://leetcode.com/problems/reverse-integer/)

class Solution {

public:

uint32\_t reverseBits(uint32\_t n) {

n = (n >> 16) | (n <**<** 16);

n = ((n & 0xff00ff00) >> 8) | ((n & 0x00ff00ff) <**<** 8);

n = ((n & 0xf0f0f0f0) >> 4) | ((n & 0x0f0f0f0f) <**<** 4);

n = ((n & 0xcccccccc) >> 2) | ((n & 0x33333333) <**<** 2);

n = ((n & 0xaaaaaaaa) >> 1) | ((n & 0x55555555) <**<** 1);

return n;

}

};

for 8 bit binary number abcdefgh, the process is as follow:

abcdefgh -> efghabcd -> ghefcdab -> hgfedcba

The Java solution is straightforward, just bitwise operation:

**public** **int** reverseBits(**int** n) {

**int** result = 0;

**for** (**int** i = 0; i < 32; i++) {

result += n & 1;

n >>>= 1; // CATCH: must do unsigned shift

**if** (i < 31) // CATCH: for last digit, don't shift!

result <<= 1;

}

**return** result;

}

How to optimize if this function is called multiple times? We can divide an int into 4 bytes, and reverse each byte then combine into an int. For each byte, we can use cache to improve performance.

// cache

**private** final Map<Byte, Integer> cache = **new** HashMap<Byte, Integer>();

**public** **int** reverseBits(**int** n) {

**byte**[] bytes = **new** **byte**[4];

**for** (**int** i = 0; i < 4; i++) // convert int into 4 bytes

bytes[i] = (**byte**)((n >>> 8\*i) & 0xFF);

**int** result = 0;

**for** (**int** i = 0; i < 4; i++) {

result += reverseByte(bytes[i]); // reverse per byte

**if** (i < 3)

result <<= 8;

}

**return** result;

}

**private** **int** reverseByte(**byte** b) {

Integer **value** = cache.**get**(b); // first look up from cache

**if** (**value** != **null**)

**return** **value**;

**value** = 0;

// reverse by bit

**for** (**int** i = 0; i < 8; i++) {

**value** += ((b >>> i) & 1);

**if** (i < 7)

**value** <<= 1;

}

cache.put(b, **value**);

**return** **value**;

}

这个写法不错

public int reverseBits(int n) {

int num=0;

int cnt=32;

while(cnt>0)

{

//int temp=((n&1)==1)?2:0;

num=(num<<1)+(n&1);

System.out.println((n&1)+" "+num);

n=n>>>1;

cnt--;

}

return num;

}

总结：

**比较器的编写**

new Comparator<String>()

{

public int compare(String a, String b){…}

}

**HashSet的使用，可以直接用add方法判断元素是否加入**

|  |  |
| --- | --- |
| boolean | [**add**](file:///E:\docsJava\api\java\util\HashSet.html#add-E-)([**E**](file:///E:\docsJava\api\java\util\HashSet.html) e)  Adds the specified element to this set if it is not already present. |

**数组与list的互相转换**

|  |  |
| --- | --- |
| [**Object**](file:///E:\docsJava\api\java\lang\Object.html)[] | [**toArray**](file:///E:\docsJava\api\java\util\ArrayList.html#toArray--)()  Returns an array containing all of the elements in this list in proper sequence  (from first to last element). |

list.toArray();

list.addAll(new Integer[]{});

**Scanner**

## 递归和动态规划

**Triangle**

Total Accepted: **66661** Total Submissions: **223031** Difficulty: **Medium**

Given a triangle, find the minimum path sum from top to bottom. Each step you may move to adjacent numbers on the row below.

For example, given the following triangle

[

[2],

[3,4],

[6,5,7],

[4,1,8,3]

]

The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

**Note:**  
Bonus point if you are able to do this using only *O*(*n*) extra space, where *n* is the total number of rows in the triangle.

This problem is quite well-formed in my opinion. The triangle has a tree-like structure, which would lead people to think about traversal algorithms such as DFS. However, if you look closely, you would notice that the adjacent nodes always share a 'branch'. In other word, there are **overlapping subproblems**. Also, suppose x and y are 'children' of k. Once minimum paths from x and y to the bottom are known, the minimum path starting from k can be decided in O(1), that is **optimal substructure**. Therefore, dynamic programming would be the best solution to this problem in terms of time complexity.

What I like about this problem even more is that the difference between 'top-down' and 'bottom-up' DP can be 'literally' pictured in the input triangle. For 'top-down' DP, starting from the node on the very top, we recursively find the minimum path sum of each node. When a path sum is calculated, we store it in an array (memoization); the next time we need to calculate the path sum of the same node, just retrieve it from the array. However, you will need a cache that is at least the same size as the input triangle itself to store the pathsum, which takes O(N^2) space. With some clever thinking, it might be possible to release some of the memory that will never be used after a particular point, but the order of the nodes being processed is not straightforwardly seen in a recursive solution, so deciding which part of the cache to discard can be a hard job.

'Bottom-up' DP, on the other hand, is very straightforward: we start from the nodes on the bottom row; the min pathsums for these nodes are the values of the nodes themselves. From there, the min pathsum at the ith node on the kth row would be the lesser of the pathsums of its two children plus the value of itself, i.e.:

minpath[k][i] = min( minpath[k+1][i], minpath[k+1][i+1]) + triangle[k][i];

Or even better, since the row minpath[k+1] would be useless after minpath[k] is computed, we can simply set minpath as a 1D array, and iteratively update itself:

For the kth level:

minpath[i] = min( minpath[i], minpath[i+1]) + triangle[k][i];

Thus, we have the following solution

关键：从最后一行的开始元素开始计算。Dp[i]代表任意行，第i个元素（注意不是代表行的意思，当然这里行号和行长一样）

计算每行的dp[i]时，计算其下面一行的邻近两个元素，选择小的，并加上其自身的值，及为该行该位置的最优值。

int minimumTotal(vector<vector<int> > &triangle) {

int n = triangle.size();

vector<int> minlen(triangle.back());

for (int layer = n-2; layer >= 0; layer--) // For each layer

{

for (int i = 0; i <= layer; i++) // Check its every 'node'

{

// Find the lesser of its two children, and sum the current value in the triangle with it.

minlen[i] = min(minlen[i], minlen[i+1]) + triangle[layer][i];

}

}

return minlen[0];

}

public class Solution {

public int minimumTotal(List<List<Integer>> triangle) {

for(int i = triangle.size() - 2; i >= 0; i--)

for(int j = 0; j <= i; j++)

triangle.get(i).set(j, triangle.get(i).get(j) + Math.min(triangle.get(i + 1).get(j), triangle.get(i + 1).get(j + 1)));

return triangle.get(0).get(0);

}

}

The idea is simple.

1) Go from bottom to top.

2) We start form the row above the bottom row [size()-2].

3) Each number add the smaller number of two numbers that below it.

4) And finally we get to the top we the smallest sum.

public int minimumTotal(List<List<Integer>> triangle) {

int[] A = new int[triangle.size()+1];

for(int i=triangle.size()-1;i>=0;i--){

for(int j=0;j<triangle.get(i).size();j++){

A[j] = Math.min(A[j],A[j+1])+triangle.get(i).get(j);

}

}

return A[0];

}

**Range Sum Query - Immutable**

Total Accepted: **25247** Total Submissions: **103528** Difficulty: **Easy**

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

**Example:**

Given nums = [-2, 0, 3, -5, 2, -1]

sumRange(0, 2) -> 1

sumRange(2, 5) -> -1

sumRange(0, 5) -> -3

**Note:**

1. You may assume that the array does not change.
2. There are many calls to *sumRange* function.

**Java simple O(n) init and O(1) query solution**

public class NumArray {

int[] nums;

public NumArray(int[] nums) {

for(int i = 1; i < nums.length; i++)

nums[i] += nums[i - 1];

this.nums = nums;

}

public int sumRange(int i, int j) {

if(i == 0)

return nums[j];

return nums[j] - nums[i - 1];

}

//下面这个写法好

public class NumArray {

private int[] sums;

public NumArray(int[] nums) {

sums= nums;

for(int i=1; i<nums.length; i++){

sums[i] += sums[i-1];//前一步的累加值，和当前值

}

}

public int sumRange(int i, int j) {

return i==0 ? sums[j] : sums[j]-sums[i-1];

}

}

**Range Sum Query 2D - Immutable**

Total Accepted: **10702** Total Submissions: **48455** Difficulty: **Medium**

Given a 2D matrix *matrix*, find the sum of the elements inside the rectangle defined by its upper left corner (*row*1, *col*1) and lower right corner (*row*2, *col*2).
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The above rectangle (with the red border) is defined by (row1, col1) = **(2, 1)** and (row2, col2) = **(4, 3)**, which contains sum = **8**.

**Example:**

Given matrix = [

[3, 0, 1, 4, 2],

[5, 6, 3, 2, 1],

[1, 2, 0, 1, 5],

[4, 1, 0, 1, 7],

[1, 0, 3, 0, 5]

]

sumRegion(2, 1, 4, 3) -> 8

sumRegion(1, 1, 2, 2) -> 11

sumRegion(1, 2, 2, 4) -> 12

**Note:**

1. You may assume that the matrix does not change.
2. There are many calls to *sumRegion* function.
3. You may assume that *row*1 ≤ *row*2 and *col*1 ≤ *col*2.

我的做法是，第一行和第一列，单独处理，进行累加。

其他情况，arr[i][j]+=arr[i-1][j]+arr[i][j-1]-arr[i-1][j-1];

sumRegion函数返回时考虑行，列是否有为0情况

需要注意初始矩阵为空的一些情况（如下，标红）

private int[][] dp;

public NumMatrix(int[][] matrix) {

if( matrix == null

|| matrix.length == 0

|| matrix[0].length == 0 ){

return;

}

int m = matrix.length;

int n = matrix[0].length;

dp = new int[m + 1][n + 1];

for(int i = 1; i <= m; i++){

for(int j = 1; j <= n; j++){

dp[i][j] = dp[i - 1][j] + dp[i][j - 1] -dp[i - 1][j - 1] + matrix[i - 1][j - 1] ;

}

}

}

public int sumRegion(int row1, int col1, int row2, int col2) {

int iMin = Math.min(row1, row2);

int iMax = Math.max(row1, row2);

int jMin = Math.min(col1, col2);

int jMax = Math.max(col1, col2);

return dp[iMax + 1][jMax + 1] - dp[iMax + 1][jMin] - dp[iMin][jMax + 1] + dp[iMin][jMin];

}

这个写法好，不用考虑行，列是否有为0情况

private int[][] sumRegion;

public NumMatrix(int[][] matrix) {

if (matrix.length != 0) sumRegion = new int[matrix.length + 1][matrix[0].length + 1];

for (int i = 0; i < matrix.length; i++) {

int sum = 0;

for (int j = 0; j < matrix[0].length; j++) {

sum += matrix[i][j];

sumRegion[i + 1][j + 1] = sum + sumRegion[i][j + 1];

}

}

}

public int sumRegion(int row1, int col1, int row2, int col2) {

return sumRegion[row2 + 1][col2 + 1] - sumRegion[row1][col2 + 1] - sumRegion[row2 + 1][col1] + sumRegion[row1][col1];

}

**Maximum Subarray**

Total Accepted: **105672** Total Submissions: **290399** Difficulty: **Medium**

Find the contiguous subarray within an array (containing at least one number) which has the largest sum.

For example, given the array [−2,1,−3,4,−1,2,1,−5,4],  
the contiguous subarray [4,−1,2,1] has the largest sum = 6.

[click to show more practice.](https://leetcode.com/problems/maximum-subarray/)

**More practice:**

If you have figured out the O(*n*) solution, try coding another solution using the divide and conquer approach, which is more subtle.

书 中等难题章节

关键在于用max来记录最终结果的最大值，用sum来记录尽可能的延伸下的值。

public int maxSubArray(int[] nums) {

int max=Integer.MIN\_VALUE,sum=0;

for(int i=0;i<nums.length;i++)

{

sum+=nums[i];//记录尽可能的延伸

if(max<sum)

{

max=sum;

}

if(sum<0) sum=0;

}

return max;

}

**Maximum Product Subarray**

Total Accepted: **56155** Total Submissions: **255546** Difficulty: **Medium**

Find the contiguous subarray within an array (containing at least one number) which has the largest product.

For example, given the array [2,3,-2,4],  
the contiguous subarray [2,3] has the largest product = 6.

**Sharing my solution: O(1) space, O(n) running time**

public int maxProduct(int[] A) {

if (A.length == 0) {

return 0;

}

int maxherepre = A[0];

int minherepre = A[0];

int maxsofar = A[0];

int maxhere, minhere;

for (int i = 1; i < A.length; i++) {

maxhere = Math.max(Math.max(maxherepre \* A[i], minherepre \* A[i]), A[i]);

minhere = Math.min(Math.min(maxherepre \* A[i], minherepre \* A[i]), A[i]);

maxsofar = Math.max(maxhere, maxsofar);

maxherepre = maxhere;

minherepre = minhere;

}

return maxsofar;

}

Note: There's no need to use O(n) space, as all that you need is a minhere and maxhere. (local max and local min), then you can get maxsofar (which is global max) from them.

There's a chapter in Programming Pearls 2 that discussed the MaxSubArray problem, the idea is similar.

My idea is the same as yours, although I check if A[i] is positive before getting maxhere and minhere

int maxProduct(int A[], int n) {

if (n == 0) return 0;

int maxProduct = A[0];

int minProduct = A[0];

int maxRes = A[0];

for (int i = 1; i < n; i++)

{

if (A[i] >= 0)

{

maxProduct = max(maxProduct \* A[i], A[i]);

minProduct = min(minProduct \* A[i], A[i]);

}

else

{

int temp = maxProduct;

maxProduct = max(minProduct \* A[i], A[i]);

minProduct = min(temp \* A[i], A[i]);

}

maxRes = max(maxRes, maxProduct);

}

return maxRes;

}

下面这个写法比较容易懂

关键是以该数结尾的子数组的，最大，最小数都需要记录。可以使用的小技巧是，当该数是负数时，交换最大最小数。

int maxProduct(int A[], int n) {

// store the result that is the max we have found so far

int r = A[0];

// imax/imin stores the max/min product of

// subarray that ends with the current number A[i]

for (int i = 1, imax = r, imin = r; i < n; i++) {

// multiplied by a negative makes big number smaller, small number bigger

// so we redefine the extremums by swapping them

if (A[i] < 0)

swap(imax, imin);

// max/min product for the current number is either the current number itself

// or the max/min by the previous number times the current one

imax = max(A[i], imax \* A[i]);

imin = min(A[i], imin \* A[i]);

// the newly computed max value is a candidate for our global result

r = max(r, imax);

}

return r;

}

Loop through the array, each time remember the max and min value for the previous product, the most important thing is to update the max and min value: we have to compare among max \* A[i], min \* A[i] as well as A[i], since this is product, a negative \* negative could be positive.

public class Solution {

public int maxProduct(int[] A) {

if (A == null || A.length == 0) {

return 0;

}

int max = A[0], min = A[0], result = A[0];

for (int i = 1; i < A.length; i++) {

int temp = max;

max = Math.max(Math.max(max \* A[i], min \* A[i]), A[i]);

min = Math.min(Math.min(temp \* A[i], min \* A[i]), A[i]);

if (max > result) {

result = max;

}

}

return result;

}

}

**Longest Increasing Subsequence**

Total Accepted: **23868** Total Submissions: **69772** Difficulty: **Medium**

Given an unsorted array of integers, find the length of longest increasing subsequence.

For example,  
Given [10, 9, 2, 5, 3, 7, 101, 18],  
The longest increasing subsequence is [2, 3, 7, 101], therefore the length is 4. Note that there may be more than one LIS combination, it is only necessary for you to return the length.

Your algorithm should run in O(*n2*) complexity.

**Follow up:** Could you improve it to O(*n* log *n*) time complexity?

这个方法非常巧妙，通过len来记录最长递增子序列的长度。

当可以将值插入前面构造的递增序列时，返回的i是len，否则，会覆盖前面相应的值

**Short Java solution using DP O(n log n)**

public class Solution {

public int lengthOfLIS(int[] nums) {

int[] dp = new int[nums.length];

int len = 0;

for(int x : nums) {

int i = Arrays.binarySearch(dp, 0, len, x);

if(i < 0) i = -(i + 1);

dp[i] = x;

if(i == len) len++;

}

return len;

}

}

|  |  |
| --- | --- |
| static int | [**binarySearch**](http://tool.oschina.net/uploads/apidocs/jdk_7u4/java/util/Arrays.html#binarySearch%28int[],%20int,%20int,%20int%29)(int[] a, int fromIndex, int toIndex, int key)  Searches a range of the specified array of ints for the specified value using the binary search algorithm. |

**Parameters:**

a - the array to be searched

fromIndex - the index of the first element (inclusive) to be searched

toIndex - the index of the last element (exclusive) to be searched

key - the value to be searched for

Returns:

index of the search key, if it is contained in the array within the specified range; otherwise, (-(*insertion point*) - 1). The *insertion point* is defined as the point at which the key would be inserted into the array: the index of the first element in the range greater than the key, or toIndex if all elements in the range are less than the specified key. Note that this guarantees that the return value will be >= 0 if and only if the key is found.

The basic idea is present in the majority of solutions shared for this task, I have only tried to implement it in a manner as concise as possible without damaging the code readability.

The idea is that as you iterate the sequence, you keep track of the minimum value a subsequence of given length might end with, for all so far possible subsequence lengths. So dp[i] is the minimum value a subsequence of length i+1 might end with. Having this info, for each new number we iterate to, we can determine the longest subsequence where it can be appended using binary search. The final answer is the length of the longest subsequence we found so far.

Hello, it's really a nice answer. But I have a question, how did you come up the idea of using binary search. And what if we need to return the subsequence, will binary search still work? I tried to print the subsequence of your answer, the answer is not correct. But the length is correct. For example: [10, 9, 2, 5, 6，3, 7, 101, 18] ＝》 your code's answer: [2, 3, 6，7, 101]， But i think the right answer is [2, 5, 6，7, 101]. Thank you.

@julielong That's because dp[] is not storing the sequence as explained by the author in the reply. dp[i] is storing the smallest number such that the length is i+1.

以下是 机试上的做法，基本的。注意，dp[i]的初值一定要设置为1.

这是以nums[i]结尾的最长递增子序列长度。

This solution is taken from this great guy - https://www.youtube.com/watch?v=CE2b\_-XfVDk

public int lengthOfLIS(int[] nums)

{

// Base case

if(nums.length <= 1)

return nums.length;

// This will be our array to track longest sequence length

int T[] = new int[nums.length];

// Fill each position with value 1 in the array

for(int i=0; i < nums.length; i++)

T[i] = 1;

// Mark one pointer at i. For each i, start from j=0.

for(int i=1; i < nums.length; i++)

{

for(int j=0; j < i; j++)

{

// It means next number contributes to increasing sequence.

if(nums[j] < nums[i])

{

// But increase the value only if it results in a larger value of the sequence than T[i]

// It is possible that T[i] already has larger value from some previous j'th iteration

if(T[j] + 1 > T[i])

{

T[i] = T[j] + 1;

}

}

}

}

// Find the maximum length from the array that we just generated

int longest = 0;

for(int i=0; i < T.length; i++)

longest = Math.max(longest, T[i]);

return longest;

}

public int lengthOfLIS(int[] nums)

{

List<Integer> sequence = new ArrayList();

for(int n : nums) update(sequence, n);

return sequence.size();

}

private void update(List<Integer> seq, int n)

{

if(seq.isEmpty() || seq.get(seq.size() - 1) < n) seq.add(n);

else

{

seq.set(findFirstLargeEqual(seq, n), n);

}

}

private int findFirstLargeEqual(List<Integer> seq, int target)

{

int lo = 0;

int hi = seq.size() - 1;

while(lo < hi)

{

int mid = lo + (hi - lo) / 2;

if(seq.get(mid) < target) lo = mid + 1;

else hi = mid;

}

return lo;

}

**Perfect Squares**

Total Accepted: **30491** Total Submissions: **94665** Difficulty: **Medium**

Given a positive integer *n*, find the least number of perfect square numbers (for example, 1, 4, 9, 16, ...) which sum to *n*.

For example, given *n* = 12, return 3 because 12 = 4 + 4 + 4; given *n* = 13, return 2 because 13 = 4 + 9.

我的做法是用动态规划的背包问题解决。

下面是我的代码，完全背包，顺序遍历；背包正好装满，初值设为max；价值最大是指数字个数最少

//最少需要几个完全平方数，和才为n

public static int numSquares(int n) {

int max=(int)Math.sqrt(n);

int[] dp=new int[n+1];//和正好为i时需要的最少完全平方数

for(int i=0;i<=n;i++) dp[i]=Integer.MAX\_VALUE;

dp[0]=0;

dp[1]=1;

for(int i=1;i<=max;i++)

{

for(int j=i\*i;j<=n;j++)

{

if(dp[j-i\*i]!=Integer.MAX\_VALUE)

dp[j]=Math.min(dp[j],dp[j-i\*i]+1);

}

}

return dp[n];

}

**Summary of 4 different solutions (BFS, DP, static DP and mathematics)**

Came up with the 2 solutions of breadth-first search and dynamic programming. Also "copied" StefanPochmann's static dynamic programming solution (https://leetcode.com/discuss/56993/static-dp-c-12-ms-python-172-ms-ruby-384-ms) and davidtan1890's mathematical solution (https://leetcode.com/discuss/57066/4ms-c-code-solve-it-mathematically) here with minor style changes and some comments. Thank Stefan and David for posting their nice solutions!

**1.Dynamic Programming:** 440ms

class Solution

{

public:

int numSquares(int n)

{

if (n <= 0)

{

return 0;

}

// cntPerfectSquares[i] = the least number of perfect square numbers

// which sum to i. Note that cntPerfectSquares[0] is 0.

vector<int> cntPerfectSquares(n + 1, INT\_MAX);

cntPerfectSquares[0] = 0;

for (int i = 1; i <= n; i++)

{

// For each i, it must be the sum of some number (i - j\*j) and

// a perfect square number (j\*j).

for (int j = 1; j\*j <= i; j++)

{

cntPerfectSquares[i] =

min(cntPerfectSquares[i], cntPerfectSquares[i - j\*j] + 1);

}

}

return cntPerfectSquares.back();

}

};

**2.Static Dynamic Programming:** 12ms

class Solution

{

public:

int numSquares(int n)

{

if (n <= 0)

{

return 0;

}

// cntPerfectSquares[i] = the least number of perfect square numbers

// which sum to i. Since cntPerfectSquares is a static vector, if

// cntPerfectSquares.size() > n, we have already calculated the result

// during previous function calls and we can just return the result now.

static vector<int> cntPerfectSquares({0});

// While cntPerfectSquares.size() <= n, we need to incrementally

// calculate the next result until we get the result for n.

while (cntPerfectSquares.size() <= n)

{

int m = cntPerfectSquares.size();

int cntSquares = INT\_MAX;

for (int i = 1; i\*i <= m; i++)

{

cntSquares = min(cntSquares, cntPerfectSquares[m - i\*i] + 1);

}

cntPerfectSquares.push\_back(cntSquares);

}

return cntPerfectSquares[n];

}

};

**3.Mathematical Solution:** 4ms

class Solution

{

private:

int is\_square(int n)

{

int sqrt\_n = (int)(sqrt(n));

return (sqrt\_n\*sqrt\_n == n);

}

public:

// Based on Lagrange's Four Square theorem, there

// are only 4 possible results: 1, 2, 3, 4.

int numSquares(int n)

{

// If n is a perfect square, return 1.

if(is\_square(n))

{

return 1;

}

// The result is 4 if and only if n can be written in the

// form of 4^k\*(8\*m + 7). Please refer to

// Legendre's three-square theorem.

while ((n & 3) == 0) // n%4 == 0

{

n >>= 2;

}

if ((n & 7) == 7) // n%8 == 7

{

return 4;

}

// Check whether 2 is the result.

int sqrt\_n = (int)(sqrt(n));

for(int i = 1; i <= sqrt\_n; i++)

{

if (is\_square(n - i\*i))

{

return 2;

}

}

return 3;

}

};

**4.Breadth-First Search:** 80ms

class Solution

{

public:

int numSquares(int n)

{

if (n <= 0)

{

return 0;

}

// perfectSquares contain all perfect square numbers which

// are smaller than or equal to n.

vector<int> perfectSquares;

// cntPerfectSquares[i - 1] = the least number of perfect

// square numbers which sum to i.

vector<int> cntPerfectSquares(n);

// Get all the perfect square numbers which are smaller than

// or equal to n.

for (int i = 1; i\*i <= n; i++)

{

perfectSquares.push\_back(i\*i);

cntPerfectSquares[i\*i - 1] = 1;

}

// If n is a perfect square number, return 1 immediately.

if (perfectSquares.back() == n)

{

return 1;

}

// Consider a graph which consists of number 0, 1,...,n as

// its nodes. Node j is connected to node i via an edge if

// and only if either j = i + (a perfect square number) or

// i = j + (a perfect square number). Starting from node 0,

// do the breadth-first search. If we reach node n at step

// m, then the least number of perfect square numbers which

// sum to n is m. Here since we have already obtained the

// perfect square numbers, we have actually finished the

// search at step 1.

queue<int> searchQ;

for (auto& i : perfectSquares)

{

searchQ.push(i);

}

int currCntPerfectSquares = 1;

while (!searchQ.empty())

{

currCntPerfectSquares++;

int searchQSize = searchQ.size();

for (int i = 0; i < searchQSize; i++)

{

int tmp = searchQ.front();

// Check the neighbors of node tmp which are the sum

// of tmp and a perfect square number.

for (auto& j : perfectSquares)

{

if (tmp + j == n)

{

// We have reached node n.

return currCntPerfectSquares;

}

else if ((tmp + j < n) && (cntPerfectSquares[tmp + j - 1] == 0))

{

// If cntPerfectSquares[tmp + j - 1] > 0, this is not

// the first time that we visit this node and we should

// skip the node (tmp + j).

cntPerfectSquares[tmp + j - 1] = currCntPerfectSquares;

searchQ.push(tmp + j);

}

else if (tmp + j > n)

{

// We don't need to consider the nodes which are greater ]

// than n.

break;

}

}

searchQ.pop();

}

}

return 0;

}

};

dp[n] indicates that the perfect squares count of the given n, and we have:

dp[0] = 0

dp[1] = dp[0]+1 = 1

dp[2] = dp[1]+1 = 2

dp[3] = dp[2]+1 = 3

dp[4] = Min{ dp[4-1\*1]+1, dp[4-2\*2]+1 }

= Min{ dp[3]+1, dp[0]+1 }

= 1

dp[5] = Min{ dp[5-1\*1]+1, dp[5-2\*2]+1 }

= Min{ dp[4]+1, dp[1]+1 }

= 2

.

.

.

dp[13] = Min{ dp[13-1\*1]+1, dp[13-2\*2]+1, dp[13-3\*3]+1 }

= Min{ dp[12]+1, dp[9]+1, dp[4]+1 }

= 2

.

.

.

dp[n] = Min{ dp[n - i\*i] + 1 }, n - i\*i >=0 && i >= 1

and the sample code is like below:

public int numSquares(int n) {

int[] dp = new int[n + 1];

Arrays.fill(dp, Integer.MAX\_VALUE);

dp[0] = 0;

for(int i = 1; i <= n; ++i) {

int min = Integer.MAX\_VALUE;

int j = 1;

while(i - j\*j >= 0) {

min = Math.min(min, dp[i - j\*j] + 1);

++j;

}

dp[i] = min;

}

return dp[n];

}

Hope it can help to understand the DP solution.

Just regular DP. Time Complexity: n \* sqrt(n) Space: O(n)

public class Solution {

public int numSquares(int n) {

int[] dp = new int[n + 1];

Arrays.fill(dp, Integer.MAX\_VALUE);

dp[0] = 0;

for(int i = 0; i <= n; i++){

for(int j = 1; i + j \* j <= n; j++){

dp[i + j \* j] = Math.min(dp[i + j \* j], dp[i] + 1);

}

}

return dp[n];

}

}

### Coin Change

Total Accepted: **17683** Total Submissions: **71468** Difficulty: **Medium**

You are given coins of different denominations and a total amount of money *amount*. Write a function to compute the fewest number of coins that you need to make up that amount. If that amount of money cannot be made up by any combination of the coins, return -1.

**Example 1:**  
coins = [1, 2, 5], amount = 11  
return 3 (11 = 5 + 5 + 1)

**Example 2:**  
coins = [2], amount = 3  
return -1.

**Note**:  
You may assume that you have an infinite number of each kind of coin.

我的做法，同上一题。

这是一个完全背包问题。顺序遍历，且背包需要装满，则初值设为max。

public int coinChange(int[] coins, int amount) {

int[] dp=new int[amount+1];

Arrays.fill(dp,Integer.MAX\_VALUE);

dp[0]=0;

for(int i=0;i<coins.length;i++)

{

for(int j=coins[i];j<=amount;j++)

{

if(dp[j-coins[i]]!=Integer.MAX\_VALUE)

dp[j]=Math.min(dp[j-coins[i]]+1,dp[j]);

}

}

return dp[amount]==Integer.MAX\_VALUE?-1:dp[amount];

}

**O(n\*amount) time O(amount) space DP solution**

class Solution {

public:

int coinChange(vector<int>& coins, int amount) {

int Max = amount + 1;

vector<int> dp(amount + 1, Max);

dp[0] = 0;

for (int i = 1; i <= amount; i++) {

for (int j = 0; j < coins.size(); j++) {

if (coins[j] <= i) {

dp[i] = min(dp[i], dp[i - coins[j]] + 1);

}

}

}

return dp[amount] > amount ? -1 : dp[amount];

}

};

**Recursive Method:**

The idea is very classic dynamic programming: think of the last step we take. Suppose we have already found out the best way to sum up to amount a, then for the last step, we can choose any coin type which gives us a remainder r where r = a-coins[i] for all i's. For every remainder, go through exactly the same process as before until either the remainder is 0 or less than 0 (meaning not a valid solution). With this idea, the only remaining detail is to store the minimum number of coins needed to sum up to r so that we don't need to recompute it over and over again.

Code in Java:

public class Solution {

public int coinChange(int[] coins, int amount) {

if(amount<1) return 0;

return helper(coins, amount, new int[amount]);

}

private int helper(int[] coins, int rem, int[] count) { // rem: remaining coins after the last step; count[rem]: minimum number of coins to sum up to rem

if(rem<0) return -1; // not valid

if(rem==0) return 0; // completed

if(count[rem-1] != 0) return count[rem-1]; // already computed, so reuse

int min = Integer.MAX\_VALUE;

for(int coin : coins) {

int res = helper(coins, rem-coin, count);

if(res>=0 && res < min)

min = 1+res;

}

count[rem-1] = (min==Integer.MAX\_VALUE) ? -1 : min;

return count[rem-1];

}

}

**Iterative Method:**

For the iterative solution, we think in bottom-up manner. Suppose we have already computed all the minimum counts up to sum, what would be the minimum count for sum+1?

Code in Java:

public class Solution {

public int coinChange(int[] coins, int amount) {

if(amount<1) return 0;

int[] dp = new int[amount+1];

int sum = 0;

while(++sum<=amount) {

int min = -1;

for(int coin : coins) {

if(sum >= coin && dp[sum-coin]!=-1) {

int temp = dp[sum-coin]+1;

min = min<0 ? temp : (temp < min ? temp : min);

}

}

dp[sum] = min;

}

return dp[amount];

}

}

If you are interested in my other posts, please feel free to check my Github page here: <https://github.com/F-L-A-G/Algorithms-in-Java>

### Maximal Square

Total Accepted: **27173** Total Submissions: **116197** Difficulty: **Medium**

Given a 2D binary matrix filled with 0's and 1's, find the largest square containing all 1's and return its area.

For example, given the following matrix:

1 0 1 0 0

1 0 1 1 1

1 1 1 1 1

1 0 0 1 0

Return 4.

**Easy DP solution in C++ with detailed explanations (8ms, O(n^2) time and O(n) space)**

Well, this problem desires for the use of dynamic programming. They key to any DP problem is to come up with the state equation. In this problem, we define the state to be **the maximal size of the square that can be achieved at point (i, j)**, denoted as P[i][j]. Remember that we use **size** instead of square as the state (square = size^2).

Now let's try to come up with the formula for P[i][j].

First, it is obvious that for the topmost row (i = 0) and the leftmost column (j = 0), P[i][j] = matrix[i][j]. This is easily understood. Let's suppose that the topmost row of matrix is like [1, 0, 0, 1]. Then we can immediately know that the first and last point can be a square of size 1 while the two middle points cannot make any square, giving a size of 0. Thus, P = [1, 0, 0, 1], which is the same as matrix. The case is similar for the leftmost column. Till now, the boundary conditions of this DP problem are solved.

Let's move to the more general case for P[i][j] in which i > 0 and j > 0. First of all, let's see another simple case in which matrix[i][j] = 0. It is obvious that P[i][j] = 0 too. Why? Well, since matrix[i][j] = 0, no square will contain matrix[i][j]. According to our definition of P[i][j], P[i][j] is also 0.

Now we are almost done. The only unsolved case is matrix[i][j] = 1. Let's see an example.

Suppose matrix = [[0, 1], [1, 1]], it is obvious that P[0][0] = 0, P[0][1] = P[1][0] = 1, what about P[1][1]? Well, to give a square of size larger than 1 in P[1][1], all of its three neighbors (left, up, left-up) should be non-zero, right? In this case, the left-up neighbor P[0][0] = 0, so P[1][1] can only be 1, which means that it contains the square of itself.

如果矩阵中出现1，则检查该点的左上，左，上的情况。

选择三者中最小的+1，即为以该点为右下角的最大正方形的边长。

Now you are near the solution. In fact, P[i][j] = min(P[i - 1][j], P[i][j - 1], P[i - 1][j - 1]) + 1 in this case.

Taking all these together, we have the following state equations.

1. P[0][j] = matrix[0][j] (topmost row);
2. P[i][0] = matrix[i][0] (leftmost column);
3. For i > 0 and j > 0: if matrix[i][j] = 0, P[i][j] = 0; if matrix[i][j] = 1, P[i][j] = min(P[i - 1][j], P[i][j - 1], P[i - 1][j - 1]) + 1.

Putting them into codes, and maintain a variable maxsize to record the maximum size of the square we have seen, we have the following (unoptimized) solution.

int maximalSquare(vector<vector<char>>& matrix) {

int m = matrix.size();

if (!m) return 0;

int n = matrix[0].size();

vector<vector<int> > size(m, vector<int>(n, 0));

int maxsize = 0;

for (int j = 0; j < n; j++) {

size[0][j] = matrix[0][j] - '0';

maxsize = max(maxsize, size[0][j]);

}

for (int i = 1; i < m; i++) {

size[i][0] = matrix[i][0] - '0';

maxsize = max(maxsize, size[i][0]);

}

for (int i = 1; i < m; i++) {

for (int j = 1; j < n; j++) {

if (matrix[i][j] == '1') {

size[i][j] = min(size[i - 1][j - 1], min(size[i - 1][j], size[i][j - 1])) + 1;

maxsize = max(maxsize, size[i][j]);

}

}

}

return maxsize \* maxsize;

}

Now let's try to optimize the above solution. As can be seen, each time when we update size[i][j], we only need size[i][j - 1], size[i - 1][j - 1] (at the previous left column) and size[i - 1][j] (at the current column). So we do not need to maintain the full m\*n matrix. In fact, keeping two columns is enough. Now we have the following optimized solution.

int maximalSquare(vector<vector<char>>& matrix) {

int m = matrix.size();

if (!m) return 0;

int n = matrix[0].size();

vector<int> pre(m, 0);

vector<int> cur(m, 0);

int maxsize = 0;

for (int i = 0; i < m; i++) {

pre[i] = matrix[i][0] - '0';

maxsize = max(maxsize, pre[i]);

}

for (int j = 1; j < n; j++) {

cur[0] = matrix[0][j] - '0';

maxsize = max(maxsize, cur[0]);

for (int i = 1; i < m; i++) {

if (matrix[i][j] == '1') {

cur[i] = min(cur[i - 1], min(pre[i - 1], pre[i])) + 1;

maxsize = max(maxsize, cur[i]);

}

}

swap(pre, cur);

fill(cur.begin(), cur.end(), 0);

}

return maxsize \* maxsize;

}

Now you see the solution is finished? In fact, it can still be optimized! In fact, we need not maintain two vectors and one is enough. If you want to explore this idea, please refer to the answers provided by @stellari below. Moreover, in the code above, we distinguish between the 0-th row and other rows since the 0-th row has no row above it. In fact, we can make all the m rows the same by padding a 0 row on the top (in the following code, we pad a 0 on top of dp). Finally, we will have the following short code :) If you find it hard to understand, try to run it using your pen and paper and notice how it realizes what the two-vector solution does using only one vector.

int maximalSquare(vector<vector<char>>& matrix) {

if (matrix.empty()) return 0;

int m = matrix.size(), n = matrix[0].size();

vector<int> dp(m + 1, 0);

int maxsize = 0, pre = 0;

for (int j = 0; j < n; j++) {

for (int i = 1; i <= m; i++) {

int temp = dp[i];

if (matrix[i - 1][j] == '1') {

dp[i] = min(dp[i], min(dp[i - 1], pre)) + 1;

maxsize = max(maxsize, dp[i]);

}

else dp[i] = 0;

pre = temp;

}

}

return maxsize \* maxsize;

}

This solution, since posted, has been suggested various improvements by kind people. For a more comprehensive collection of the solutions, please visit [my technical blog](http://www.cnblogs.com/jcliBlogger/p/4548751.html).

public int maximalSquare(char[][] a) {

if(a.length == 0) return 0;

int m = a.length, n = a[0].length, result = 0;

int[][] b = new int[m+1][n+1];

for (int i = 1 ; i <= m; i++) {

for (int j = 1; j <= n; j++) {

if(a[i-1][j-1] == '1') {

b[i][j] = Math.min(Math.min(b[i][j-1] , b[i-1][j-1]), b[i-1][j]) + 1;

result = Math.max(b[i][j], result); // update result

}

}

}

return result\*result;

}

Logic :

Top, Left, and Top Left decides the size of the square. If all of them are same, then the size of square increases by 1. If they're not same, they can increase by 1 to the minimal square. If you take an example and work it out, it'll be much easier to understand when it comes to dynamic programing. :)

public int maximalSquare(char[][] a) {

if (a == null || a.length == 0 || a[0].length == 0)

return 0;

int max = 0, n = a.length, m = a[0].length;

// dp(i, j) represents the length of the square

// whose lower-right corner is located at (i, j)

// dp(i, j) = min{ dp(i-1, j-1), dp(i-1, j), dp(i, j-1) }

int[][] dp = new int[n + 1][m + 1];

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= m; j++) {

if (a[i - 1][j - 1] == '1') {

dp[i][j] = Math.min(dp[i - 1][j - 1], Math.min(dp[i - 1][j], dp[i][j - 1])) + 1;

max = Math.max(max, dp[i][j]);

}

}

}

// return the area

return max \* max;

}

### Decode Ways

Total Accepted: **66217** Total Submissions: **379888** Difficulty: **Medium**

A message containing letters from A-Z is being encoded to numbers using the following mapping:

'A' -> 1

'B' -> 2

...

'Z' -> 26

Given an encoded message containing digits, determine the total number of ways to decode it.

For example,  
Given encoded message "12", it could be decoded as "AB" (1 2) or "L" (12).

The number of ways decoding "12" is 2.

public class Solution {

public int numDecodings(String s) {

int n = s.length();

if (n == 0) return 0;

int[] memo = new int[n+1];

memo[n] = 1;

memo[n-1] = s.charAt(n-1) != '0' ? 1 : 0;

for (int i = n - 2; i >= 0; i--)

if (s.charAt(i) == '0') continue;

else memo[i] = (Integer.parseInt(s.substring(i,i+2))<=26) ? memo[i+1]+memo[i+2] : memo[i+1];

return memo[0];

}

}

int numDecodings(string s) {

if (!s.size() || s.front() == '0') return 0;

// r2: decode ways of s[i-2] , r1: decode ways of s[i-1]

int r1 = 1, r2 = 1;

for (int i = 1; i < s.size(); i++) {

// zero voids ways of the last because zero cannot be used separately

if (s[i] == '0') r1 = 0;

// possible two-digit letter, so new r1 is sum of both while new r2 is the old r1

if (s[i - 1] == '1' || s[i - 1] == '2' && s[i] <= '6') {

r1 = r2 + r1;

r2 = r1 - r2;

}

// one-digit letter, no new way added

else {

r2 = r1;

}

}

return r1;

}

和我的做法类似，不过我没有考虑好10的问题。下面这个处理比较清晰。

在当前数字dp[i]，如果是1到9之间，则可与其前面数字dp[i-1]组成一种解密方式。如果是0，则这种方式不成立。

在当前数字dp[i]，如果与前面一个数字，可组成10到26之间的数字，则可与其前面数字dp[i-2]组成一种解密方式。

I used a dp array of size n + 1 to save subproblem solutions. dp[0] means an empty string will have one way to decode, dp[1] means the way to decode a string of size 1. I then check one digit and two digit combination and save the results along the way. In the end, dp[n] will be the end result.

public class Solution {

public int numDecodings(String s) {

if(s == null || s.length() == 0) {

return 0;

}

int n = s.length();

int[] dp = new int[n+1];

dp[0] = 1;

dp[1] = s.charAt(0) != '0' ? 1 : 0;

for(int i = 2; i <= n; i++) {

int first = Integer.valueOf(s.substring(i-1, i));

int second = Integer.valueOf(s.substring(i-2, i));

if(first >= 1 && first <= 9) {

dp[i] += dp[i-1];

}

if(second >= 10 && second <= 26) {

dp[i] += dp[i-2];

}

}

return dp[n];

}

}

There is 1 way to decoding "", the decoding result is "".

Agree. For those abnormal input, also need to return 0, like '2002', '0123' and '3021'

### Best Time to Buy and Sell Stock

Total Accepted: **93360** Total Submissions: **260141** Difficulty: **Medium**

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

If you were only permitted to complete at most one transaction (ie, buy one and sell one share of the stock), design an algorithm to find the maximum profit.

**我的做法。维护数组到当前为止的最小值，同时不断更新最大值。有点类似于Maximum Subarray**

public int maxProfit(int[] prices) {

if(prices==null || prices.length==0) return 0;

int min=prices[0];

int max=0;

for(int i=1;i<prices.length;i++)

{

max=Math.max(max,prices[i]-min);

min=Math.min(min,prices[i]);

}

return max;

}

int maxProfit(vector<int> &prices) {

int maxPro = 0;

int minPrice = INT\_MAX;

for(int i = 0; i < prices.size(); i++){

minPrice = min(minPrice, prices[i]);

maxPro = max(maxPro, prices[i] - minPrice);

}

return maxPro;

}

minPrice is the minimum price from day 0 to day i. And maxPro is the maximum profit we can get from day 0 to day i.

How to get maxPro? Just get the larger one between current maxPro and prices[i] - minPrice.

**Kadane's Algorithm - Since no one has mentioned about this so far :) (In case if interviewer twists the input)**

The logic to solve this problem is same as "max subarray problem" using Kadane's Algorithm. Since no body has mentioned this so far, I thought it's a good thing for everybody to know.

All the straight forward solution should work, but if the interviewer twists the question slightly by giving the ***difference array of prices***, Ex: for {1, 7, 4, 11}, if he gives {0, 6, -3, 7}, you might end up being confused.

Here, the logic is to calculate the difference (maxCur += prices[i] - prices[i-1]) of the original array, and find a contiguous subarray giving maximum profit. If the difference falls below 0, reset it to zero.

public int maxProfit(int[] prices) {

int maxCur = 0, maxSoFar = 0;

for(int i = 1; i < prices.length; i++) {

maxCur = Math.max(0, maxCur += prices[i] - prices[i-1]);

maxSoFar = Math.max(maxCur, maxSoFar);

}

return maxSoFar;

}

\*maxCur = current maximum value

\*maxSoFar = maximum value found so far

### Best Time to Buy and Sell Stock II（贪心）

Total Accepted: **83043** Total Submissions: **197519** Difficulty: **Medium**

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times). However, you may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).

**我的做法：用sum记录单次上升的最大差值。当数值回落时，将上一轮的sum累加，sum清0.最后再累加sum。（sum没啥必要）**

public int maxProfit(int[] prices) {

if(prices==null || prices.length==0) return 0;

int res=0,sum=0;//sum表示单次的最大差值

for(int i=1;i<prices.length;i++)

{

if(prices[i]>prices[i-1]) sum+=prices[i]-prices[i-1];

else

{

res+=sum;

sum=0;

}

}

res+=sum;

return res;

}

**这个写法不错。**

public class Solution {

public int maxProfit(int[] prices) {

int total = 0;

for (int i=0; i< prices.length-1; i++) {

if (prices[i+1]>prices[i]) total += prices[i+1]-prices[i];

}

return total;

}

A simple code like this. The designer of this question must thought of something too complicated.

This is like accumulating the profit I get every day. Although this alg. by pass the exact days I buy and sell, but it answers the max profit I potentially get

First we post the code here.

int maxProfit(vector<int> &prices) {

int ret = 0;

for (size\_t p = 1; p < prices.size(); ++p)

ret += max(prices[p] - prices[p - 1], 0);

return ret;

}

Second, suppose the first sequence is "a <= b <= c <= d", the profit is "d - a = (b - a) + (c - b) + (d - c)" without a doubt. And suppose another one is "a <= b >= b' <= c <= d", the profit is not difficult to be figured out as "(b - a) + (d - b')". So you just target at monotone sequences.

Hi guys!

The greedy pair-wise approach mentioned in other posts is great for this problem indeed, but if we're not allowed to buy and sell stocks within the same day it can't be applied (logically, of course; the answer will be the same). Actually, the straight-forward way of finding next local minimum and next local maximum is not much more complicated, so, just for the sake of having an alternative I share the code in Java for such case.

public int maxProfit(int[] prices) {

int profit = 0, i = 0;

while (i < prices.length) {

// find next local minimum

while (i < prices.length-1 && prices[i+1] <= prices[i]) i++;

int min = prices[i++]; // need increment to avoid infinite loop for "[1]"

// find next local maximum

while (i < prices.length-1 && prices[i+1] >= prices[i]) i++;

profit += i < prices.length ? prices[i++] - min : 0;

}

return profit;

}

Happy coding!

**Best Time to Buy and Sell Stock with Cooldown**

Total Accepted: **12603** Total Submissions: **34457** Difficulty: **Medium**

Say you have an array for which the *i*th element is the price of a given stock on day *i*.

Design an algorithm to find the maximum profit. You may complete as many transactions as you like (ie, buy one and sell one share of the stock multiple times) with the following restrictions:

* You may not engage in multiple transactions at the same time (ie, you must sell the stock before you buy again).
* After you sell your stock, you cannot buy stock on next day. (ie, cooldown 1 day)

**Example:**

prices = [1, 2, 3, 0, 2]

maxProfit = 3

transactions = [buy, sell, cooldown, buy, sell]

The series of problems are typical dp. The key for dp is to find the variables to represent the states and deduce the transition function.

Of course one may come up with a O(1) space solution directly, but I think it is better to be generous when you think and be greedy when you implement.

The natural states for this problem is the **3 possible transactions : buy, sell, rest.** Here rest means no transaction on that day (aka cooldown).

Then the transaction sequences can end with any of these three states.

For each of them we make an array, buy[n], sell[n] and rest[n].

buy[i] means before day i what is the maxProfit for any sequence end with buy.

sell[i] means before day i what is the maxProfit for any sequence end with sell.

rest[i] means before day i what is the maxProfit for any sequence end with rest.

Then we want to deduce the transition functions for buy sell and rest. By definition we have:

buy[i] = max(rest[i-1]-price, buy[i-1])

sell[i] = max(buy[i-1]+price, sell[i-1])

rest[i] = max(sell[i-1], buy[i-1], rest[i-1])

Where price is the price of day i. All of these are very straightforward. They simply represents :

(1) We have to `rest` before we `buy` and

(2) we have to `buy` before we `sell`

One tricky point is how do you make sure you sell before you buy, since from the equations it seems that [buy, rest, buy] is entirely possible.

Well, the answer lies within the fact that buy[i] <= rest[i] which means rest[i] = max(sell[i-1], rest[i-1]). That made sure [buy, rest, buy] is never occurred.

A further observation is that and rest[i] <= sell[i] is also true therefore

rest[i] = sell[i-1]

Substitute this in to buy[i] we now have 2 functions instead of 3:

buy[i] = max(sell[i-2]-price, buy[i-1])

sell[i] = max(buy[i-1]+price, sell[i-1])

This is better than 3, but

**we can do even better**

Since states of day i relies only on i-1 and i-2 we can reduce the O(n) space to O(1). And here we are at our final solution:

**Java**

public int maxProfit(int[] prices) {

int sell = 0, prev\_sell = 0, buy = Integer.MIN\_VALUE, prev\_buy;

for (int price : prices) {

prev\_buy = buy;

buy = Math.max(prev\_sell - price, prev\_buy);

prev\_sell = sell;

sell = Math.max(prev\_buy + price, prev\_sell);

}

return sell;

}

Hi,

I just come across this problem, and it's very frustating since I'm bad at DP.

So I just draw all the actions that can be done.

Here is the drawing (Feel like an elementary ...)
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There are three states, according to the action that you can take.

Hence, from there, you can now the profit at a state at time i as:

s0[i] = max(s0[i - 1], s2[i - 1]); // Stay at s0, or rest from s2

s1[i] = max(s1[i - 1], s0[i - 1] - prices[i]); // Stay at s1, or buy from s0

s2[i] = s1[i - 1] + prices[i]; // Only one way from s1

Then, you just find the maximum of s0[n] and s2[n], since they will be the maximum profit we need (No one can buy stock and left with more profit that sell right :) )

Define base case:

s0[0] = 0; // At the start, you don't have any stock if you just rest

s1[0] = -prices[0]; // After buy, you should have -prices[0] profit. Be positive!

s2[0] = INT\_MIN; // Lower base case

Here is the code :D

class Solution {

public:

int maxProfit(vector<int>& prices){

if (prices.size() <= 1) return 0;

vector<int> s0(prices.size(), 0);

vector<int> s1(prices.size(), 0);

vector<int> s2(prices.size(), 0);

s1[0] = -prices[0];

s0[0] = 0;

s2[0] = INT\_MIN;

for (int i = 1; i < prices.size(); i++) {

s0[i] = max(s0[i - 1], s2[i - 1]);

s1[i] = max(s1[i - 1], s0[i - 1] - prices[i]);

s2[i] = s1[i - 1] + prices[i];

}

return max(s0[prices.size() - 1], s2[prices.size() - 1]);

}

};

**下面这个比较好理解。确定每天可以有哪些状态结束：卖，买，休息。**

**关键在于卖买之间的关系转移**

Here I share my no brainer weapon when it comes to this kind of problems.

**1. Define States**

To represent the decision at index i:

* buy[i]: Max profit till index i. The series of transaction is ending with a **buy**.
* sell[i]: Max profit till index i. The series of transaction is ending with a **sell**.

To clarify:

* Till index i, the **buy / sell** action must happen and must be the **last action**. It may not happen at index i. It may happen at i - 1, i - 2, ... 0.
* In the end n - 1, return sell[n - 1]. Apparently we cannot finally end up with a buy. In that case, we would rather take a rest at n - 1.
* For special case no transaction at all, classify it as sell[i], so that in the end, we can still return sell[n - 1]. Thanks @alex153 @kennethliaoke @anshu2.

**2. Define Recursion**

* buy[i]: To make a decision whether to buy at i, we either take a rest, by just using the old decision at i - 1, or sell at/before i - 2, then buy at i, We cannot sell at i - 1, then buy at i, because of **cooldown**.
* sell[i]: To make a decision whether to sell at i, we either take a rest, by just using the old decision at i - 1, or buy at/before i - 1, then sell at i.

So we get the following formula:

buy[i] = Math.max(buy[i - 1], sell[i - 2] - prices[i]);

sell[i] = Math.max(sell[i - 1], buy[i - 1] + prices[i]);

**3. Optimize to O(1) Space**

DP solution only depending on i - 1 and i - 2 can be optimized using O(1) space.

* Let b2, b1, b0 represent buy[i - 2], buy[i - 1], buy[i]
* Let s2, s1, s0 represent sell[i - 2], sell[i - 1], sell[i]

Then arrays turn into Fibonacci like recursion:

b0 = Math.max(b1, s2 - prices[i]);

s0 = Math.max(s1, b1 + prices[i]);

**4. Write Code in 5 Minutes**

First we define the initial states at i = 0:

* We can buy. The max profit at i = 0 ending with a **buy** is -prices[0].
* We cannot sell. The max profit at i = 0 ending with a **sell** is 0.

Here is my solution. Hope it helps!

public int maxProfit(int[] prices) {

if(prices == null || prices.length <= 1) return 0;

int b0 = -prices[0], b1 = b0;

int s0 = 0, s1 = 0, s2 = 0;

for(int i = 1; i < prices.length; i++) {

b0 = Math.max(b1, s2 - prices[i]);

s0 = Math.max(s1, b1 + prices[i]);

b1 = b0; s2 = s1; s1 = s0;

}

return s0;

}

Define:

profit1[i] = max profit on day i if I sell

profit2[i] = max profit on day i if I do nothing

How will those profits on day i+1 relate to profits on day i ?

1. profit1[i+1] means I must sell on day i+1, and there are 2 cases:

a. If I just sold on day i, then I have to buy again on day i and sell on day i+1

b. If I did nothing on day i, then I have to buy today and sell today

Taking both cases into account, profit1[i+1] = max(profit1[i]+prices[i+1]-prices[i], profit2[i])

2. profit2[i+1] means I do nothing on day i+1, so it will be max(profit1[i], profit2[i])

And the code:

public int maxProfit(int[] prices) {

int profit1=0, profit2=0;

for(int i=1; i<prices.length; i++){

int copy=profit1;

profit1=Math.max(profit1+prices[i]-prices[i-1], profit2);

profit2=Math.max(copy, profit2);

}

return Math.max(profit1, profit2);

}

### #1137 : Recruitment

时间限制:10000ms

单点时限:1000ms

内存限制:256MB

|  |
| --- |
|  |

A company plans to recruit some new employees. There are N candidates (indexed from 1 to N) have taken the recruitment examination. After the examination, the well-estimated ability value as well as the expected salary per year of each candidate is collected by the Human Resource Department.

Now the company need to choose their new employees according to these data. To maximize the company's benefits, some principles should be followed:

1. There should be exactly X males and Y females.

2. The sum of salaries per year of the chosen candidates should not exceed the given budget B.

3. The sum of ability values of the chosen candidates should be maximum, without breaking the previous principles. Based on this, the sum of the salary per year should be minimum.

4. If there are multiple answers, choose the lexicographically smallest one. In other words, you should minimize the smallest index of the chosen candidates; If there are still multiple answers, then minimize the second smallest index; If still multiple answers, then minimize the third smallest one; ...

Your task is to help the company choose the new employees from those candidates.

输入

The first line contains four integers N, X, Y, and B, separated by a single space. The meanings of all these variables are showed in the description above. 1 <= N <= 100, 0 <= X <= N, 0 <= Y <= N, 1 <= X + Y <= N, 1 <= B <= 1000.

Then follows N lines. The i-th line contains the data of the i-th candidate: a character G, and two integers V and S, separated by a single space. G indicates the gender (either "M" for male, or "F" for female), V is the well-estimated ability value and S is the expected salary per year of this candidate. 1 <= V <= 10000, 0 <= S <= 10.

We assure that there is always at least one possible answer.

输出

On the first line, output the sum of ability values and the sum of salaries per year of the chosen candidates, separated by a single space.

On the second line, output the indexes of the chosen candidates in ascending order, separated by a single space.

样例输入

4 1 1 10

F 2 3

M 7 6

M 3 2

F 9 9

样例输出

9 9

1 2

大意是：

有N个应聘者，分别知道他们的价值V，期望薪水S，以及性别。招聘要求是：男X名，女Y名，总预算B（即期望薪水之和不能超过B），如何使总价值最大？

思路

很容易想到，这题是01背包问题的一个变体。基本思路是分别对男、女集合做01背包。几个难点：

* 男、女分开的预算不知道，只有一个总的预算，怎么办？——把B作为总预算，然而DP的结果其实是包含0~B各个情况的，所以我们可以通过一个B\*B的循环，枚举（0, 0）,（0, 1）……（B, B）所有的预算分配方式，找出价值最大的。
* 男女人数必须为X，Y——这也看作一个限制条件：每个人的代价是1。所以这里的动归其实是三维的。
* 输出的不仅是总价值还要具体方案——这个很复杂，必须回溯。回溯意味着要保存下DP的所有过程，要么直接开三维数组（不压缩），要么用二维数组、但是额外用一个布尔型三维数组保存每次的处理方式（选择该人还是不选）

**DP初始子问题的设定非常重要！！**初始子问题的行（设为0）或不行（设为一个负数，例如-1000000000）将决定整个DP过程，这对所有背包问题都适用。本题中，我们设定：男女人数必须是恰好相等的，所以人数k > 0的初始子问题被初始化为-1000000000；总预算不一定要恰好，因为我们后期反正还会选出总预算最小的。

代码

#include <vector>

#include <algorithm>

#include <iostream>

#include <climits>

using namespace std;

int N, B;

char G;

struct FM {

int n;

int no[100];

int value[100];

int cost[100];

int dp[1024][101];

bool select[1024][1024][101];

int limit;

} mm, gg;

void zero\_one\_pack(struct FM& fm) {

for (int i = 0; i <= B; i++)

for (int j = 0; j <= fm.limit; j++)

fm.dp[i][j] = -1000000000;

fm.dp[0][0] = 0;

for (int i = fm.n - 1; i >= 0; i--) {

for (int j = B; j >= fm.cost[i]; j--) {

for (int k = fm.limit; k >= 1; k--) {

int value = fm.dp[j - fm.cost[i]][k - 1] + fm.value[i];

if (value >= fm.dp[j][k]) {

fm.dp[j][k] = value;

fm.select[i][j][k] = true;

}

}

}

}

}

vector<int> seq;

bool get\_result(struct FM &fm, int s, int k, int i) {

if (s == 0 && k == 0) return true;

for (; i < fm.n; i++) {

if (fm.select[i][s][k]) {

seq.push\_back(fm.no[i]);

if (get\_result(fm, s - fm.cost[i], k - 1, i + 1)) return true;

seq.pop\_back();

}

}

}

vector<int> merge(vector<int> &a, vector<int> &b) {

vector<int> result;

int i = 0, j = 0;

while (i < a.size() && j < b.size()) {

if (a[i] < b[j]) {

result.push\_back(a[i++]);

}

else {

result.push\_back(b[j++]);

}

}

while (i < a.size()) result.push\_back(a[i++]);

while (j < b.size()) result.push\_back(b[j++]);

return result;

}

int main() {

scanf("%d %d %d %d", &N, &gg.limit, &mm.limit, &B);

for (int i = 1; i <= N; i++) {

scanf("%c", &G);

if (G == 'F') {

int j = mm.n++;

scanf("%d %d", &mm.value[j], &mm.cost[j]);

mm.no[j] = i;

}

else if (G == 'M') {

int j = gg.n++;

scanf("%d %d", &gg.value[j], &gg.cost[j]);

gg.no[j] = i;

}

else {

i--;

continue;

}

}

zero\_one\_pack(mm);

zero\_one\_pack(gg);

int max\_value = -1, min\_cost = INT\_MAX;

vector<pair<int, int>> ijs;

for (int i = 0; i <= B; i++) {

for (int j = 0; j <= B - i; j++) {

int value = gg.dp[i][gg.limit] + mm.dp[j][mm.limit];

if (value >= max\_value) {

if (value > max\_value || i + j < min\_cost) {

max\_value = value;

min\_cost = i + j;

ijs.clear();

ijs.push\_back(pair<int, int>(i, j));

}

else if (i + j == min\_cost) {

ijs.push\_back(pair<int, int>(i, j));

}

}

}

}

printf("%d %d\n", max\_value, min\_cost);

vector<int> candidate(1, INT\_MAX);

for (auto &ij : ijs) {

seq.clear();

get\_result(gg, ij.first, gg.limit, 0);

auto rgg = seq;

seq.clear();

get\_result(mm, ij.second, mm.limit, 0);

auto rmm = seq;

auto merged = merge(rgg, rmm);

if (merged < candidate) candidate = merged;

}

for (int i = 0; i < candidate.size(); i++) {

printf("%d%c", candidate[i], i == candidate.size() - 1 ? '\n' : ' ');

}

}

### House Robber

Total Accepted: **63564** Total Submissions: **187097** Difficulty: **Easy**

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security system connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**我的做法（只需要考虑该房子是否需要抢，根据前面状态可以推得）🡪空间可以转换成O（1）**

**public int rob(int[] nums) {**

**if(nums==null || nums.length==0) return 0;**

**int[] dp=new int[nums.length];**

**dp[0]=nums[0];**

**if(nums.length>1) dp[1]=Math.max(nums[0],nums[1]);**

**//System.out.println(dp[1]);**

**for(int i=2;i<nums.length;i++)**

**{**

**dp[i]=Math.max(dp[i-2]+nums[i],dp[i-1]);**

**//System.out.println(dp[i]);**

**}**

**return dp[nums.length-1];**

**}**

#define max(a, b) ((a)>(b)?(a):(b))

int rob(int num[], int n) {

int a = 0;

int b = 0;

for (int i=0; i<n; i++)

{

if (i%2==0)

{

a = max(a+num[i], b);

}

else

{

b = max(a, b+num[i]);

}

}

return max(a, b);

}

public int rob(int[] num) {

int[][] dp = new int[num.length + 1][2];

for (int i = 1; i <= num.length; i++) {

dp[i][0] = Math.max(dp[i - 1][0], dp[i - 1][1]);

dp[i][1] = num[i - 1] + dp[i - 1][0];

}

return Math.max(dp[num.length][0], dp[num.length][1]);

}

dp[i][1] means we rob the current house and dp[i][0] means we don't,

这样的写法好

so it is easy to convert this to O(1) space

public int rob(int[] num) {

int prevNo = 0;

int prevYes = 0;

for (int n : num) {

int temp = prevNo;

prevNo = Math.max(prevNo, prevYes);

prevYes = n + temp;

}

return Math.max(prevNo, prevYes);

}

**JAVA DP Solution, O(n) runtime and O(1) space, with inline comment**

public int rob(int[] num) {

int rob = 0; //max monney can get if rob current house

int notrob = 0; //max money can get if not rob current house

for(int i=0; i<num.length; i++) {

int currob = notrob + num[i]; //if rob current value, previous house must not be robbed

notrob = Math.max(notrob, rob); //if not rob ith house, take the max value of robbed (i-1)th house and not rob (i-1)th house

rob = currob;

}

return Math.max(rob, notrob);

}

### House Robber II

Total Accepted: **25908** Total Submissions: **85272** Difficulty: **Medium**

**Note:** This is an extension of [House Robber](https://leetcode.com/problems/house-robber/).

After robbing those houses on that street, the thief has found himself a new place for his thievery so that he will not get too much attention. This time, all houses at this place are **arranged in a circle.** That means the first house is the neighbor of the last one. Meanwhile, the security system for these houses remain the same as for those in the previous street.

Given a list of non-negative integers representing the amount of money of each house, determine the maximum amount of money you can rob tonight **without alerting the police**.

**我的做法是运用两次搜索。**

**第一种情况，第一个房子抢，则第二个和最后一个房子不能抢，则剩下的房子搜索。**

**第二种情况，第一个房子不抢，则剩下的所有房子搜索（按前一题的方法）**

**其实即，不抢第一个房子和不抢第二个房子两种情况**

**public int rob(int[] nums) {**

**if(nums==null || nums.length==0) return 0;**

**//int[] dp=new int[nums.length];**

**//if(nums.length>1) dp[1]=nums[0];**

**int prevYes=0,prevNo=0;**

**for(int i=2;i<nums.length-1;i++)**

**{**

**int temp=prevNo;**

**prevNo=Math.max(prevNo,prevYes);**

**prevYes=temp+nums[i];**

**}**

**int res=nums[0]+Math.max(prevNo, prevYes);**

**prevYes=0;**

**prevNo=0;**

**for(int i=1;i<nums.length;i++)**

**{**

**int temp=prevNo;**

**prevNo=Math.max(prevNo,prevYes);**

**prevYes=temp+nums[i];**

**}**

**res=Math.max(res,Math.max(prevNo, prevYes));**

**return res;**

**}**

Since this question is a follow-up to House Robber, we can assume we already have a way to solve the simpler question, i.e. given a 1 row of house, we know how to rob them. So we already have such a helper function. We modify it a bit to rob a given range of houses.

private int rob(int[] num, int lo, int hi) {

int include = 0, exclude = 0;

for (int j = lo; j <= hi; j++) {

int i = include, e = exclude;

include = e + num[j];

exclude = Math.max(e, i);

}

return Math.max(include, exclude);

}

Now the question is how to rob a circular row of houses. It is a bit complicated to solve like the simpler question. It is because in the simpler question whether to rob *num[lo]* is entirely our choice. But, it is now constrained by whether *num[hi]* is robbed.

However, since we already have a nice solution to the simpler problem. We do not want to throw it away. Then, it becomes how can we reduce this problem to the simpler one. Actually, extending from the logic that if house i is not robbed, then you are free to choose whether to rob house i + 1, you can break the circle by assuming a house is not robbed.

For example, 1 -> 2 -> 3 -> 1 becomes 2 -> 3 if 1 is not robbed.

Since every house is either robbed or not robbed and at least half of the houses are not robbed, the solution is simply the larger of two cases with consecutive houses, i.e. house i not robbed, break the circle, solve it, or house i + 1 not robbed. Hence, the following solution. I chose i = n and i + 1 = 0 for simpler coding. But, you can choose whichever two consecutive ones.

public int rob(int[] nums) {

if (nums.length == 1) return nums[0];

return Math.max(rob(nums, 0, nums.length - 2), rob(nums, 1, nums.length - 1));

}

This problem is a little tricky at first glance. However, if you have finished the **House Robber** problem, this problem can simply be **decomposed into two House Robber problems**. Suppose there are n houses, since house 0 and n - 1 are now neighbors, we cannot rob them together and thus the solution is now the maximum of

1. Rob houses 0 to n - 2;
2. Rob houses 1 to n - 1.

The code is as follows. Some edge cases (n < 2) are handled explicitly.

class Solution {

public:

int rob(vector<int>& nums) {

int n = nums.size();

if (n < 2) return n ? nums[0] : 0;

return max(robber(nums, 0, n - 2), robber(nums, 1, n - 1));

}

private:

int robber(vector<int>& nums, int l, int r) {

int pre = 0, cur = 0;

for (int i = l; i <= r; i++) {

int temp = max(pre + nums[i], cur);

pre = cur;

cur = temp;

}

return cur;

}

};

**这个写的比较清晰**

**Twice pass:**

1. **not rob nums[n-1]**
2. **not rob nums[0]**

and the other is same as [House Robber](https://leetcode.com/problems/house-robber/).

int rob(vector<int>& nums)

{

if(nums.size() == 0)

return 0;

if(nums.size() == 1)

return nums[0];

int pre1 = 0, cur1 = 0;

for(int i = 0; i < nums.size() - 1; ++ i)

{

int temp = pre1;

pre1 = cur1;

cur1 = max(temp + nums[i], pre1);

}

int pre2 = 0, cur2 = 0;

for(int i = 1; i < nums.size(); ++ i)

{

int temp = pre2;

pre2 = cur2;

cur2 = max(temp + nums[i], pre2);

}

return max(cur1, cur2);

}

### Unique Paths

Total Accepted: **83829** Total Submissions: **232784** Difficulty: **Medium**

A robot is located at the top-left corner of a *m* x *n* grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?
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Above is a 3 x 7 grid. How many possible unique paths are there?

**Note:** *m* and *n* will be at most 100.
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**我的做法，注意边界处理时，不用考虑大于边界长（否则0的情况会有问题）**

**public int uniquePaths(int m, int n) {**

**int[][] dp=new int[m][n];**

**for(int i=0;i<m;i++)**

**Arrays.fill(dp[i],Integer.MAX\_VALUE);**

**dp[0][0]=1;**

**return uniquePaths(dp,m-1,n-1);**

**}**

**public int uniquePaths(int[][]dp,int m, int n) {**

**if(m<0 || n<0) return 0;**

**if(dp[m][n]!=Integer.MAX\_VALUE) return dp[m][n];**

**dp[m][n]=uniquePaths(dp,m-1,n)+uniquePaths(dp,m,n-1);**

**//System.out.println(dp[m][n]);**

**return dp[m][n];**

**}**

**My AC solution using formula**

Binomial coefficient:

class Solution {

public:

int uniquePaths(int m, int n) {

int N = n + m - 2;// how much steps we need to do

int k = m - 1; // number of steps that need to go down

double res = 1;

// here we calculate the total possible path number

// Combination(N, k) = n! / (k!(n - k)!)

// reduce the numerator and denominator and get

// C = ( (n - k + 1) \* (n - k + 2) \* ... \* n ) / k!

for (int i = 1; i <= k; i++)

res = res \* (N - k + i) / i;

return (int)res;

}

};

First of all you should understand that we need to do n + m - 2 movements : m - 1 down, n - 1 right, because we start from cell (1, 1).

Secondly, the path it is the sequence of movements( go down / go right), therefore we can say that two paths are different when there is i-th (1 .. m + n - 2) movement in path1 differ i-th movement in path2.

So, how we can build paths. Let's choose (n - 1) movements(number of steps to the right) from (m + n - 2), and rest (m - 1) is (number of steps down).

I think now it is obvious that count of different paths are all combinations (n - 1) movements from (m + n-2).

This is a fundamental DP problem. First of all, let's make some observations.

Since the robot can only move right and down, when it arrives at a point, there are only two possibilities:

1. It arrives at that point from above (moving down to that point);
2. It arrives at that point from left (moving right to that point).

Thus, we have the following state equations: suppose the number of paths to arrive at a point (i, j) is denoted as P[i][j], it is easily concluded that P[i][j] = P[i - 1][j] + P[i][j - 1].

The boundary conditions of the above equation occur at the leftmost column (P[i][j - 1] does not exist) and the uppermost row (P[i - 1][j] does not exist). These conditions can be handled by initialization (pre-processing) --- initialize P[0][j] = 1, P[i][0] = 1 for all valid i, j. Note the initial value is 1 instead of 0!

Now we can write down the following (unoptimized) code.

**这个写法不错**

class Solution {

int uniquePaths(int m, int n) {

vector<vector<int> > path(m, vector<int> (n, 1));

for (int i = 1; i < m; i++)

for (int j = 1; j < n; j++)

path[i][j] = path[i - 1][j] + path[i][j - 1];

return path[m - 1][n - 1];

}

};

As can be seen, the above solution runs in O(n^2) time and costs O(m\*n) space. However, you may have observed that each time when we update path[i][j], we only need path[i - 1][j] (at the same column) and path[i][j - 1] (at the left column). So it is enough to maintain two columns (the current column and the left column) instead of maintaining the full m\*n matrix. Now the code can be optimized to have O(min(m, n)) space complexity.

class Solution {

int uniquePaths(int m, int n) {

if (m > n) return uniquePaths(n, m);

vector<int> pre(m, 1);

vector<int> cur(m, 1);

for (int j = 1; j < n; j++) {

for (int i = 1; i < m; i++)

cur[i] = cur[i - 1] + pre[i];

swap(pre, cur);

}

return pre[m - 1];

}

};

Further inspecting the above code, we find that keeping two columns is used to recover pre[i], which is just cur[i] before its update. So there is even no need to use two vectors and one is just enough. Now the space is further saved and the code also gets much shorter.

class Solution {

int uniquePaths(int m, int n) {

if (m > n) return uniquePaths(n, m);

vector<int> cur(m, 1);

for (int j = 1; j < n; j++)

for (int i = 1; i < m; i++)

cur[i] += cur[i - 1];

return cur[m - 1];

}

};

Well, till now, I guess you may even want to optimize it to O(1) space complexity since the above code seems to rely on only cur[i] and cur[i - 1]. You may think that 2 variables is enough? Well, it is not. Since the whole cur needs to be updated for n - 1 times, it means that all of its values need to be saved for next update and so two variables is not enough.

public class Solution {

public int uniquePaths(int m, int n) {

Integer[][] map = new Integer[m][n];

for(int i = 0; i<m;i++){

map[i][0] = 1;

}

for(int j= 0;j<n;j++){

map[0][j]=1;

}

for(int i = 1;i<m;i++){

for(int j = 1;j<n;j++){

map[i][j] = map[i-1][j]+map[i][j-1];

}

}

return map[m-1][n-1];

}

}

The assumptions are

1. When (n==0||m==0) the function always returns 1 since the robot can't go left or up.
2. For all other cells. The result = uniquePaths(m-1,n)+uniquePaths(m,n-1)

Therefore I populated the edges with 1 first and use DP to get the full 2-D array.

Please give any suggestions on improving the code.

### Unique Paths II

Total Accepted: **63248** Total Submissions: **216307** Difficulty: **Medium**

Follow up for "Unique Paths":

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and empty space is marked as 1 and 0 respectively in the grid.

For example,

There is one obstacle in the middle of a 3x3 grid as illustrated below.

[

[0,0,0],

[0,1,0],

[0,0,0]

]

The total number of unique paths is 2.

**Note:** *m* and *n* will be at most 100.

**我的做法在前一题的基础上，加上对障碍的判断**

**public int uniquePathsWithObstacles(int[][] obstacleGrid) {**

**if(obstacleGrid==null ||obstacleGrid.length==0) return 0;**

**int m=obstacleGrid.length;**

**int n=obstacleGrid[0].length;**

**int[][] dp=new int[m][n];**

**for(int i=0;i<m;i++)**

**Arrays.fill(dp[i],Integer.MAX\_VALUE);**

**if(obstacleGrid[0][0]=='1') return 0;**

**dp[0][0]=1;**

**return uniquePaths(obstacleGrid,dp,m-1,n-1);**

**}**

**public int uniquePaths(int[][] obstacleGrid, int[][]dp,int m, int n) {**

**if(m<0 || n<0 ||obstacleGrid[m][n]==1) return 0;**

**if(dp[m][n]!=Integer.MAX\_VALUE) return dp[m][n];**

**dp[m][n]=uniquePaths(obstacleGrid,dp,m-1,n)+uniquePaths(obstacleGrid,dp,m,n-1);**

**System.out.println("m:"+m+" "+"n:"+n+" "+dp[m][n]);**

**return dp[m][n];**

**}**

**my C++ Dp solution , very simple!**

just use dp to find the answer , if there is a obstacle at (i,j), then dp[i][j] = 0. time is O(n*m) , space is O(n*m) . here is my code:

**这个写法不错，注意初值**

class Solution {

public:

int uniquePathsWithObstacles(vector<vector<int> > &obstacleGrid) {

int m = obstacleGrid.size() , n = obstacleGrid[0].size();

vector<vector<int>> dp(m+1,vector<int>(n+1,0));

dp[0][1] = 1;//为求dp[1,1]作准备

for(int i = 1 ; i <= m ; ++i)

for(int j = 1 ; j <= n ; ++j)

if(!obstacleGrid[i-1][j-1])

dp[i][j] = dp[i-1][j]+dp[i][j-1];

return dp[m][n];

}

};

public int uniquePathsWithObstacles(int[][] obstacleGrid) {

int width = obstacleGrid[0].length;

int[] dp = new int[width];

dp[0] = 1;

for (int[] row : obstacleGrid) {

for (int j = 0; j < width; j++) {

if (row[j] == 1)

dp[j] = 0;

else if (j > 0)

dp[j] += dp[j - 1];

}

}

return dp[width - 1];

}

Well, this problem is similar to **Unique Paths**. The introduction of obstacles only changes the boundary conditions and make some points unreachable (simply set to 0).

Denote the number of paths to arrive at point (i, j) to be P[i][j], the state equation is P[i][j] = P[i - 1][j] + P[i][j - 1] if obstacleGrid[i][j] != 1 and 0 otherwise.

Now let's finish the boundary conditions. In the **Unique Paths** problem, we initialize P[0][j] = 1, P[i][0] = 1 for all valid i, j. Now, due to obstacles, some boundary points are no longer reachable and need to be initialized to 0. For example, if obstacleGrid is like [0, 0, 1, 0, 0], then the last three points are not reachable and need to be initialized to be 0. The result is [1, 1, 0, 0, 0].

Now we can write down the following (unoptimized) code. Note that we pad the obstacleGrid by 1 and initialize dp[0][1] = 1 to unify the boundary cases.

class Solution {

public:

int uniquePathsWithObstacles(vector<vector<int>>& obstacleGrid) {

int m = obstacleGrid.size(), n = obstacleGrid[0].size();

vector<vector<int> > dp(m + 1, vector<int> (n + 1, 0));

dp[0][1] = 1;

for (int i = 1; i <= m; i++)

for (int j = 1; j <= n; j++)

if (!obstacleGrid[i - 1][j - 1])

dp[i][j] = dp[i - 1][j] + dp[i][j - 1];

return dp[m][n];

}

};

Well, the code is accepted but it has some obvious redundancy. There are two major concerns:

1. Each time when we update path[i][j], we only need path[i - 1][j] (at the same column) and path[i][j - 1] (at the left column), so it is unnecessary to maintain the full m\*n matrix. Maintaining two columns is enough.
2. There are some cases that the loop can be terminated earlier. Suppose obstacleGrid = [[0, 1, 0, 0], [0, 1, 0, 0], [0, 1, 0, 0]], then we can see that it is impossible to reach the bottom-right corner after updating the second column since the number of paths to reach each element in the second column is 0.

Taken these into considerations, we write down the following optimized code.

class Solution {

public:

int uniquePathsWithObstacles(vector<vector<int>>& obstacleGrid) {

int m = obstacleGrid.size();

int n = obstacleGrid[0].size();

vector<int> pre(m, 0);

vector<int> cur(m, 0);

for (int i = 0; i < m; i++) {

if (!obstacleGrid[i][0])

pre[i] = 1;

else break;

}

for (int j = 1; j < n; j++) {

bool flag = false;

if (!obstacleGrid[0][j]) {

cur[0] = pre[0];

if (cur[0]) flag = true;

}

else cur[0] = 0;

for (int i = 1; i < m; i++) {

if (!obstacleGrid[i][j]) {

cur[i] = cur[i - 1] + pre[i];

if (cur[i]) flag = true;

}

else cur[i] = 0;

}

if (!flag) return 0;

swap(pre, cur);

}

return pre[m - 1];

}

};

Further inspecting the above code, keeping two vectors only serve for the purpose of recovering pre[i], which is simply cur[i] before its update. So we can use only one vector and the space is further optimized.

class Solution {

public:

int uniquePathsWithObstacles(vector<vector<int>>& obstacleGrid) {

int m = obstacleGrid.size();

int n = obstacleGrid[0].size();

vector<int> cur(m, 0);

for (int i = 0; i < m; i++) {

if (!obstacleGrid[i][0])

cur[i] = 1;

else break;

}

for (int j = 1; j < n; j++) {

bool flag = false;

if (obstacleGrid[0][j])

cur[0] = 0;

else flag = true;

for (int i = 1; i < m; i++) {

if (!obstacleGrid[i][j]) {

cur[i] += cur[i - 1];

if (cur[i]) flag = true;

}

else cur[i] = 0;

}

if (!flag) return 0;

}

return cur[m - 1];

}

};

public class Solution {

public int uniquePathsWithObstacles(int[][] obstacleGrid) {

int m = obstacleGrid.length;

int n = obstacleGrid[0].length;

for(int i = 0; i < m; i++) {

for(int j = 0; j < n; j++) {

if(obstacleGrid[i][j] == 1) {

obstacleGrid[i][j] = 0;

}

else {

if(i == 0 && j == 0) obstacleGrid[i][j] = 1;

else if(i == 0 && j > 0) obstacleGrid[i][j] = obstacleGrid[i][j-1];

else if(i > 0 && j == 0) obstacleGrid[i][j] = obstacleGrid[i-1][j];

else obstacleGrid[i][j] = obstacleGrid[i-1][j] + obstacleGrid[i][j-1];

}

}

}

return obstacleGrid[m-1][n-1];

}

}

### Minimum Path Sum

Total Accepted: **67895** Total Submissions: **195974** Difficulty: **Medium**

Given a *m* x *n* grid filled with non-negative numbers, find a path from top left to bottom right which *minimizes* the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

**我的做法，参考前面两题的dp**

**注意初值的设置**

**public int minPathSum(int[][] grid) {**

**int m=grid.length;**

**int n=grid[0].length;**

**int[][] dp=new int[m+1][n+1];**

**for(int i=0;i<=m;i++) Arrays.fill(dp[i],Integer.MAX\_VALUE);**

**dp[0][1]=0;**

**//int max=grid[0][0];**

**for(int i=1;i<=m;i++)**

**{**

**for(int j=1;j<=n;j++)**

**{**

**dp[i][j]=Math.min(dp[i-1][j],dp[i][j-1])+grid[i-1][j-1];**

**//System.out.println("i:"+i+" j:"+j+" "+dp[i][j]);**

**}**

**}**

**return dp[m][n];**

**}**

This is a typical DP problem. Suppose the minimum path sum of arriving at point (i, j) is S[i][j], then the state equation is S[i][j] = min(S[i - 1][j], S[i][j - 1]) + grid[i][j].

Well, some boundary conditions need to be handled. The boundary conditions happen on the topmost row (S[i - 1][j] does not exist) and the leftmost column (S[i][j - 1] does not exist). Suppose grid is like [1, 1, 1, 1], then the minimum sum to arrive at each point is simply an accumulation of previous points and the result is [1, 2, 3, 4].

Now we can write down the following (unoptimized) code.

class Solution {

public:

int minPathSum(vector<vector<int>>& grid) {

int m = grid.size();

int n = grid[0].size();

vector<vector<int> > sum(m, vector<int>(n, grid[0][0]));

for (int i = 1; i < m; i++)

sum[i][0] = sum[i - 1][0] + grid[i][0];

for (int j = 1; j < n; j++)

sum[0][j] = sum[0][j - 1] + grid[0][j];

for (int i = 1; i < m; i++)

for (int j = 1; j < n; j++)

sum[i][j] = min(sum[i - 1][j], sum[i][j - 1]) + grid[i][j];

return sum[m - 1][n - 1];

}

};

As can be seen, each time when we update sum[i][j], we only need sum[i - 1][j] (at the current column) and sum[i][j - 1] (at the left column). So we need not maintain the full m\*n matrix. Maintaining two columns is enough and now we have the following code.

class Solution {

public:

int minPathSum(vector<vector<int>>& grid) {

int m = grid.size();

int n = grid[0].size();

vector<int> pre(m, grid[0][0]);

vector<int> cur(m, 0);

for (int i = 1; i < m; i++)

pre[i] = pre[i - 1] + grid[i][0];

for (int j = 1; j < n; j++) {

cur[0] = pre[0] + grid[0][j];

for (int i = 1; i < m; i++)

cur[i] = min(cur[i - 1], pre[i]) + grid[i][j];

swap(pre, cur);

}

return pre[m - 1];

}

};

Further inspecting the above code, it can be seen that maintaining pre is for recovering pre[i], which is simply cur[i] before its update. So it is enough to use only one vector. Now the space is further optimized and the code also gets shorter.

class Solution {

public:

int minPathSum(vector<vector<int>>& grid) {

int m = grid.size();

int n = grid[0].size();

vector<int> cur(m, grid[0][0]);

for (int i = 1; i < m; i++)

cur[i] = cur[i - 1] + grid[i][0];

for (int j = 1; j < n; j++) {

cur[0] += grid[0][j];

for (int i = 1; i < m; i++)

cur[i] = min(cur[i - 1], cur[i]) + grid[i][j];

}

return cur[m - 1];

}

};

**my java solution using DP and no extra space**

public int minPathSum(int[][] grid) {

int m = grid.length;// row

int n = grid[0].length; // column

for (int i = 0; i < m; i++) {

for (int j = 0; j < n; j++) {

if (i == 0 && j != 0) {

grid[i][j] = grid[i][j] + grid[i][j - 1];

} else if (i != 0 && j == 0) {

grid[i][j] = grid[i][j] + grid[i - 1][j];

} else if (i == 0 && j == 0) {

grid[i][j] = grid[i][j];

} else {

grid[i][j] = Math.min(grid[i][j - 1], grid[i - 1][j])

+ grid[i][j];

}

}

}

return grid[m - 1][n - 1];

}

You can only reach a cell by going from its left or top neighbor.

class Solution {

public:

int minPathSum(vector<vector<int> > &grid) {

if(!grid.size())return 0;

const int rows=grid.size(),cols=grid[0].size();

// r[i] == min path sum to previous row's column i.

vector<int> r(cols,0);

int i,j;

r[0]=grid[0][0];

for(j=1;j<cols;j++){

r[j]=grid[0][j]+r[j-1];

}

for(i=1;i<rows;i++){

r[0]+=grid[i][0];

for(j=1;j<cols;j++){

r[j]=min(r[j-1],r[j])+grid[i][j];

}

}

return r[cols-1];

}

};

**Ugly Number II**

Total Accepted: **27277** Total Submissions: **99054** Difficulty: **Medium**

Write a program to find the n-th ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 1, 2, 3, 4, 5, 6, 8, 9, 10, 12 is the sequence of the first 10 ugly numbers.

Note that 1 is typically treated as an ugly number.

**Hint:**

1. The naive approach is to call isUgly for every number until you reach the nth one. Most numbers are *not* ugly. Try to focus your effort on generating only the ugly ones.
2. An ugly number must be multiplied by either 2, 3, or 5 from a smaller ugly number.
3. The key is how to maintain the order of the ugly numbers. Try a similar approach of merging from three sorted lists: L1, L2, and L3.
4. Assume you have Uk, the kth ugly number. Then Uk+1 must be Min(L1 \* 2, L2 \* 3, L3 \* 5).

**我的做法，同书上，建立三个队列。**

We have an array *k* of first n ugly number. We only know, at the beginning, the first one, which is 1. Then

k[1] = min( k[0]x2, k[0]x3, k[0]x5). The answer is k[0]x2. So we move 2's pointer to 1. Then we test:

k[2] = min( k[1]x2, k[0]x3, k[0]x5). And so on. Be careful about the cases such as 6, in which we need to forward both pointers of 2 and 3.

x here is multiplication.

class Solution {

public:

int nthUglyNumber(int n) {

if(n <= 0) return false; // get rid of corner cases

if(n == 1) return true; // base case

int t2 = 0, t3 = 0, t5 = 0; //pointers for 2, 3, 5

vector<int> k(n);

k[0] = 1;

for(int i = 1; i < n ; i ++)

{

k[i] = min(k[t2]\*2,min(k[t3]\*3,k[t5]\*5));

if(k[i] == k[t2]\*2) t2++;

if(k[i] == k[t3]\*3) t3++;

if(k[i] == k[t5]\*5) t5++;

}

return k[n-1];

}

};

struct Solution {

int nthUglyNumber(int n) {

vector <int> results (1,1);

int i = 0, j = 0, k = 0;

while (results.size() < n)

{

results.push\_back(min(results[i] \* 2, min(results[j] \* 3, results[k] \* 5)));

if (results.back() == results[i] \* 2) ++i;

if (results.back() == results[j] \* 3) ++j;

if (results.back() == results[k] \* 5) ++k;

}

return results.back();

}

};

**Explanation:**

The key is to realize each number can be and have to be generated by a former number multiplied by 2, 3 or 5 e.g. 1 2 3 4 5 6 8 9 10 12 15.. what is next? it must be x \* 2 or y \* 3 or z \* 5, where x, y, z is an existing number.

How do we determine x, y, z then? apparently, you can just *traverse the sequence generated by far* from 1 ... 15, until you find such x, y, z that x \* 2, y \* 3, z \* 5 is just bigger than 15. In this case x=8, y=6, z=4. Then you compare x \* 2, y \* 3, z \* 5 so you know next number will be x \* 2 = 8 \* 2 = 16. k, now you have 1,2,3,4,....,15, 16,

Then what is next? You wanna do the same process again to find the new x, y, z, but you realize, wait, do I have to *traverse the sequence generated by far* again?

NO! since you know last time, x=8, y=6, z=4 and x=8 was used to generate 16, so this time, you can immediately know the new*x = 9 (the next number after 8 is 9 in the generated sequence), y=6, z=4. Then you need to compare new*x \* 2, y \* 3, z \* 5. You know next number is 9 \* 2 = 18;

And you also know, the next x will be 10 since new\_x = 9 was used this time. But what is next y? apparently, if y=6, 6\*3 = 18, which is already generated in this round. So you also need to update next y from 6 to 8.

Based on the idea above, you can actually generated x,y,z from very beginning, and update x, y, z accordingly. It ends up with a O(n) solution.

The idea of this solution is from this page:http://www.geeksforgeeks.org/ugly-numbers/

The ugly-number sequence is 1, 2, 3, 4, 5, 6, 8, 9, 10, 12, 15, … because every number can only be divided by 2, 3, 5, one way to look at the sequence is to split the sequence to three groups as below:

(1) 1×2, 2×2, 3×2, 4×2, 5×2, …

(2) 1×3, 2×3, 3×3, 4×3, 5×3, …

(3) 1×5, 2×5, 3×5, 4×5, 5×5, …

We can find that every subsequence is the ugly-sequence itself (1, 2, 3, 4, 5, …) multiply 2, 3, 5.

Then we use similar merge method as merge sort, to get every ugly number from the three subsequence.

Every step we choose the smallest one, and move one step after,including nums with same value.

Thanks for this author about this brilliant idea. Here is my java solution

**这个方法不错**

每次保存因子分别是2,3,5的三个数，从中选出min则为ugly number。同时，加入新的数（要控制每个因子各自的计数）

public class Solution {

public int nthUglyNumber(int n) {

int[] ugly = new int[n];

ugly[0] = 1;

int index2 = 0, index3 = 0, index5 = 0;

int factor2 = 2, factor3 = 3, factor5 = 5;

for(int i=1;i<n;i++){

int min = Math.min(Math.min(factor2,factor3),factor5);

ugly[i] = min;

if(factor2 == min)

factor2 = 2\*ugly[++index2];

if(factor3 == min)

factor3 = 3\*ugly[++index3];

if(factor5 == min)

factor5 = 5\*ugly[++index5];

}

return ugly[n-1];

}

}

The basic idea of this problem is to compute all the ugly numbers in sequence and count to the given number of k ugly numbers. The way I approached this problem is first I have a arraylist to store the ugly numbers in sequence. Then I declared three counter variables: a,b,and c which represent the corresponding index in the arraylist for the multiplier of 2,3,and 5. Since each previous ugly number times one of the multiplier will produce a new ugly number, I start from the starting index 0 and multiply the ugly number at that index with each multiplier and get the smallest product which is the next ugly number from the three. The corresponding multipliers' index will be incremented by one and we do this recursively until we have K ugly numbers. Here is the code implementation in Java:

public class Solution {

public int nthUglyNumber(int n) {

if(n<=0) return 0;

int a=0,b=0,c=0;

List<Integer> table = new ArrayList<Integer>();

table.add(1);

while(table.size()<n)

{

int next\_val = Math.min(table.get(a)\*2,Math.min(table.get(b)\*3,table.get(c)\*5));

table.add(next\_val);

if(table.get(a)\*2==next\_val) a++;

if(table.get(b)\*3==next\_val) b++;

if(table.get(c)\*5==next\_val) c++;

}

return table.get(table.size()-1);

}

}

**两种标准dp方法**

// three lists:

// (1) 1×2, 2×2, 3×2, 4×2, 5×2, …

// (2) 1×3, 2×3, 3×3, 4×3, 5×3, …

// (3) 1×5, 2×5, 3×5, 4×5, 5×5, …

// O(n) time, O(n) space

int nthUglyNumber(int n) {

vector<int> d(n, 0);

d[0] = 1;

int f2 = 2, f3 = 3, f5 = 5; // min values for multipy factor 2, 3, 5

int ix2 = 0, ix3 = 0, ix5 = 0; // indexs for min values of f2, f3, f5

for (int i = 1; i < n; ++i) {

int minV = min(min(f2, f3), f5);

d[i] = minV;

if (minV == f2) f2 = 2 \* d[++ix2];

if (minV == f3) f3 = 3 \* d[++ix3];

if (minV == f5) f5 = 5 \* d[++ix5];

}

return d[n-1];

}

// O(n) (might be more) time, O(3n) space

int nthUglyNumber1(int n) {

queue<int> q1, q2, q3;

q1.push(1), q2.push(1), q3.push(1);

int m = 0;

for (int i = 0; i < n; ++i) {

m = min(min(q1.front(), q2.front()), q3.front());

if (m == q1.front()) q1.pop();

if (m == q2.front()) q2.pop();

if (m == q3.front()) q3.pop();

q1.push(2\*m);

q2.push(3\*m);

q3.push(5\*m);

}

return m;

}

### Ugly Number （Math题）

Total Accepted: **50986** Total Submissions: **139967** Difficulty: **Easy**

Write a program to check whether a given number is an ugly number.

Ugly numbers are positive numbers whose prime factors only include 2, 3, 5. For example, 6, 8 are ugly while 14 is not ugly since it includes another prime factor 7.

Note that 1 is typically treated as an ugly number.

**我的做法，不断去除2,3,5的因子**

**public boolean isUgly(int num) {**

**if(num==0) return false;**

**while(num%2==0) num/=2;**

**while(num%3==0) num/=3;**

**while(num%5==0) num/=5;**

**if(num==1) return true;**

**else return false;**

**}**

Just divide by 2, 3 and 5 as often as possible and then check whether we arrived at 1. Also try divisor 4 if that makes the code simpler / less repetitive.

**Java / C#**

for (int i=2; i<6 && num>0; i++)

while (num % i == 0)

num /= i;

return num == 1;

**General**

Would be a bit cleaner if I did the zero-test outside, and discarding negative numbers right away can speed things up a little, but meh... I don't want to add another line and indentation level :-)

if (num > 0)

for (int i=2; i<6; i++)

while (num % i == 0)

num /= i;

return num == 1;

### Climbing Stairs

Total Accepted: **102815** Total Submissions: **281368** Difficulty: **Easy**

You are climbing a stair case. It takes *n* steps to reach to the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**我的做法🡪可以转成O(1)空间**

**public int climbStairs(int n) {**

**int[] dp=new int[n+1];**

**dp[0]=1;**

**if(n>=1) dp[1]=1;**

**for(int i=2;i<=n;i++)**

**{**

**dp[i]=dp[i-1]+dp[i-2];**

**}**

**return dp[n];**

**}**

**Basically it's a fibonacci.**

The problem seems to be a *dynamic programming* one. **Hint**: the tag also suggests that! Here are the steps to get the solution incrementally.

* Base cases:  
  if n <= 0, then the number of ways should be zero. if n == 1, then there is only way to climb the stair. if n == 2, then there are two ways to climb the stairs. One solution is one step by another; the other one is two steps at one time.
* The key intuition to solve the problem is that given a number of stairs n, if we know the number ways to get to the points [n-1] and [n-2] respectively, denoted as n1 and n2 , then the total ways to get to the point [n] is n1 + n2. Because from the [n-1] point, we can take one single step to reach [n]. And from the [n-2] point, we could take two steps to get there. There is NO overlapping between these two solution sets, because we differ in the final step.

Now given the above intuition, one can construct an array where each node stores the solution for each number n. Or if we look at it closer, it is clear that this is basically a fibonacci number, with the starting numbers as 1 and 2, instead of 1 and 1.

The implementation in Java as follows:

public int climbStairs(int n) {

// base cases

if(n <= 0) return 0;

if(n == 1) return 1;

if(n == 2) return 2;

int one\_step\_before = 2;

int two\_steps\_before = 1;

int all\_ways = 0;

for(int i=2; i<n; i++){

all\_ways = one\_step\_before + two\_steps\_before;

two\_steps\_before = one\_step\_before;

one\_step\_before = all\_ways;

}

return all\_ways;

}

Hi guys, I come up with this arithmetic way. Find the inner logic relations and get the answer.

public class Solution {

public int climbStairs(int n) {

if(n == 0 || n == 1 || n == 2){return n;}

int[] mem = new int[n];

mem[0] = 1;

mem[1] = 2;

for(int i = 2; i < n; i++){

mem[i] = mem[i-1] + mem[i-2];

}

return mem[n-1];

}

Same simple algorithm written in every offered language. Variable a tells you the number of ways to reach the current step, and b tells you the number of ways to reach the next step. So for the situation one step further up, the old b becomes the new a, and the new b is the old a+b, since that new step can be reached by climbing 1 step from what b represented or 2 steps from what a represented.

Ruby wins, and *"the C languages"* all look the same.

**C++** (0 ms)

int climbStairs(int n) {

int a = 1, b = 1;

while (n--)

a = (b += a) - a;

return a;

}

**Java** (208 ms)

public int climbStairs(int n) {

int a = 1, b = 1;

while (n-- > 0)

a = (b += a) - a;

return a;

}

### Guess Number Higher or Lower II

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/guess-number-higher-or-lower-ii/submissions/)

* Total Accepted: **4629**
* Total Submissions: **15403**
* Difficulty: **Medium**

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to **n**. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number I picked is higher or lower.

However, when you guess a particular number x, and you guess wrong, you pay **$x**. You win the game when you guess the number I picked.

**Example:**

n = 10, I pick 8.

First round: You guess 5, I tell you that it's higher. You pay $5.

Second round: You guess 7, I tell you that it's higher. You pay $7.

Third round: You guess 9, I tell you that it's lower. You pay $9.

Game over. 8 is the number I picked.

You end up paying $5 + $7 + $9 = $21.

Given a particular **n ≥ 1**, find out how much money you need to have to guarantee a **win**.

**Hint:**

1. The best strategy to play the game is to minimize the maximum loss you could possibly face. Another strategy is to minimize the expected loss. Here, we are interested in the **first** scenario.
2. Take a small example (n = 3). What do you end up paying in the worst case?
3. Check out [this article](https://en.wikipedia.org/wiki/Minimax) if you're still stuck.
4. The purely recursive implementation of minimax would be worthless for even a small n. You MUST use dynamic programming.
5. As a follow-up, how would you modify your code to solve the problem of minimizing the expected loss, instead of the worst-case loss?

For each number x in range[i~j]  
we do: result\_when\_pick\_x = x + **max**{DP([i~x-1]), DP([x+1, j])}  
--> // the max means whenever you choose a number, the feedback is always bad and therefore leads you to a worse branch.  
then we get DP([i~j]) = **min**{xi, ... ,xj}  
--> // this min makes sure that you are minimizing your cost.

public class Solution {

public int getMoneyAmount(int n) {

int[][] table = new int[n+1][n+1];

return DP(table, 1, n);

}

int DP(int[][] t, int s, int e){

if(s >= e) return 0;

if(t[s][e] != 0) return t[s][e];

int res = Integer.MAX\_VALUE;

for(int x=s; x<=e; x++){

int tmp = x + Math.max(DP(t, s, x-1), DP(t, x+1, e));

res = Math.min(res, tmp);

}

t[s][e] = res;

return res;

}

}

Here is a bottom up solution.

public class Solution {

public int getMoneyAmount(int n) {

int[][] table = new int[n+1][n+1];

for(int j=2; j<=n; j++){

for(int i=j-1; i>0; i--){

int globalMin = Integer.MAX\_VALUE;

for(int k=i+1; k<j; k++){

int localMax = k + Math.max(table[i][k-1], table[k+1][j]);

globalMin = Math.min(globalMin, localMax);

}

table[i][j] = i+1==j?i:globalMin;

}

}

return table[1][n];

}

}

这个解释不错

Definition of dp[i][j]: minimum number of money to guarantee win for subproblem [i, j].

Target: dp[1][n]

Corner case: dp[i][i] = 0 (because the only element must be correct)

Equation: we can choose k (i<=k<=j) as our guess, and pay price k. After our guess, the problem is divided into two subproblems. Notice we do not need to pay the money for both subproblems. We only need to pay the worst case (because the system will tell us which side we should go) to guarantee win. So dp[i][j] = min (i<=k<=j) { k + max(dp[i][k-1], dp[k+1][j]) }

public class Solution {

public int getMoneyAmount(int n) {

if (n == 1) {

return 0;

}

int[][] dp = new int[n + 1][n + 1];

for (int jminusi = 1; jminusi < n; jminusi++) {

for (int i = 0; i + jminusi <= n; i++) {

int j = i + jminusi;

dp[i][j] = Integer.MAX\_VALUE;

for (int k = i; k <= j; k++) {

dp[i][j] = Math.min(dp[i][j], k + Math.max(k - 1 >= i ? dp[i][k - 1] : 0, j >= k + 1 ? dp[k + 1][j] : 0));

}

}

}

return dp[1][n];

}

}

Thanks for your idea, I rewrite the code using your idea:

public int getMoneyAmount(int n) {

int[][] dp = new int[n + 2][n + 2];

for (int l = 1; l < n; l++)

for (int i = 1; i <= n - l; i++) {

int j = i + l;

dp[i][j] = Integer.MAX\_VALUE;

for (int k = i; k <= j; k++)

dp[i][j] = Math.min(dp[i][j], k + Math.max(dp[i][k - 1], dp[k + 1][j]));

}

return dp[1][n];

}

**Big Idea: Given any n, we make a guess k. Then we break the interval [1,n] into [1,k - 1] and [k + 1,n]. The min of worst case cost can be calculated recursively as**

**cost[1,n] = k + max{cost[1,k - 1] + cost[k+1,n]}**  
Also, it takes a while for me to wrap my head around "min of max cost". My understand is that: you strategy is the best, but your luck is the worst. You only guess right when there is no possibilities to guess wrong.

**public** **class** **Solution** {

**public** **int** **getMoneyAmount**(**int** n) {

*// all intervals are inclusive*

*// uninitialized cells are assured to be zero*

*// the zero column and row will be uninitialized*

*// the illegal cells will also be uninitialized*

*// add 1 to the length just to make the index the same as numbers used*

**int**[][] dp = **new** **int**[n + 1][n + 1]; *// dp[i][j] means the min cost in the worst case for numbers (i...j)*

*// iterate the lengths of the intervals since the calculations of longer intervals rely on shorter ones*

**for** (**int** l = 2; l <= n; l++) {

*// iterate all the intervals with length l, the start of which is i. Hence the interval will be [i, i + (l - 1)]*

**for** (**int** i = 1; i <= n - (l - 1); i++) {

dp[i][i + (l - 1)] = Integer.MAX\_VALUE;

*// iterate all the first guesses g*

**for** (**int** g = i; g <= i + (l - 1); g++) {

**int** costForThisGuess;

*// since if g is the last integer, g + 1 does not exist, we have to separate this case*

*// cost for [i, i + (l - 1)]: g (first guess) + max{the cost of left part [i, g - 1], the cost of right part [g + 1, i + (l - 1)]}*

**if** (g == n) {

costForThisGuess = dp[i][g - 1] + g;

} **else** {

costForThisGuess = g + Math.max(dp[i][g - 1], dp[g + 1][i + (l - 1)]);

}

dp[i][i + (l - 1)] = Math.min(dp[i][i + (l - 1)], costForThisGuess); *// keep track of the min cost among all first guesses*

}

}

}

**return** dp[1][n];

}

}

a little improvement :)

这个写法不错

**public** **int** **getMoneyAmount**(**int** n) {

**int**[][] dp = **new** **int**[n+1][n+1];

**for**(**int** len=1;len<n;len++){//增长(i与j直接的间距)

**for**(**int** i=1;i+len<=n;i++){

**int** j=i+len;

**int** min = Integer.MAX\_VALUE;

**for**(**int** k=i;k<j;k++){ //[i,j]

**int** tmp = k+Math.max(dp[i][k-1],dp[k+1][j]);

min = Math.min(min,tmp);

}

dp[i][j] = min;

}

}

**return** dp[1][n];

}

### Count Numbers with Unique Digits

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/count-numbers-with-unique-digits/submissions/)

* Total Accepted: **11815**
* Total Submissions: **27232**
* Difficulty: **Medium**

Given a **non-negative** integer n, count all numbers with unique digits, x, where 0 ≤ x < 10n.

**Example:**  
Given n = 2, return 91. (The answer should be the total numbers in the range of 0 ≤ x < 100, excluding [11,22,33,44,55,66,77,88,99])

**Hint:**

1. A direct way is to use the backtracking approach.
2. Backtracking should contains three states which are (the current number, number of steps to get that number and a bitmask which represent which number is marked as visited so far in the current number). Start with state (0,0,0) and count all valid number till we reach number of steps equals to 10n.
3. This problem can also be solved using a dynamic programming approach and some knowledge of combinatorics.
4. Let f(k) = count of numbers with unique digits with length equals k.
5. f(1) = 10, ..., f(k) = 9 \* 9 \* 8 \* ... (9 - k + 2) [The first factor is 9 because a number cannot start with 0].

**Credits:**  
Special thanks to [@memoryless](https://discuss.leetcode.com/user/memoryless) for adding this problem and creating all test cases.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

Hide Tags

[Dynamic Programming](https://leetcode.com/tag/dynamic-programming/) [Backtracking](https://leetcode.com/tag/backtracking/) [Math](https://leetcode.com/tag/math/)

窗体顶端

窗体底端

**我的做法，f[k]是长度为k的，每一位都不同的，数字的个数（用hint的方法）**

**public class Solution {**

**public int countNumbersWithUniqueDigits(int n) {**

**int cnt=0;**

**if(n==0) return 1;**

**cnt+=10;**

**int mul=9;**

**for(int k=2;11-k>0 && k<=n;k++)**

**{**

**mul\*=(11-k);**

**cnt+=mul;**

**}**

**return cnt;**

**}**

**}**

### Partition Equal Subset Sum

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/partition-equal-subset-sum/submissions/)

* Total Accepted: **4074**
* Total Submissions: **10607**
* Difficulty: **Medium**
* Contributors: **Admin**

Given a **non-empty** array containing **only positive integers**, find if the array can be partitioned into two subsets such that the sum of elements in both subsets is equal.

**Note:**

1. Each of the array element will not exceed 100.
2. The array size will not exceed 200.

**Example 1:**

Input: [1, 5, 11, 5]

Output: true

Explanation: The array can be partitioned as [1, 5, 5] and [11].

**Example 2:**

Input: [1, 2, 3, 5]

Output: false

Explanation: The array cannot be partitioned into equal sum subsets.

**这个方法很好**

**Java Solution similar to backpack problem - Easy to understand**

**public** **class** **Solution** {

**public** **boolean** **canPartition**(**int**[] nums) {

*// check edge case*

**if** (nums == **null** || nums.length == 0) {

**return** **true**;

}

*// preprocess*

**int** volumn = 0;

**for** (**int** num : nums) {

volumn += num;

}

**if** (volumn % 2 != 0) {

**return** **false**;

}

volumn /= 2;

*// dp def*

**boolean**[] dp = **new** **boolean**[volumn + 1];

*// dp init*

dp[0] = **true**;

*// dp transition*

**for** (**int** i = 1; i <= nums.length; i++) {

**for** (**int** j = volumn; j >= nums[i-1]; j--) {

dp[j] = dp[j] || dp[j - nums[i-1]];

}

}

**return** dp[volumn];

}

}

**dp[i]：使用数组中的某些元素，可以达到值i**

If sum of all the numbers is odd, the surely we cannot reach equal partition.

Using a boolean dp array (limit its max index to sum/2) whose ith entry indicates there is a way to reach the value i using certain subset of the numbers. SO if at any time we can find a subset to reach sum/2 index, we are able to equally partition.

Disclaimer: logic borrowed from <https://chinmaylokesh.wordpress.com/2011/02/10/balanced-partition-problem-finding-the-minimized-sum-between-two-partitions-of-a-set-of-positive-integers/>

**public** **boolean** **canPartition**(**int**[] a) {

**int** sum = 0;

**for**(**int** n:a){

sum += n;

}

**if**(sum%2>0)

**return** **false**;

**boolean** []dp = **new** **boolean**[sum/2+1];

dp[0]=**true**; *// empty array*

**int** max=0;

**for**(**int** n: a){

**if**(n>sum/2)

**return** **false**; *// single number making bigger than sum/2 no way equal partition.*

**for**(**int** j = 0; j<=max; j++){

**if**(dp[j] && ((j+n) <= sum/2) ){

dp[j+n] = **true**;

max = Math.max(max, j+n);

**if**(max==sum/2)

**return** **true**;

}

}

}

**return** dp[sum/2];

}

### Is Subsequence

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/is-subsequence/submissions/)

* Total Accepted: **11965**
* Total Submissions: **27367**
* Difficulty: **Medium**
* Contributors: **Admin**

Given a string **s** and a string **t**, check if **s** is subsequence of **t**.

You may assume that there is only lower case English letters in both **s** and **t**. **t** is potentially a very long (length ~= 500,000) string, and **s** is a short string (<=100).

A subsequence of a string is a new string which is formed from the original string by deleting some (can be none) of the characters without disturbing the relative positions of the remaining characters. (ie, "ace" is a subsequence of "abcde" while "aec" is not).

**Example 1:**  
**s** = "abc", **t** = "ahbgdc"

Return true.

**Example 2:**  
**s** = "axc", **t** = "ahbgdc"

Return false.

**Follow up:**  
If there are lots of incoming S, say S1, S2, ... , Sk where k >= 1B, and you want to check one by one to see if T has its subsequence. In this scenario, how would you change your code?

**Credits:**  
Special thanks to [@pbrother](https://leetcode.com/pbrother/) for adding this problem and creating all test cases.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

Hide Tags

[Binary Search](https://leetcode.com/tag/binary-search/) [Dynamic Programming](https://leetcode.com/tag/dynamic-programming/) [Greedy](https://leetcode.com/tag/greedy/)

这个方法很好，使用两个指针，分别指向s和t。当指向的元素相等时，移动s，不然一直移动t的指针。窗体底端

Just use two pointers:

**public** **class** **Solution** {

**public** **boolean** **isSubsequence**(String s, String t) {

**if** (s.length() == 0) **return** **true**;

**int** indexS = 0, indexT = 0;

**while** (indexT < t.length()) {

**if** (t.charAt(indexT) == s.charAt(indexS)) {

indexS++;

**if** (indexS == s.length()) **return** **true**;

}

indexT++;

}

**return** **false**;

}

}

**Java. Only 2ms. Much faster than normal 2 pointers.**

Actually another way of 2 pointers, guess indexOf() performs better.

Tested with other 2-pointers methods in discussion, both took 30ms+.

The one below only takes 2ms.

**public** **class** **Solution**

{

**public** **boolean** **isSubsequence**(String s, String t)

{

**if**(t.length() < s.length()) **return** **false**;

**int** prev = 0;

**for**(**int** i = 0; i < s.length();i++)

{

**char** tempChar = s.charAt(i);

prev = t.indexOf(tempChar,prev);

**if**(prev == -1) **return** **false**;

prev++;

}

**return** **true**;

}

}

Thanks to [@Ankai.Liang](https://discuss.leetcode.com/uid/39025) who looked into both functions and provided us the answer.

In case you guys do not notice, I post Liang Ankai's answer.

[@Ankai.Liang](https://discuss.leetcode.com/uid/39025) said

*Hi, good solution.  
I checked the origin code of func "indexOf" and "charAt". These two solution both traversed the char of String one by one to search the first occurrence specific char.  
The difference is that indexOf only call once function then traversed in "String.value[]" arr, but we used multiple calling function "charAt" to get the value in "String.value[]" arr.  
The time expense of calling function made the difference.*

Re: [Java binary search using TreeSet got TLE](https://discuss.leetcode.com/topic/57994/java-binary-search-using-treeset-got-tle)

I think the Map and TreeSet could be simplified by Array and binarySearch. Since we scan T from beginning to the end (index itself is in increasing order), List will be sufficient. Then we can use binarySearch to replace with TreeSet ability which is a little overkill for this problem. Here is my solution.

*// Follow-up: O(N) time for pre-processing, O(Mlog?) for each S.*

*// Eg-1. s="abc", t="bahbgdca"*

*// idx=[a={1,7}, b={0,3}, c={6}]*

*// i=0 ('a'): prev=1*

*// i=1 ('b'): prev=3*

*// i=2 ('c'): prev=6 (return true)*

*// Eg-2. s="abc", t="bahgdcb"*

*// idx=[a={1}, b={0,6}, c={5}]*

*// i=0 ('a'): prev=1*

*// i=1 ('b'): prev=6*

*// i=2 ('c'): prev=? (return false)*

**public** **boolean** **isSubsequence**(String s, String t) {

List<Integer>[] idx = **new** List[256]; *// Just for clarity*

**for** (**int** i = 0; i < t.length(); i++) {

**if** (idx[t.charAt(i)] == **null**)

idx[t.charAt(i)] = **new** ArrayList<>();

idx[t.charAt(i)].add(i);

}

**int** prev = 0;

**for** (**int** i = 0; i < s.length(); i++) {

**if** (idx[s.charAt(i)] == **null**) **return** **false**; *// Note: char of S does NOT exist in T causing NPE*

**int** j = Collections.binarySearch(idx[s.charAt(i)], prev);

**if** (j < 0) j = -j - 1;

**if** (j == idx[s.charAt(i)].size()) **return** **false**;

prev = idx[s.charAt(i)].get(j) + 1;

}

**return** **true**;

}

### Combination Sum IV

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/combination-sum-iv/submissions/)

* Total Accepted: **15246**
* Total Submissions: **37477**
* Difficulty: **Medium**
* Contributors: **Admin**

Given an integer array with all positive numbers and no duplicates, find the number of possible combinations that add up to a positive integer target.

**Example:**

***nums*** = [1, 2, 3]

***target*** = 4

The possible combination ways are:

(1, 1, 1, 1)

(1, 1, 2)

(1, 2, 1)

(1, 3)

(2, 1, 1)

(2, 2)

(3, 1)

Note that different sequences are counted as different combinations.

Therefore the output is ***7***.

**Follow up:**  
What if negative numbers are allowed in the given array?  
How does it change the problem?  
What limitation we need to add to the question to allow negative numbers?

**题目类似爬楼梯**

Wish to learn better solutions from you guys.

**public** **class** **Solution** {

**public** **int** **combinationSum4**(**int**[] nums, **int** target) {

Arrays.sort(nums);

**int**[] res = **new** **int**[target + 1];

**for** (**int** i = 1; i < res.length; i++) {

**for** (**int** num : nums) {

**if** (num > i)

**break**;

**else** **if** (num == i)

res[i] += 1;

**else**

res[i] += res[i-num];

}

}

**return** res[target];

}

}

[@steve.j.sun](https://discuss.leetcode.com/uid/134) At first I tried the recursive version, but got TLE, then this DP solution came to me. The idea comes from<https://leetcode.com/problems/climbing-stairs/>

**1ms Java DP Solution with Detailed Explanation**

Think about the recurrence relation(递推关系) first. How does the # of combinations of the target related to the # of combinations of numbers that are smaller than the target?

So we know that target is the sum of numbers in the array. Imagine we only need one more number to reach target, this number can be any one in the array, right? So the # of combinations of target, comb[target] = sum(comb[target - nums[i]]), where 0 <= i < nums.length, and target >= nums[i].

In the example given, we can actually find the # of combinations of 4 with the # of combinations of 3(4 - 1), 2(4- 2) and 1(4 - 3). As a result, comb[4] = comb[4-1] + comb[4-2] + comb[4-3] = comb[3] + comb[2] + comb[1].

Then think about the base case. Since if the target is 0, there is only one way to get zero, which is using 0, we can set comb[0] = 1.

EDIT: The problem says that target is a positive integer that makes me feel it's unclear to put it in the above way. Since target == 0only happens when in the previous call, target = nums[i], we know that this is the only combination in this case, so we return 1.

Now we can come up with at least a recursive solution.

**public** **int** **combinationSum4**(**int**[] nums, **int** target) {

**if** (target == 0) {

**return** 1;

}

**int** res = 0;

**for** (**int** i = 0; i < nums.length; i++) {

**if** (target >= nums[i]) {

res += combinationSum4(nums, target - nums[i]);

}

}

**return** res;

}

Now for a DP solution, we just need to figure out a way to store the intermediate results, to avoid the same combination sum being calculated many times. We can use an array to save those results, and check if there is already a result before calculation. We can fill the array with -1 to indicate that the result hasn't been calculated yet. 0 is not a good choice because it means there is no combination sum for the target.

**private** **int**[] dp;

**public** **int** **combinationSum4**(**int**[] nums, **int** target) {

dp = **new** **int**[target + 1];

Arrays.fill(dp, -1);

dp[0] = 1;

**return** helper(nums, target);

}

**private** **int** **helper**(**int**[] nums, **int** target) {

**if** (dp[target] != -1) {

**return** dp[target];

}

**int** res = 0;

**for** (**int** i = 0; i < nums.length; i++) {

**if** (target >= nums[i]) {

res += helper(nums, target - nums[i]);

}

}

dp[target] = res;

**return** res;

}

这个写法不错，类似爬楼梯

EDIT: The above solution is top-down. How about a bottom-up one?

**public** **int** **combinationSum4**(**int**[] nums, **int** target) {

**int**[] comb = **new** **int**[target + 1];

comb[0] = 1;

**for** (**int** i = 1; i < comb.length; i++) {

**for** (**int** j = 0; j < nums.length; j++) {

**if** (i - nums[j] >= 0) {

comb[i] += comb[i - nums[j]];

}

}

}

**return** comb[target];

}

**JAVA recursion solution using HashMap as memory.**

The DP solution goes through every possible sum from 1 to target one by one.  
Using recursion can skip those sums that are not the combinations of the numbers in the given array. Also, there is no need to sort the array first.

**public** **class** Solution {

Map<Integer, Integer> map = **new** HashMap<>();

**public** **int** **combinationSum4**(**int**[] nums, **int** target) {

**int** count = 0;

**if** (nums == null || nums.length ==0 || target < 0 ) **return** 0;

**if** ( target ==0 ) **return** 1;

**if** (map.containsKey(target)) **return** map.get(target);

**for** (**int** num: nums){

count += combinationSum4(nums, target-num);

}

map.put(target, count);

**return** count;

}

}

### Integer Break

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/integer-break/submissions/)

* Total Accepted: **28360**
* Total Submissions: **64413**
* Difficulty: **Medium**
* Contributors: **Admin**

Given a positive integer *n*, break it into the sum of **at least** two positive integers and maximize the product of those integers. Return the maximum product you can get.

For example, given *n* = 2, return 1 (2 = 1 + 1); given *n* = 10, return 36 (10 = 3 + 3 + 4).

**Note**: You may assume that *n* is not less than 2 and not larger than 58.

**Hint:**

1. There is a simple O(n) solution to this problem.
2. You may check the breaking results of *n* ranging from 7 to 10 to discover the regularities.

**题目：数字n拆成至少两个数相加，使这些数乘积最大。**

**Why factor 2 or 3? The math behind this problem.**

I saw many solutions were referring to factors of 2 and 3. But why these two magic numbers? Why other factors do not work?  
Let's study the math behind it.

For convenience, say **n** is sufficiently large and can be broken into any smaller real positive numbers. We now try to calculate which real number generates the largest product.  
Assume we break **n** into **(n / x)** **x**'s, then the product will be **xn/x**, and we want to maximize it.

Taking its derivative（导数） gives us **n \* xn/x-2 \* (1 - ln(x))**.  
The derivative is positive when **0 < x < e**, and equal to **0** when **x = e**, then becomes negative when **x > e**,  
which indicates that the product increases as **x** increases, then reaches its maximum when **x = e**, then starts dropping.

This reveals the fact that if **n** is sufficiently large and we are allowed to break **n** into real numbers,  
the best idea is to break it into nearly all **e**'s.  
On the other hand, if **n** is sufficiently large and we can only break **n** into integers, we should choose integers that are closer to **e**.  
The only potential candidates are **2** and **3** since **2 < e < 3**, but we will generally prefer **3** to **2**. Why?

Of course, one can prove it based on the formula above, but there is a more natural way shown as follows.

**6 = 2 + 2 + 2 = 3 + 3**. But **2 \* 2 \* 2 < 3 \* 3**.  
Therefore, if there are three **2**'s in the decomposition, we can replace them by two **3**'s to gain a larger product.

All the analysis above assumes **n** is significantly large. When **n** is small (say **n <= 10**), it may contain flaws.  
For instance, when **n = 4**, we have **2 \* 2 > 3 \* 1**.  
To fix it, we keep breaking **n** into **3**'s until **n** gets smaller than **10**, then solve the problem by brute-force.

but I think  
when y = x^(n/x), y' = x^(n/x) \* n/x^2 \* (1-ln(x))

The first thing we should consider is : What is the max product if we break a number N into two factors?

I use a function to express this product: f=x(N-x)

When x=N/2, we get the maximum of this function.

However, factors should be integers. Thus the maximum is (N/2)\*(N/2) when N is even or (N-1)/2 \*(N+1)/2 when N is odd.

When the maximum of f is larger than N, we should do the break.

(N/2)\*(N/2)>=N, then N>=4

(N-1)/2 \*(N+1)/2>=N, then N>=5

These two expressions mean that factors should be less than 4, otherwise we can do the break and get a better product. The factors in last result should be 1, 2 or 3. Obviously, 1 should be abandoned. Thus, the factors of the perfect product should be 2 or 3.

The reason why we should use 3 as many as possible is

For 6, 3 \* 3>2 \* 2 \* 2. Thus, the optimal product should contain no more than three 2.

Below is my accepted, O(N) solution.

**public** **class** **Solution** {

**public** **int** **integerBreak**(**int** n) {

**if**(n==2) **return** 1;

**if**(n==3) **return** 2;

**int** product = 1;

**while**(n>4){

product\*=3;

n-=3;

}

product\*=n;

**return** product;

}

}

**O(log(n)) Time solution with explanation**

Given a number n lets say we have a possible product P = p1 \* p2 \* ... *pk. Then we notice what would happen if we could break pi up into two more terms lets say one of the terms is 2 we would get the terms pi-2 and 2 so if 2*(pi-2) > pi we would get a bigger product and this happens if pi > 4. since there is one other possible number less then 4 that is not 2 aka 3. Likewise for 3 if we instead breakup the one of the terms into pi-3 and 3 we would get a bigger product if 3\*(pi-3) > pi which happens if pi > 4.5.

Hence we see that all of the terms in the product must be 2's and 3's. So we now just need to write n = a*3 + b*2 such that P = (3^a) \* (2^b) is maximized. Hence we should favor more 3's then 2's in the product then 2's if possible.

So if n = a\*3 then the answer will just be 3^a.

if n = a*3 + 2 then the answer will be 2*(3^a).

and if n = a*3 + 2*2 then the answer will be 2 \* 2 \* 3^a

The above three cover all cases that n can be written as and the Math.pow() function takes O(log n) time to preform hence that is the running time.

**public** **class** Solution {

**public** **int** **integerBreak**(**int** n) {

**if**(n == 2)

**return** 1;

**else** **if**(n == 3)

**return** 2;

**else** **if**(n%3 == 0)

**return** (**int**)Math.pow(3, n/3);

**else** **if**(n%3 == 1)

**return** 2 \* 2 \* (**int**) Math.pow(3, (n - 4) / 3);

**else**

**return** 2 \* (**int**) Math.pow(3, n/3);

}

}

**DP解法**

**public** **int** **integerBreak**(**int** n) {

**int**[] dp = **new** **int**[n + 1];

dp[1] = 1;

**for**(**int** i = 2; i <= n; i ++) {

**for**(**int** j = 1; j < i; j ++) {

dp[i] = Math.max(dp[i], (Math.max(j,dp[j])) \* (Math.max(i - j, dp[i - j])));

}

}

**return** dp[n];

}

**这个写法容易理解**

Basic idea **is** to divide your number into threes **unless** **when** the last number **is** 4

Eg :

7 = 3 \* 2 \* 2

8 = 3 \* 3 \* 2

9 = 3 \* 3 \* 3

10 = 3 \* 3 \* 2 \* 2

11 = 3 \* 3 \* 3 \* 2

12 = 3 \* 3 \* 3 \* 3

13 = 3 \* 3 \* 3 \* 2 \* 2

See, the pattern?

**public** **static** **int** **integerBreak**(**int** n) {

**if**(n==2||n==3) **return** n-1;

**if**(n==4) **return** 4;

**int** temp = n;

**int** sum = 1;

**while**(temp>4){

temp = temp -3;

sum = sum\*3;

}

**return** sum\*temp;

}

### 总结

初值的处理！！

找到递推规律

考虑背包问题

完全背包：顺序遍历（相同物品可重复多次）

0-1背包：逆序遍历（保证每个物品遍历一次）

装满：初值设inf

不装满

for 物品1~n

for 重=物品1.重；重<=背包.V; 重++

dp[j]=min/max{dp[j], dp[j-重]+价值} //前者代表不放入该物品，后者表示放入该物品

## 链表

### Palindrome Linked List

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/palindrome-linked-list/submissions/)

* Total Accepted: **68535**
* Total Submissions: **223909**
* Difficulty: **Easy**

Given a singly linked list, determine if it is a palindrome.

**Follow up:**  
Could you do it in O(n) time and O(1) space?

我的做法

public boolean isPalindrome(ListNode head) {

ListNode slow=head, fast=head, prev=null;

int cnt=0;

while(fast!=null && fast.next!=null)

{

fast=fast.next.next; //注意要先用这步

ListNode tmp=slow.next;

slow.next=prev;

prev=slow;

slow=tmp; //保存slow.next,再将slow.next指向prev

}

if(fast!=null) //slow is the mid

{

slow=slow.next;

}

while(slow!=null)

{

if(prev.val!=slow.val) return false;

slow=slow.next;

prev=prev.next;

}

return true;

}

**Share my C++ solution, O(n) time and O(1) memory**

class Solution {

public:

bool isPalindrome(ListNode\* head) {

if(head==NULL||head->next==NULL)

return true;

ListNode\* slow=head;

ListNode\* fast=head;

while(fast->next!=NULL&&fast->next->next!=NULL){

slow=slow->next;

fast=fast->next->next;

}

slow->next=reverseList(slow->next);

slow=slow->next;

while(slow!=NULL){

if(head->val!=slow->val)

return false;

head=head->next;

slow=slow->next;

}

return true;

}

ListNode\* reverseList(ListNode\* head) {

ListNode\* pre=NULL;

ListNode\* next=NULL;

while(head!=NULL){

next=head->next;

head->next=pre;

pre=head;

head=next;

}

return pre;

}

};

**下面这个做法和我的一样，没我写的清晰**

**Easy understand JAVA solution (O(1) space cost)**

*/\*\**

*\* Definition for singly-linked list.*

*\* public class ListNode {*

*\* int val;*

*\* ListNode next;*

*\* ListNode(int x) { val = x; }*

*\* }*

*\*/*

**public** **class** **Solution** {

**public** **boolean** **isPalindrome**(ListNode head) {

**if**(head == **null**) {

**return** **true**;

}

ListNode p1 = head;

ListNode p2 = head;

ListNode p3 = p1.next;

ListNode pre = p1;

*//find mid pointer, and reverse head half part*

**while**(p2.next != **null** && p2.next.next != **null**) {

p2 = p2.next.next;

pre = p1;

p1 = p3;

p3 = p3.next;

p1.next = pre;

}

*//odd number of elements, need left move p1 one step*

**if**(p2.next == **null**) {

p1 = p1.next;

}

**else** { *//even number of elements, do nothing*

}

*//compare from mid to head/tail*

**while**(p3 != **null**) {

**if**(p1.val != p3.val) {

**return** **false**;

}

p1 = p1.next;

p3 = p3.next;

}

**return** **true**;

}

}

### Merge Two Sorted Lists

[My Submissions](https://leetcode.com/problems/merge-two-sorted-lists/submissions/)

Question

Total Accepted: **117312** Total Submissions: **334550** Difficulty: **Easy**

Merge two sorted linked lists and return it as a new list. The new list should be made by splicing together the nodes of the first two lists.

这个方法也不错。递归。

class Solution {

public:

ListNode \*mergeTwoLists(ListNode \*l1, ListNode \*l2) {

**if**(l1 == NULL) **return** l2;

**if**(l2 == NULL) **return** l1;

**if**(l1->val < l2->val) {

l1->next = mergeTwoLists(l1->next, l2);

**return** l1;

} **else** {

l2->next = mergeTwoLists(l2->next, l1);

**return** l2;

}

}

};

This solution is not a tail-recursive, the stack will overflow while the list is too long :) <http://en.wikipedia.org/wiki/Tail_call>

这个方法不错。用dummy来确定链表的头部。Tail是新的链表的结尾节点。依次插入两个链表中较小的元素。注意结尾的处理。

class Solution {

public:

ListNode \*mergeTwoLists(ListNode \*l1, ListNode \*l2) {

ListNode dummy(INT\_MIN);

ListNode \*tail = &dummy;

**while** (l1 && l2) {

**if** (l1->val < l2->val) {

tail->next = l1;

l1 = l1->next;

} **else** {

tail->next = l2;

l2 = l2->next;

}

tail = tail->next;

}

tail->next = l1 ? l1 : l2;

**return** dummy.**next**;

}

};

Hello every one, here is my code, simple but works well:

**public** **class** **Solution** {

**public** ListNode mergeTwoLists(ListNode l1, ListNode l2) {

**if**(l1 == **null**){

**return** l2;

}

**if**(l2 == **null**){

**return** l1;

}

ListNode mergeHead;

**if**(l1.val < l2.val){

mergeHead = l1;

mergeHead.next = mergeTwoLists(l1.next, l2);

}

**else**{

mergeHead = l2;

mergeHead.next = mergeTwoLists(l1, l2.next);

}

**return** mergeHead;

}

}

**public** ListNode mergeTwoLists(ListNode l1, ListNode l2) {

**if** (l1 == **null**) **return** l2;

**if** (l2 == **null**) **return** l1;

ListNode head = l1.val < l2.val ? l1 : l2;

ListNode nonHead = l1.val < l2.val ? l2 : l1;

head.next = mergeTwoLists(head.next, nonHead);

**return** head;

}

### Remove Linked List Elements

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/remove-linked-list-elements/submissions/)

* Total Accepted: **82825**
* Total Submissions: **273060**
* Difficulty: **Easy**

Remove all elements from a linked list of integers that have value ***val***.

**Example**  
***Given:*** 1 --> 2 --> 6 --> 3 --> 4 --> 5 --> 6, ***val*** = 6  
***Return:*** 1 --> 2 --> 3 --> 4 --> 5

我的做法

public class Solution {

public ListNode removeElements(ListNode head, int val) {

ListNode dummy=new ListNode(0);

dummy.next=head;

ListNode cur=head, prev=dummy;

while(cur!=null)

{

if(cur.val==val)

{

prev.next=cur.next;

}

else

{

prev=cur;

}

cur=cur.next;

}

return dummy.next;

}

}

这个方法不错

**public** ListNode **removeElements**(ListNode head, **int** val) {

**if** (head == **null**) **return** **null**;

head.next = removeElements(head.next, val);

**return** head.val == val ? head.next : head;

}

**和我的做法一样，使用prev和dummy**

**public** **class** **Solution** {

**public** ListNode **removeElements**(ListNode head, **int** val) {

ListNode fakeHead = **new** ListNode(-1);

fakeHead.next = head;

ListNode curr = head, prev = fakeHead;

**while** (curr != **null**) {

**if** (curr.val == val) {

prev.next = curr.next;

} **else** {

prev = prev.next;

}

curr = curr.next;

}

**return** fakeHead.next;

}

}

### Delete Node in a Linked List

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/delete-node-in-a-linked-list/submissions/)

* Total Accepted: **109582**
* Total Submissions: **244664**
* Difficulty: **Easy**

Write a function to delete a node (except the tail) in a singly linked list, given only access to that node.

Supposed the linked list is 1 -> 2 -> 3 -> 4 and you are given the third node with value 3, the linked list should become 1 -> 2 -> 4after calling your function.

同书

public class Solution {

public void deleteNode(ListNode node) {

int data=node.next.val;

node.val=data;

node.next=node.next.next;

}

}

### Remove Nth Node From End of List

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/remove-nth-node-from-end-of-list/submissions/)

* Total Accepted: **134307**
* Total Submissions: **429094**
* Difficulty: **Easy**

Given a linked list, remove the *n*th node from the end of list and return its head.

For example,

Given linked list: **1->2->3->4->5**, and ***n* = 2**.

After removing the second node from the end, the linked list becomes **1->2->3->5**.

**Note:**  
Given *n* will always be valid.  
Try to do this in one pass.

我的做法，参考书

书上还有错误检查

public ListNode removeNthFromEnd(ListNode head, int n) {

ListNode slow=head, fast=head, prev=head;

for(int i=0; i<n-1; i++)

{

fast=fast.next;

}

while(fast.next!=null)

{

prev=slow;

slow=slow.next;

fast=fast.next;

}

if(slow==head) return head.next;

prev.next=slow.next;

return head;

}

### Intersection of Two Linked Lists

[My Submissions](https://leetcode.com/problems/intersection-of-two-linked-lists/submissions/)

QuestionEditorial Solution

Total Accepted: **70619** Total Submissions: **233613** Difficulty: **Easy**

Write a program to find the node at which the intersection of two singly linked lists begins.

For example, the following two linked lists:

A: a1 → a2

↘

c1 → c2 → c3

↗

B: b1 → b2 → b3

begin to intersect at node c1.

**Notes:**

* If the two linked lists have no intersection at all, return null.
* The linked lists must retain their original structure after the function returns.
* You may assume there are no cycles anywhere in the entire linked structure.
* Your code should preferably run in O(n) time and use only O(1) memory.

ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB)

{

ListNode \*p1 = headA;

ListNode \*p2 = headB;

**if** (p1 == **NULL** || p2 == **NULL**) **return** **NULL**;

**while** (p1 != **NULL** && p2 != **NULL** && p1 != p2) {

p1 = p1->next;

p2 = p2->next;

*//*

*// Any time they collide or reach end together without colliding*

*// then return any one of the pointers.*

*//*

**if** (p1 == p2) **return** p1;

*//*

*// If one of them reaches the end earlier then reuse it*

*// by moving it to the beginning of other list.*

*// Once both of them go through reassigning,*

*// they will be equidistant from the collision point.*

*//*

**if** (p1 == **NULL**) p1 = headB;

**if** (p2 == **NULL**) p2 = headA;

}

**return** p1;

}

这个方法很好。双指针在链表上分别移动，相遇则退出。如果没有相遇，但是其中指针为null（会遍历到链表的null）了，则重新调整指针至另一个链表的开头。

设链表1：x+z

链表2：y+z

则指针1需要行进 x+z+y+z

指针2需要行进 y+z+x+z

在z处交汇。

如果两个链表没有重合部分，则两轮迭代后两个指针都为null

**Java solution without knowing the difference in len!**

I found most solutions here preprocess linkedlists to get the difference in len.  
Actually we don't care about the "value" of difference, we just want to make sure two pointers reach the intersection node at the same time.

We can use two iterations to do that. In the first iteration, we will reset the pointer of one linkedlist to the head of another linkedlist after it reaches the tail node. In the second iteration, we will move two pointers until they points to the same node. Our operations in first iteration will help us counteract（抵消；中和；阻碍）the difference. So if two linkedlist intersects, the meeting point in second iteration must be the intersection point. If the two linked lists have no intersection at all, then the meeting pointer in second iteration must be the tail node of both lists, which is null

Below is my commented Java code:

public ListNode getIntersectionNode(ListNode headA, ListNode headB) {

//boundary check

if(headA == null || headB == null) return null;

ListNode a = headA;

ListNode b = headB;

//if a & b have different len, then we will stop the loop after second iteration

while( a != b){

//for the end of first iteration, we just reset the pointer to the head of another linkedlist

a = a == null? headB : a.next;

b = b == null? headA : b.next;

}

return a;

}

这个方法也不错。

首先，计算出两个链表的长度。

然后，移动链表指针，使两个链表剩下部分的长度一致（start point找准）

1, Get the length of the two lists.

2, Align them to the same start point.

3, Move them together until finding the intersection point, or the end null

**public** ListNode **getIntersectionNode**(ListNode headA, ListNode headB) {

**int** lenA = length(headA), lenB = length(headB);

*// move headA and headB to the same start point*

**while** (lenA > lenB) {

headA = headA.next;

lenA--;

}

**while** (lenA < lenB) {

headB = headB.next;

lenB--;

}

*// find the intersection until end*

**while** (headA != headB) {

headA = headA.next;

headB = headB.next;

}

**return** headA;

}

**private** **int** **length**(ListNode node) {

**int** length = 0;

**while** (node != **null**) {

node = node.next;

length++;

}

**return** length;

}

1. Scan both lists
2. For each list once it reaches the end, continue scanning the other list
3. Once the two runner equal to each other, return the position

Time O(n+m), space O(1)

**public** ListNode **getIntersectionNode**(ListNode headA, ListNode headB) {

**if**( **null**==headA || **null**==headB )

**return** **null**;

ListNode curA = headA, curB = headB;

**while**( curA!=curB){

curA = curA==**null**?headB:curA.next;

curB = curB==**null**?headA:curB.next;

}

**return** curA;

}

Move cur1 (cur2) forward from headA (headB) and loop back to headB (headA), eventually cur1 and cur2 will meet at the intersection point or nullptr.

ListNode \*getIntersectionNode(ListNode \*headA, ListNode \*headB) {

ListNode \*cur1 = headA, \*cur2 = headB;

**while**(cur1 != cur2){

cur1 = cur1?cur1->next:headB;

cur2 = cur2?cur2->next:headA;

}

**return** cur1;

}

### Reverse Linked List

[My Submissions](https://leetcode.com/problems/reverse-linked-list/submissions/)

QuestionEditorial Solution

Total Accepted: **101760** Total Submissions: **259181** Difficulty: **Easy**

Reverse a singly linked list.

[click to show more hints.](https://leetcode.com/problems/reverse-linked-list/)

**Hint:**

A linked list can be reversed either iteratively or recursively. Could you implement both?

public static void reverse(ListNode head) //仅反序输出

{

if(head==null) return;

reverse(head.next);

System.out.println("->"+head.val);

}

public ListNode reverseList(ListNode head) { //p是前驱（开始设为null非常巧妙）,q是当前节点，tmp用来保存当前节点的下一个节点

if(head==null) return null;

ListNode p=null,q=head,temp=head;

while(q!=null)

{

temp=q.next;

q.next=p;

p=q;

q=temp;

}

return p;

}

public ListNode reverseList(ListNode head) {

/\* iterative solution \*/

ListNode newHead = null;

**while** (head != null) {

ListNode next = head.next;

head.next = newHead;

newHead = head;

head = next;

}

**return** newHead;

}

public ListNode reverseList(ListNode head) {

/\* recursive solution \*/

**return** reverseListInt(head, null);

}

private ListNode reverseListInt(ListNode head, ListNode newHead) {

**if** (head == null)

**return** newHead;

ListNode next = head.next;

head.next = newHead;

**return** reverseListInt(next, head);

}

### 中级

### Odd Even Linked List

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/odd-even-linked-list/submissions/)

* Total Accepted: **46065**
* Total Submissions: **112860**
* Difficulty: **Medium**

Given a singly linked list, group all odd nodes together followed by the even nodes. Please note here we are talking about the node number and not the value in the nodes.

You should try to do it in place. The program should run in O(1) space complexity and O(nodes) time complexity.

**Example:**  
Given 1->2->3->4->5->NULL,  
return 1->3->5->2->4->NULL.

**Note:**  
The relative order inside both the even and odd groups should remain as it was in the input.   
The first node is considered odd, the second node even and so on ...

**Simple O(N) time, O(1), space Java solution.**

public **class** **Solution** {

public ListNode oddEvenList(ListNode head) {

**if** (head != null) {

ListNode odd = head, even = head.**next**, evenHead = even;

**while** (even != null && even.**next** != null) {

odd.**next** = odd.**next**.**next**;

even.**next** = even.**next**.**next**;

odd = odd.**next**;

even = even.**next**;

}

odd.**next** = evenHead;

}

**return** head;

}}

public ListNode oddEvenList(ListNode head) {

**if**(head==null||head.**next**==null) **return** head;

ListNode odd=head,ehead=head.**next**,even=ehead;

**while**(even!=null&&even.**next**!=null){

odd.**next**=even.**next**;

odd=odd.**next**;

even.**next**=odd.**next**;

even=even.**next**;

}

odd.**next**=ehead;

**return** head;

}

这个写法好

分别构造奇数点、偶数点的链表，再连接两个链表。

even结点后面如果还有结点，则还需要拼接。

We just need to form a linked list of all odd nodes(X) and another linked list of all even nodes(Y). Afterwards, we link Y to the end of X, and return the head of X.

public ListNode oddEvenList(ListNode head) {

**if**(head == null || head.**next** == null){

**return** head;

}

ListNode odd = head;

ListNode even = head.**next**;

ListNode even\_head = head.**next**;

**while**(even != null && even.**next** != null){

odd.**next** = odd.**next**.**next**;

even.**next** = even.**next**.**next**;

odd = odd.**next**;

even = even.**next**;

}

odd.**next** = even\_head;

**return** head;

}

### Add Two Numbers

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/add-two-numbers/submissions/)

* Total Accepted: **189436**
* Total Submissions: **751750**
* Difficulty: **Medium**

You are given two linked lists representing two non-negative numbers. The digits are stored in reverse order and each of their nodes contain a single digit. Add the two numbers and return it as a linked list.

**Input:** (2 -> 4 -> 3) + (5 -> 6 -> 4)  
**Output:** 7 -> 0 -> 8

我的做法，同书

public ListNode addTwoNumbers(ListNode l1, ListNode l2) {

return add(l1, l2, 0);

}

public ListNode add(ListNode l1, ListNode l2, int carry)

{

if(l1==null && l2==null && carry==0) return null;

int sum = carry;

if(l1!=null) sum += l1.val;

if(l2!=null) sum += l2.val;

ListNode node = new ListNode(sum % 10);

ListNode n1 = l1==null? null: l1.next;

ListNode n2 = l2==null? null: l2.next;

node.next = add(n1, n2, sum/10);

return node;

}

**public** **class** **Solution** {

**public** ListNode **addTwoNumbers**(ListNode l1, ListNode l2) {

ListNode c1 = l1;

ListNode c2 = l2;

ListNode sentinel = **new** ListNode(0);

ListNode d = sentinel;

**int** sum = 0;

**while** (c1 != **null** || c2 != **null**) {

sum /= 10;

**if** (c1 != **null**) {

sum += c1.val;

c1 = c1.next;

}

**if** (c2 != **null**) {

sum += c2.val;

c2 = c2.next;

}

d.next = **new** ListNode(sum % 10);

d = d.next;

}

**if** (sum / 10 == 1)

d.next = **new** ListNode(1);

**return** sentinel.next;

}

}

ListNode \*addTwoNumbers(ListNode \*l1, ListNode \*l2) {

ListNode preHead(0), \*p = &preHead;

int extra = 0;

**while** (l1 || l2 || extra) {

int sum = (l1 ? l1->val : 0) + (l2 ? l2->val : 0) + extra;

extra = sum / 10;

p->next = **new** ListNode(sum % 10);

p = p->next;

l1 = l1 ? l1->next : l1;

l2 = l2 ? l2->next : l2;

}

**return** preHead.next;

}

这个写法不错，迭代

Two things to make the code simple:

1. Whenever one of the two *ListNode* is null, replace it with 0.
2. Keep the while loop going when at least one of the three conditions is met.

Let me know if there is something wrong. Thanks.

**public** **class** **Solution** {

**public** ListNode **addTwoNumbers**(ListNode l1, ListNode l2) {

ListNode prev = **new** ListNode(0);

ListNode head = prev;

**int** carry = 0;

**while** (l1 != **null** || l2 != **null** || carry != 0) {

ListNode cur = **new** ListNode(0);

**int** sum = ((l2 == **null**) ? 0 : l2.val) + ((l1 == **null**) ? 0 : l1.val) + carry;

cur.val = sum % 10;

carry = sum / 10;

prev.next = cur;

prev = cur;

l1 = (l1 == **null**) ? l1 : l1.next;

l2 = (l2 == **null**) ? l2 : l2.next;

}

**return** head.next;

}

}

### Swap Nodes in Pairs

[My Submissions](https://leetcode.com/problems/swap-nodes-in-pairs/submissions/)

Question

Total Accepted: **87062** Total Submissions: **249602** Difficulty: **Medium**

Given a linked list, swap every two adjacent nodes and return its head.

For example,  
Given 1->2->3->4, you should return the list as 2->1->4->3.

Your algorithm should use only constant space. You may **not** modify the values in the list, only nodes itself can be changed.

我的做法，递归

public ListNode swapPairs(ListNode head) {

if(head == null) return null;

if(head.next == null) return head;

ListNode tmp = head.next.next;

ListNode dummy = new ListNode(0);

dummy.next = head.next;

head.next.next = head;

head.next = swapPairs(tmp);

return dummy.next;

}

这个方法不错，不需要使用dummy

The recursive stack uses O(n) space

public **class** **Solution** {

public ListNode swapPairs(ListNode head) {

**if** ((head == null)||(head.**next** == null))

**return** head;

ListNode n = head.**next**;

head.**next** = swapPairs(head.**next**.**next**);

n.**next** = head;

**return** n;

}

}

这个方法也不错，迭代使用了dummy

cur指针始终指向需要插入元素的链表的最后

public ListNode swapPairs(ListNode head) {

ListNode dummy = new ListNode(0);

dummy.**next** = head;

ListNode current = dummy;

**while** (current.**next** != null && current.**next**.**next** != null) {

ListNode first = current.**next**;

ListNode second = current.**next**.**next**;

first.**next** = second.**next**;

current.**next** = second;

current.**next**.**next** = first;

current = current.**next**.**next**;

}

**return** dummy.**next**;

}

### Reverse Nodes in k-Group

[My Submissions](https://leetcode.com/problems/reverse-nodes-in-k-group/submissions/)

Question

Total Accepted: **51964** Total Submissions: **194553** Difficulty: **Hard**

Given a linked list, reverse the nodes of a linked list *k* at a time and return its modified list.

If the number of nodes is not a multiple of *k* then left-out nodes in the end should remain as it is.

You may not alter the values in the nodes, only nodes itself may be changed.

Only constant memory is allowed.

For example,  
Given this linked list: 1->2->3->4->5

For *k* = 2, you should return: 2->1->4->3->5

For *k* = 3, you should return: 3->2->1->4->5

**public** **class** **Solution** {

**public** ListNode reverseKGroup(ListNode head, **int** k) {

**if** (head==**null**||head.next==**null**||k<2) **return** head;

ListNode dummy = **new** ListNode(0);

dummy.next = head;

ListNode tail = dummy, prev = dummy,temp;

**int** count;

**while**(**true**){

count =k;

**while**(count>0&&tail!=**null**){

count--;

tail=tail.next;

}

**if** (tail==**null**) **break**;//Has reached the end

head=prev.next;//for next cycle

// prev-->temp-->...--->....--->tail-->....

// Delete @temp and insert to the next position of @tail

// prev-->...-->...-->tail-->head-->...

// Assign @temp to the next node of @prev

// prev-->temp-->...-->tail-->...-->...

// Keep doing until @tail is the next node of @prev

**while**(prev.next!=tail){

temp=prev.next;//Assign

prev.next=temp.next;//Delete

temp.next=tail.next;

tail.next=temp;//Insert

}

tail=head;

prev=head;

}

**return** dummy.next;

}

}

有一个pre指针，保持不动（在一轮反转中），始终是作为翻转部分的前一个节点。

tail指针始终指向一个节点（作为反转后的部分的链表的头节点）

temp指针，每次将temp指针，先从pre指针后面删除，然后插入到tail指针后面（实现反转）

head指针用来控制，作为下一轮开始的前一个指针。

### Reverse Linked List II

[My Submissions](https://leetcode.com/problems/reverse-linked-list-ii/submissions/)

Question

Total Accepted: **67377** Total Submissions: **244212** Difficulty: **Medium**

Reverse a linked list from position *m* to *n*. Do it in-place and in one-pass.

For example:  
Given 1->2->3->4->5->NULL, *m* = 2 and *n* = 4,

return 1->4->3->2->5->NULL.

**Note:**  
Given *m*, *n* satisfy the following condition:  
1 ≤ *m* ≤ *n* ≤ length of list.

参考上一题，得出我的做法

public ListNode reverseBetween(ListNode head, int m, int n) {

ListNode dummy = new ListNode(0);

dummy.next = head;

ListNode cur = dummy, prev = dummy;

for(int i=0; i<m; i++)

{

prev = cur;

cur = cur.next;

}

ListNode start = cur;

for(int i=m; i<n; i++)

{

cur = cur.next;

}

ListNode tail = cur;

System.out.println(start.val +" "+tail.val);

while(prev.next!=tail)

{

ListNode tmp = start.next;

prev.next = tmp;

start.next = tail.next;

tail.next = start;

start = tmp;

}

return dummy.next;

}

这个写法不错，使用dummy指针、pre（指向待反转链表的前一个结点）、start（待反转链表的第一个结点）、then（start的下一个结点）

使用n-m来end loop

Simply just reverse the list along the way using 4 pointers: dummy, pre, start, then

**public** ListNode reverseBetween(ListNode head, **int** m, **int** n) {

**if**(head == **null**) **return** **null**;

ListNode dummy = **new** ListNode(0); // create a dummy node to mark the head of this list

dummy.next = head;

ListNode pre = dummy; // make a pointer pre as a marker for the node before reversing

**for**(**int** i = 0; i<m-1; i++) pre = pre.next;

ListNode start = pre.next; // a pointer to the beginning of a sub-list that will be reversed

ListNode then = start.next; // a pointer to a node that will be reversed

// 1 - 2 -3 - 4 - 5 ; m=2; n =4 ---> pre = 1, start = 2, then = 3

// dummy-> 1 -> 2 -> 3 -> 4 -> 5

//删去then；将then添加到pre后；更新then

**for**(**int** i=0; i<n-m; i++)

{

start.next = then.next;

then.next = pre.next;

pre.next = then;

then = start.next;

}

// first reversing : dummy->1 - 3 - 2 - 4 - 5; pre = 1, start = 2, then = 4

// second reversing: dummy->1 - 4 - 3 - 2 - 5; pre = 1, start = 2, then = 5 (finish)

**return** dummy.next;

}

The basic idea is to build a sub-list when we hit Node m by adding the subsequent nodes to the head of the sub-list one by one until we hit Node n. Then connect the nodes before Node m, the sub-list and the nodes following Node n.

public ListNode reverseBetween(ListNode head, int m, int n) {

ListNode dummyhead = new ListNode(0);

dummyhead.next = head;

ListNode sublisthead = new ListNode(0);

ListNode sublisttail = new ListNode(0);

int count = 1;

ListNode pre\_cur = dummyhead, cur = head;

**while**(count <=n){

ListNode temp = cur.next;

**if** (count < m)

pre\_cur = cur;

**else** **if** (count == m){

sublisttail = cur;

sublisthead.next = cur;

}**else** **if** (count > m){

cur.next = sublisthead.next;

sublisthead.next = cur;

}

cur = temp;

++count;

}

pre\_cur.next = sublisthead.next;

sublisttail.next = cur;

**return** dummyhead.next;

}

### Reorder List

[My Submissions](https://leetcode.com/problems/reorder-list/submissions/)

Question

Total Accepted: **61505** Total Submissions: **273008** Difficulty: **Medium**

Given a singly linked list *L*: *L*0→*L*1→…→*Ln*-1→*L*n,  
reorder it to: *L*0→*Ln*→*L*1→*Ln*-1→*L*2→*Ln*-2→…

You must do this in-place without altering the nodes' values.

For example,  
Given {1,2,3,4}, reorder it to {1,4,2,3}.

This question is a combination of **Reverse a linked list I & II**. It should be pretty straight forward to do it in 3 steps :)

**public** **void** reorderList(ListNode head) {

**if**(head==**null**||head.next==**null**) **return**;

//Find the middle of the list

ListNode p1=head;

ListNode p2=head;

**while**(p2.next!=**null**&&p2.next.next!=**null**){

p1=p1.next;

p2=p2.next.next;

}

//Reverse the half after middle 1->2->3->4->5->6 to 1->2->3->6->5->4

ListNode preMiddle=p1;

ListNode preCurrent=p1.next;

**while**(preCurrent.next!=**null**){

ListNode current=preCurrent.next;

preCurrent.next=current.next;

current.next=preMiddle.next;

preMiddle.next=current;

}

//Start reorder one by one 1->2->3->6->5->4 to 1->6->2->5->3->4

p1=head;

p2=preMiddle.next;

**while**(p1!=preMiddle){

preMiddle.next=p2.next;

p2.next=p1.next;

p1.next=p2;

p1=p2.next;

p2=preMiddle.next;

}

}

My solution is quite similar to @zchen

First, find the second half of List, (slow and fast pointer) reverse it, and make the end of first half point to null

Second, insert second half node into first half of List

For Example: If we have 1 - 2 - 3 - 4 - 5, reverse 4 - 5 to 5 - 4, make the first half end to null

Now We have 1 - 2 - 3 and 5 - 4, Insert each of second list node into the first list between current and next node which gives 1 - 5 - 2 - 4 - 3

**public** **void** reorderList(ListNode head) {

// IMPORTANT: Please reset any member data you declared, as

// the same Solution instance will be reused for each test case.

**if** (head == **null** || head.next == **null**) **return**;

ListNode fast = head;

ListNode slow = head;

**while**(fast != **null** && fast.next != **null**) {

fast = fast.next.next;

slow = slow.next;

}

ListNode reverseHead = slow.next; // find the second half of list

slow.next = **null**; // make first half end point to null

reverseHead = reverse(reverseHead); // reverse second half

ListNode cur = head;

**while**(reverseHead != **null**) { // link together

ListNode tmp = reverseHead.next;

reverseHead.next = cur.next;

cur.next = reverseHead;

cur = cur.next.next;

reverseHead = tmp;

}

}

**private** ListNode reverse(ListNode head) {

**if** (head == **null** || head.next == **null**) **return** head;

ListNode prev = **new** ListNode(0);

prev.next = head;

head = prev;

ListNode cur = prev.next;

**while**(cur.next != **null**) {

ListNode tmp = cur.next;

cur.next = tmp.next;

tmp.next = prev.next;

prev.next = tmp;

}

**return** prev.next;

}

1->2->3->4->5->null

1->2->3->4->…

3<-4<-5 reverse

1->5->2->4->3->null(重要，prev.next=null)

public void reorderList(ListNode head) {

if(head==null || head.next==null) return;

//首先，反转后半段

ListNode p=head,q=head;

while(q!=null && q.next!=null)

{

//System.out.println(p.val+" "+q.val);

p=p.next;

q=q.next.next;

}

ListNode pre=p;

p=p.next;

int cnt=0;

while(p!=null)

{

ListNode next=p.next;

p.next=pre;

pre=p;

p=next;

cnt++;

}

//reorder

ListNode start=head;

while(cnt>0)

{

ListNode next1=start.next;

ListNode next2=pre.next;

start.next=pre;

pre.next=next1;

start=next1;

pre=next2;

cnt--;

}

pre.next=null;

}

从中间节点的下一个节点开始反转。（重要！！！不然不好处理指针为null的问题）

或者，设dummy节点。

### Remove Duplicates from Sorted List

[My Submissions](https://leetcode.com/problems/remove-duplicates-from-sorted-list/submissions/)

Question

Total Accepted: **108105** Total Submissions: **296373** Difficulty: **Easy**

Given a sorted linked list, delete all duplicates such that each element appear only *once*.

For example,  
Given 1->1->2, return 1->2.  
Given 1->1->2->3->3, return 1->2->3.

类似题目**Remove Linked List Elements**

This solution is inspired by renzid https://leetcode.com/discuss/33043/3-line-recursive-solution

public ListNode deleteDuplicates(ListNode head) {

**if**(head == null || head.next == null)**return** head;

head.next = deleteDuplicates(head.next);

**return** head.val == head.next.val ? head.next : head;

}

这个写法不错

**public** **class** **Solution** {

**public** ListNode deleteDuplicates(ListNode head) {

ListNode **list** = head;

**while**(**list** != **null**) {

**if** (**list**.next == **null**) {

**break**;

}

**if** (**list**.val == **list**.next.val) {

**list**.next = **list**.next.next;

} **else** {

**list** = **list**.next;

}

}

**return** head;

}

}

//cur指针不动，直到其下一个指针为不同的数，基本同上一种写法

public **class** **Solution** {

public ListNode deleteDuplicates(ListNode head) {

**if** (head == null) **return** head;

ListNode cur = head;

**while**(cur.next != null) {

**if** (cur.val == cur.next.val) {

cur.next = cur.next.next;

}

**else** cur = cur.next;

}

**return** head;

}

}

### Remove Duplicates from Sorted List II

[My Submissions](https://leetcode.com/problems/remove-duplicates-from-sorted-list-ii/submissions/)

Question

Total Accepted: **68459** Total Submissions: **257015** Difficulty: **Medium**

Given a sorted linked list, delete all nodes that have duplicate numbers, leaving only *distinct* numbers from the original list.

For example,  
Given 1->2->3->3->4->4->5, return 1->2->5.  
Given 1->1->1->2->3, return 2->3.

这个写法不错，使用pre指针（相当于tail指针，始终指在链表的尾部。当确定cur指针是唯一值时，pre移动）

public ListNode deleteDuplicates(ListNode head) {

**if**(head==null) **return** null;

ListNode FakeHead=new ListNode(0);

FakeHead.next=head;

ListNode pre=FakeHead;

ListNode cur=head;

**while**(cur!=null){

**while**(cur.next!=null&&cur.val==cur.next.val){

cur=cur.next;

}

**if**(pre.next==cur){ //巧妙。如果pre的next是cur，说明cur指针没有经历上面的移动，则表示其是唯一值。保留该cur。

pre=pre.next;

}

**else**{

pre.next=cur.next;

}

cur=cur.next;

}

**return** FakeHead.next;

}

//我用的方法是标记了是否为重复值,这里用了pre指针

public static ListNode deleteDuplicates(ListNode head) {

if(head==null) return null;

ListNode dummy=new ListNode(0);

dummy.next=head;

ListNode cur=dummy;

boolean flag=false;

while(cur!=null)

{

ListNode next=cur.next;

flag=false;

while(next!=null)

{

next=next.next;

if(next==null) break;

if(next.val==cur.next.val)

{

flag=true;

}

else break;

}

if(flag)

{

cur.next=next;

}

else cur=cur.next;

}

return dummy.next;

}

public ListNode deleteDuplicates(ListNode head) {

**if** (head == null) **return** null;

**if** (head.next != null && head.val == head.next.val) {

**while** (head.next != null && head.val == head.next.val) {

head = head.next;

}

**return** deleteDuplicates(head.next);

} **else** {

head.next = deleteDuplicates(head.next);

}

**return** head;

}

if current node is not unique, return deleteDuplicates with head.next. If current node is unique, link it to the result of next list made by recursive call. Any improvement?

### Rotate List

[My Submissions](https://leetcode.com/problems/rotate-list/submissions/)

Question

Total Accepted: **64783** Total Submissions: **285167** Difficulty: **Medium**

Given a list, rotate the list to the right by *k* places, where *k* is non-negative.

For example:  
Given 1->2->3->4->5->NULL and *k* = 2,  
return 4->5->1->2->3->NULL.

这个写法也不错

Since n may be a large number compared to the length of list. So we need to know the length of linked list.After that, move the list after the (l-n%l )th node to the front to finish the rotation.

Ex: {1,2,3} k=2 Move the list after the 1st node to the front

Ex: {1,2,3} k=5, In this case Move the list after (3-5%3=1)st node to the front.

So the code has three parts.

1) Get the length

2) Move to the (l-n%l)th node

3)Do the rotation

**public** ListNode rotateRight(ListNode head, **int** n) {

**if** (head==**null**||head.next==**null**) **return** head;

ListNode dummy=**new** ListNode(0);

dummy.next=head;

ListNode fast=dummy,slow=dummy;

**int** i;

**for** (i=0;fast.next!=**null**;i++)//Get the total length

fast=fast.next;

**for** (**int** j=i-n%i;j>0;j--) //Get the i-n%i th node

slow=slow.next;

fast.next=dummy.next; //Do the rotation

dummy.next=slow.next;

slow.next=**null**;

**return** dummy.next;

}

Let's start with an example.

Given [0,1,2], rotate 1 steps to the right -> [2,0,1].

Given [0,1,2], rotate 2 steps to the right -> [1,2,0].

Given [0,1,2], rotate 3 steps to the right -> [0,1,2].

Given [0,1,2], rotate 4 steps to the right -> [2,0,1].

So, no matter how big K, the number of steps is, the result is always the same as rotating K % n steps to the right.

The basic idea is to link the tail of the list with the head, make it a cycle. Then count to the rotate point and cut it.

选这个(有很多细节需要注意)

* 1. 移动到链表结尾，同时计算链表的长度。
  2. 将链表结尾与头相连。
  3. 根据k移动head指针指定步数。然后将环断开。
  4. head.next即为新的链表头。

**if** (head == null)

**return** head;

ListNode copyHead = head;

**int** len = 1;

**while** (copyHead.**next** != null) {

copyHead = copyHead.**next**;

len++;

}

copyHead.**next** = head;

**for** (**int** i = len - k % len; i > 1; i--)

head = head.**next**;

copyHead = head.**next**;//巧妙保存链表的开头

head.**next** = null;

**return** copyHead;

}

计算链表的长度，然后将尾节点与头结点相连。并且头节点走（len-K%len）步来，找到分割节点。（注意这里可以通过这个保存真正的头结点，最后将此断开）

注意这里几个初值的设定

我的做法，不太好，有特例需要处理。

public ListNode rotateRight(ListNode head, int k) {

if(head==null || head.next==null) return head;

ListNode slow=head, fast=head, prev=head;

k=k % len(head);

if(k==0) return head;

while(k-1>0)

{

fast=fast.next;

k--;

}

while(fast.next!=null)

{

prev=slow;

slow=slow.next;

fast=fast.next;

}

prev.next=null;

fast.next=head;

return slow;

}

public int len(ListNode head)

{

ListNode node=head;

int cnt=0;

while(node!=null)

{

node=node.next;

cnt++;

}

return cnt;

}

### Insertion Sort List

[My Submissions](https://leetcode.com/problems/insertion-sort-list/submissions/)

Question

Total Accepted: **67204** Total Submissions: **231630** Difficulty: **Medium**

Sort a linked list using insertion sort.

pre指针每次初始化为dummy。从pre.next开始遍历，找可以插入的位置。

**public** ListNode insertionSortList(ListNode head) {

**if**( head == **null** ){

**return** head;

}

ListNode helper = **new** ListNode(0); //new starter of the sorted list

ListNode cur = head; //the node will be inserted

ListNode pre = helper; //insert node between pre and pre.next

ListNode next = **null**; //the next node will be inserted

//not the end of input list

**while**( cur != **null** ){

next = cur.next;

//find the right place to insert

**while**( pre.next != **null** && pre.next.val < cur.val ){

pre = pre.next;

}

//insert between pre and pre.next

cur.next = pre.next;

pre.next = cur;

pre = helper;

cur = next;

}

**return** helper.next;

}

我的解法：一个指针遍历链表。使用dummy，dummy.next=null，然后依次插入dummy后面。（类似上面）

One of the quotes is

*For God's sake, don't try sorting a linked list during the interview*

http://steve-yegge.blogspot.nl/2008/03/get-that-job-at-google.html

So it might be better to actually copy the values into an array and sort them there.

### Sort List

[My Submissions](https://leetcode.com/problems/sort-list/submissions/)

Question

Total Accepted: **67270** Total Submissions: **274374** Difficulty: **Medium**

Sort a linked list in *O*(*n* log *n*) time using constant space complexity.

窗体顶端

/\*\*

\* Definition for singly-linked list.

\* class ListNode {

\* int val;

\* ListNode next;

\* ListNode(int x) {

\* val = x;

\* next = null;

\* }

\* }

\*/

**public** **class** **Solution** {

**public** ListNode sortList(ListNode head) {

**if** (head == **null** || head.next == **null**)

**return** head;

ListNode f = head.next.next;

ListNode p = head;

**while** (f != **null** && f.next != **null**) {

p = p.next;

f = f.next.next;

}

ListNode h2 = sortList(p.next);

p.next = **null**;

**return** merge(sortList(head), h2);

}

**public** ListNode merge(ListNode h1, ListNode h2) {

ListNode hn = **new** ListNode(Integer.MIN\_VALUE);

ListNode c = hn;

**while** (h1 != **null** && h2 != **null**) {

**if** (h1.val < h2.val) {

c.next = h1;

h1 = h1.next;

}

**else** {

c.next = h2;

h2 = h2.next;

}

c = c.next;

}

**if** (h1 != **null**)

c.next = h1;

**if** (h2 != **null**)

c.next = h2;

**return** hn.next;

}

}
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![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoAoD48FQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==) ![](data:image/x-wmf;base64,183GmgAAAAAAAC0AIgB4AAAAAABmVwEACQAAAwUBAAAGABwAAAAAAAQAAAADAQgABQAAAAsCAAAAAAUAAAAMAiIALQADAAAAHgAHAAAA/AIAAGlpaQAAAAQAAAAtAQAACQAAAB0GIQDwACIAAgAAACsACQAAAB0GIQDwAAIAKwAgAAAABwAAAPwCAAD///8AAAAEAAAALQEBAAkAAAAdBiEA8AAgAAIAAAAAAAkAAAAdBiEA8AACACkAAAACAAcAAAD8AgAAoKCgAAAABAAAAC0BAgAJAAAAHQYhAPAAHgABAAIAKgAJAAAAHQYhAPAAAQAoAB8AAgAHAAAA/AIAAOPj4wAAAAQAAAAtAQMACQAAAB0GIQDwAB0AAQACAAIACQAAAB0GIQDwAAEAJwACAAMABwAAAPwCAADw8PAAAAAEAAAALQEEAAkAAAAdBiEA8AAcACcAAwADAAQAAAAtAQQACQAAAB0GIQDwABoAJQAEAAQABQAAAAsCAAAAAAUAAAAMAiIALQAFAAAAAQLw8PAABQAAAC4BAAAAAAUAAAACAQEAAAAcAAAA+wLz/wAAAAAAAJABAAAAhgBAACBNaWNyb3NvZnQgWWFIZWkgVUkA/0AsCgUAAAoAoEE8FQQAAAAtAQUABQAAAAkCAAAAABEAAAAyCgcACQAEAAQABwAJACYAGQDM4b27DQAAAA0AAAAEAAAAJwH//wMAAAAAAA==)

u r so creative.
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good solution, easy to understand
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ListNode f = head.next.next;

ListNode p = head;

Why is it that I get a stackoverflow when I initialize both f and p to head?
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need to delete hn to avoid memory leak
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@kevinhsu same problem here, don't know the difference between

ListNode f = head.next.next;

and

ListNode f = head;

Pls let me know you figured it out.

![https://www.gravatar.com/avatar/d015a0a29cf81b5828c5147cb10fdecc?s=20](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD//gA7Q1JFQVRPUjogZ2QtanBlZyB2MS4wICh1c2luZyBJSkcgSlBFRyB2NjIpLCBxdWFsaXR5ID0gOTAK/9sAQwADAgIDAgIDAwMDBAMDBAUIBQUEBAUKBwcGCAwKDAwLCgsLDQ4SEA0OEQ4LCxAWEBETFBUVFQwPFxgWFBgSFBUU/9sAQwEDBAQFBAUJBQUJFA0LDRQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQU/8AAEQgAFAAUAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8AwfAPwa1Xx54P8U+J0vLTTNF0CDfLc3rFRNLjIhTA+8R+WV9a981n9jrwjqPh7S7Dw54puofHtzo0erLpmpMhhu1KgsEwqleSe7YGMjvWD8BtPh+Ln7O/jD4YadfQWXioaiur2kE77FvECxZX3IMWD6blPTNdv8OvA/xI0/4j6J4++Kv2fw1ongzTmt0mkliVp1WJo1UCNjnO7JY4Bxgda/U8djcQqlS1ZQcG7R6v3Vy6fa5nf0Px7L8BhpUqV6DqKoleWtovmfNr9nljZ67nxfdWs1jdTW1xG0NxC7RyRuMFGBwQfcEUVr+ONdi8UeNNe1iCMxQ39/PdIhGCFeRmGffBor7CDlKKclZ2PhakYxnKMHdJ6MybS8uNPuo7m1nktrmJt0c0LlHQ+oI5BrY8QePfEviuGODWvEGqatDHysd7eSSqD64YkZ96KKbpwk1JpXQRqTjFwjJpPdGCKKKKpmbP/9k=) [commented](https://leetcode.com/discuss/1709/have-pretty-mergesort-method-anyone-speed-reduce-memory-usage?show=75273#c75273) Dec 20, 2015 by [**hankok**](https://leetcode.com/discuss/user/hankok)
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I would say it's probably the case where you have only 2 inputs, say 2->1-> null; After the while loop, you end up getting p points to 1. Then you sort p.next (null), which won't do anything. After that you sort 2->1->null again. Stack overflow
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窗体底端

窗体顶端
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**+2**votes

窗体底端

窗体顶端

Space complexity of the solution is not O(1), but O(nlogn). However, it's very beautiful.
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I think space complexity is O(logn), rather than O(nlogn)
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**+2**votes

窗体底端

窗体顶端

I suggest that by mentioning "Constant space" complexity, we should not use Recursion, which uses stack for each recursively called function.

Thus you can simply use Iteration for merge sort.
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窗体顶端

Nice solution.

I guess after the loop you can use this to make it even shorter

c.next = (h1 !=null) ? h1 : h2;

Here is my AC solution written in javascript

var sortList = function(head) {

**if** (!head || !head.next) **return** head;

var fast = head.next.next;

var slow = head;

**while** (fast && fast.next) {

fast = fast.next.next;

slow = slow.next;

}

var head1 = sortList(slow.next);

slow.next = null;

var head2 = sortList(head);

**return** mergeList(head1, head2);

};

var mergeList = function(h1, h2) {

var dummy = new ListNode(null);

var tail = dummy;

**while** (h1 && h2) {

**if** (h1.val <= h2.val) {

tail = tail.next = h1;

h1 = h1.next;

} **else** {

tail = tail.next = h2;

h2 = h2.next;

}

}

tail.next = h1 ? h1 : h2;

**return** dummy.next;

};

//我的方法是，归并。当一个元素或者空时直接返回。

用快慢指针将链表分成两个。递归排序两个链表，最后返回合并。（合并函数用的是迭代法，用递归会stack overflow）🡪和下面一样

public **class** **Solution** {

public ListNode sortList(ListNode head) {

**if** (head == null || head.next == null)

**return** head;

// step 1. cut the list to two halves

ListNode prev = null, slow = head, fast = head;

**while** (fast != null && fast.next != null) {

prev = slow;

slow = slow.next;

fast = fast.next.next;

}

prev.next = null;

// step 2. sort each half

ListNode l1 = sortList(head);

ListNode l2 = sortList(slow);

// step 3. merge l1 **and** l2

**return** merge(l1, l2);

}

ListNode merge(ListNode l1, ListNode l2) {

ListNode l = new ListNode(0), p = l;

**while** (l1 != null && l2 != null) {

**if** (l1.val < l2.val) {

p.next = l1;

l1 = l1.next;

} **else** {

p.next = l2;

l2 = l2.next;

}

p = p.next;

}

**if** (l1 != null)

p.next = l1;

**if** (l2 != null)

p.next = l2;

**return** l.next;

}

}

### Partition List

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/partition-list/submissions/)

* Total Accepted: **79019**
* Total Submissions: **255605**
* Difficulty: **Medium**

Given a linked list and a value *x*, partition it such that all nodes less than *x* come before nodes greater than or equal to *x*.

You should preserve the original relative order of the nodes in each of the two partitions.

For example,  
Given 1->4->3->2->5->2 and *x* = 3,  
return 1->2->2->4->3->5.

我的做法，参考书上

public ListNode partition(ListNode head, int x) {

if(head==null) return head;

ListNode dummy1=new ListNode(0);

ListNode dummy2=new ListNode(0);

ListNode tail1=dummy1, tail2=dummy2;

while(head!=null)

{

if(head.val<x)

{

tail1.next=head;

tail1=head;

}

else

{

tail2.next=head;

tail2=head;

}

head=head.next;

}

tail1.next=null;

tail2.next=null; //重要，没有的话会超时

if(dummy1.next==null) return dummy2.next;

tail1.next=dummy2.next;

return dummy1.next;

}

ListNode \*partition(ListNode \*head, int x) {

ListNode node1(0), node2(0);

ListNode \*p1 = &node1, \*p2 = &node2;

**while** (head) {

**if** (head->val < x)

p1 = p1->next = head;

**else**

p2 = p2->next = head;

head = head->next;

}

p2->next = **NULL**;

p1->next = node2.next;

**return** node1.next;

}

这个写法好，比我的简洁

the basic idea is to maintain two queues, the first one stores all nodes with val less than x , and the second queue stores all the rest nodes. Then concat these two queues. Remember to set the tail of second queue a null next, or u will get TLE.

**public** ListNode **partition**(ListNode head, **int** x) {

ListNode dummy1 = **new** ListNode(0), dummy2 = **new** ListNode(0); *//dummy heads of the 1st and 2nd queues*

ListNode curr1 = dummy1, curr2 = dummy2; *//current tails of the two queues;*

**while** (head!=**null**){

**if** (head.val<x) {

curr1.next = head;

curr1 = head;

}**else** {

curr2.next = head;

curr2 = head;

}

head = head.next;

}

curr2.next = **null**; *//important! avoid cycle in linked list. otherwise u will get TLE.*

curr1.next = dummy2.next;

**return** dummy1.next;

}

### Convert Sorted List to Binary Search Tree

[My Submissions](https://leetcode.com/problems/convert-sorted-list-to-binary-search-tree/submissions/)

Question

Total Accepted: **66466** Total Submissions: **220624** Difficulty: **Medium**

Given a singly linked list where elements are sorted in ascending order, convert it to a height balanced BST. 类似书上

我的做法，类似数组的做法

题目要求构造的BST，mid点是中间偏前（并没有！只需要平衡就好）。比如1->2->3->4.按照常规移动指针的方式，中点会指在结点3处。使用dummy则指在结点2处。

如果是奇数点的链表，则两种方法都指在中间结点。

所以这题可以不使用dummy

public TreeNode sortedListToBST(ListNode head) {

if(head==null) return null;

if(head.next==null) return new TreeNode(head.val);

ListNode dummy=new ListNode(0);

dummy.next=head;

ListNode slow=dummy, fast=dummy, prev=dummy;

while(fast!=null && fast.next!=null)

{

prev=slow;

slow=slow.next;

fast=fast.next.next;

}

prev.next=null; // cut the linked list

//slow is the mid

TreeNode node=new TreeNode(slow.val);

node.left=sortedListToBST(dummy.next);

node.right=sortedListToBST(slow.next);

return node;

}

public TreeNode sortedListToBST(ListNode head) {

if(head==null) return null;

if(head.next==null) return new TreeNode(head.val);

ListNode slow=head, fast=head, prev=head;

while(fast!=null && fast.next!=null)

{

prev=slow;

slow=slow.next;

fast=fast.next.next;

}

prev.next=null; // cut the linked list

//slow is the mid

TreeNode node=new TreeNode(slow.val);

node.left=sortedListToBST(head);

node.right=sortedListToBST(slow.next);

return node;

}

**private** ListNode node;

**public** TreeNode sortedListToBST(ListNode head) {

**if**(head == **null**){

**return** **null**;

}

**int** size = 0;

ListNode runner = head;

node = head;

**while**(runner != **null**){

runner = runner.next;

size ++;

}

**return** inorderHelper(0, size - 1);

}

**public** TreeNode inorderHelper(**int** start, **int** end){

**if**(start > end){

**return** **null**;

}

**int** mid = start + (end - start) / 2;

TreeNode left = inorderHelper(start, mid - 1);

TreeNode treenode = **new** TreeNode(node.val);

treenode.left = left;

node = node.next;

TreeNode right = inorderHelper(mid + 1, end);

treenode.right = right;

**return** treenode;

}

count is a function to calculate the size of list.

Key words: inorder traversal.

class Solution {

public:

ListNode \*list;

**int** count(ListNode \*node){

**int** size = 0;

**while** (node) {

++size;

node = node->next;

}

**return** size;

}

TreeNode \*generate(**int** n){

**if** (n == 0)

**return** NULL;

TreeNode \*node = new TreeNode(0);

node->left = generate(n / 2);

node->val = list->val;

list = list->next;

node->right = generate(n - n / 2 - 1);

**return** node;

}

TreeNode \*sortedListToBST(ListNode \*head) {

this->list = head;

**return** generate(count(head));

}

};

Recursive BST construction using slow-fast traversal on linked list

这个写法不错

**public** TreeNode sortedListToBST(ListNode head) {

**if**(head == **null**)

**return** **null**;

ListNode fast = head;

ListNode slow = head;

ListNode prev =**null**;

**while**(fast != **null** && fast.next != **null**)

{

fast = fast.next.next;

prev =slow;

slow=slow.next;

}

TreeNode root = **new** TreeNode(slow.val);

**if**(prev != **null**) //考虑的是只有一个结点的情况

prev.next = **null**;

**else**

head = **null**;

root.left = sortedListToBST(head);

root.right = sortedListToBST(slow.next);

**return** root;

}

Traverse the list to get the middle element and make that the root. left side of the list forms left sub-tree and right side of the middle element forms the right sub-tree.

**class** **Solution** {

**public**:

TreeNode \*sortedListToBST(ListNode \*head)

{

**return** sortedListToBST( head, **NULL** );

}

**private**:

TreeNode \*sortedListToBST(ListNode \*head, ListNode \*tail)

{

**if**( head == tail )

**return** **NULL**;

**if**( head->next == tail ) //

{

TreeNode \*root = **new** TreeNode( head->val );

**return** root;

}

ListNode \*mid = head, \*temp = head;

**while**( temp != tail && temp->next != tail ) // 寻找中间节点

{

mid = mid->next;

temp = temp->next->next;

}

TreeNode \*root = **new** TreeNode( mid->val );

root->left = sortedListToBST( head, mid );

root->right = sortedListToBST( mid->next, tail );

**return** root;

}

};

**class** **Solution** {

**public**:

TreeNode \*sortedListToBST(ListNode \*head)

{

**return** sortedListToBST( head, **NULL** );

}

**private**:

TreeNode \*sortedListToBST(ListNode \*head, ListNode \*tail)

{

**if**( head == tail )

**return** **NULL**;

**if**( head->next == tail ) //

{

TreeNode \*root = **new** TreeNode( head->val );

**return** root;

}

ListNode \*mid = head, \*temp = head;

**while**( temp != tail && temp->next != tail ) // 寻找中间节点

{

mid = mid->next;

temp = temp->next->next;

}

TreeNode \*root = **new** TreeNode( mid->val );

root->left = sortedListToBST( head, mid );

root->right = sortedListToBST( mid->next, tail );

**return** root;

}

};

**public** **class** **Solution** {

**public** TreeNode sortedListToBST(ListNode head) {

**if**(head==**null**)

**return** **null**;

ListNode slow = head;

ListNode fast = head;

ListNode temp=**null**;

//find the mid node

**while**(fast.next!=**null** && fast.next.next!=**null**){

fast = fast.next.next;

temp = slow;

slow = slow.next;

}

**if**(temp!=**null**)

temp.next = **null**; //break the link

**else**

head = **null**;

TreeNode root = **new** TreeNode(slow.val);

root.left = sortedListToBST(head);

root.right = sortedListToBST(slow.next);

**return** root;

}

### 约瑟夫环

约瑟夫问题是一个非常著名的趣题，即由n个人坐成一圈，按顺时针由1开始给他们编号。然后由第一个人开始报数，数到m的人出局。现在需要求的是最后一个出局的人的编号。

给定两个int **n**和**m**，代表游戏的人数。请返回最后一个出局的人的编号。保证n和m小于等于1000。

测试样例：

5 3

返回：4

无论是用链表实现还是用数组实现都有一个共同点：要模拟整个游戏过程，不仅程序写起来比 较烦，而且时间复杂度高达O(nm)，当n，m非常大(例如上百万，上千万)的时候，几乎是没有办法在短时间内出结果的。我们注意到原问题仅仅是要求出最 后的胜利者的序号，而不是要读者模拟整个过程。因此如果要追求效率，就要打破常规，实施一点数学策略。

为了讨论方便，先把问题稍微改变一下，并不影响原意：

问题描述：n个人（编号0~(n-1))，从0开始报数，报到(m-1)的退出，剩下的人继续从0开始报数。求胜利者的编号。

我们知道第一个人(编号一定是m%n-1) 出列之后，剩下的n-1个人组成了一个新的约瑟夫环（以编号为k=m%n的人开始）:  
   k   k+1   k+2   ... n-2, n-1, 0, 1, 2, ... k-2  
并且从k开始报0。

现在我们把他们的编号做一下转换：  
k     --> 0  
k+1 --> 1  
k+2 --> 2  
...  
...  
k-2 --> n-2  
k-1 --> n-1

变换后就完完全全成为了(n-1)个人报数的子问题，假如我们知道这个子问题的解：例如x是最终的胜利者，那么根据上面这个表把这个x变回去不刚好就是n个人情况的解吗？！！变回去的公式很简单，相信大家都可以推出来：x'=(x+k)%n

如何知道(n-1)个人报数的问题的解？对，只要知道(n-2)个人的解就行了。(n-2)个人的解呢？当然是先求(n-3)的情况 ---- 这显然就是一个倒推问题！好了，思路出来了，下面写递推公式：

令f[i]表示i个人玩游戏报m退出最后胜利者的编号，最后的结果自然是f[n]

递推公式  
f[1]=0;  
f[i]=(f[i-1]+m)%i;   (i>1)

有了这个公式，我们要做的就是从1-n顺序算出f[i]的数值，最后结果是f[n]。因为实际生活中编号总是从1开始，我们输出f[n]+1

由于是逐级递推，不需要保存每个f[i]，程序也是异常简单：   
#include <stdio.h>  
int main()  
{  
   int n, m, i, s=0;  
   printf ("N M = "); scanf("%d%d", &n, &m);  
   for (i=2; i<=n; i++) s=(s+m)%i;  
   printf ("The winner is %d\n", s+1);  
}

这个算法的时间复杂度为O(n)，相对于模拟算法已经有了很大的提高。算n，m等于一百万，一千万的情况不是问题了。

## 栈和队列

### Min Stack

[My Submissions](https://leetcode.com/problems/min-stack/submissions/)

QuestionEditorial Solution

Total Accepted: **66860** Total Submissions: **306130** Difficulty: **Easy**

Design a stack that supports push, pop, top, and retrieving the minimum element in constant time.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* getMin() -- Retrieve the minimum element in the stack.

The question is ask to construct One stack. So I am using one stack.

The idea is to store the gap between the min value and the current value;

The problem for my solution is the cast. I have no idea to avoid the cast. Since the possible gap between the current value and the min value could be Integer.MAXVALUE-Integer.MINVALUE;

**public** **class** MinStack {

**long** min;

Stack<Long> **stack**;

**public** MinStack(){

**stack**=**new** Stack<>();

}

**public** **void** push(**int** x) {

**if** (**stack**.isEmpty()){

**stack**.push(0L);

min=x;

}**else**{

**stack**.push(x-min);//Could be negative if min value needs to change

**if** (x<min) min=x;

}

}

**public** **void** pop() {

**if** (**stack**.isEmpty()) **return**;

**long** pop=**stack**.pop();

**if** (pop<0) min=min-pop;//If negative, increase the min value

}

**public** **int** top() {

**long** top=**stack**.peek();

**if** (top>0){

**return** (**int**)(top+min);

}**else**{

**return** (**int**)(min);

}

}

**public** **int** getMin() {

**return** (**int**)min;

}

}

My idea is directly store the current min value in the stack, below is my code. I think both methods use the same memory space, but my method doesn't need any calculation.

**class** **MinStack**

{

**static** **class** **Element**

{

**final** **int** value;

**final** **int** min;

Element(**final** **int** value, **final** **int** min)

{

**this**.value = value;

**this**.min = min;

}

}

**final** Stack<Element> stack = **new** Stack<>();

**public** **void** push(**int** x) {

**final** **int** min = (stack.empty()) ? x : Math.min(stack.peek().min, x);

stack.push(**new** Element(x, min));

}

**public** **void** pop()

{

stack.pop();

}

**public** **int** top()

{

**return** stack.peek().value;

}

**public** **int** getMin()

{

**return** stack.peek().min;

}

}

**class** MinStack {

**int** min=Integer.MAX\_VALUE;

Stack<Integer> **stack** = **new** Stack<Integer>();

**public** **void** push(**int** x) {

// only push the old minimum value when the current

// minimum value changes after pushing the new value x

**if**(x <= min){

**stack**.push(min);

min=x;

}

**stack**.push(x);

}

**public** **void** pop() {

// if pop operation could result in the changing of the current minimum value,

// pop twice and change the current minimum value to the last minimum value.

**if**(**stack**.peek()==min) {

**stack**.pop();

min=**stack**.peek();

**stack**.pop();

}**else**{

**stack**.pop();

}

**if**(**stack**.empty()){

min=Integer.MAX\_VALUE;

}

}

**public** **int** top() {

**return** **stack**.peek();

}

**public** **int** getMin() {

**return** min;

}

}

### Valid Parentheses

[My Submissions](https://leetcode.com/problems/valid-parentheses/submissions/)

QuestionEditorial Solution

Total Accepted: **101369** Total Submissions: **348349** Difficulty: **Easy**

Given a string containing just the characters '(', ')', '{', '}', '[' and ']', determine if the input string is valid.

The brackets must close in the correct order, "()" and "()[]{}" are all valid but "(]" and "([)]" are not.

//和我的方法一样

**public** **class** Solution {

**public** boolean isValid(String s) {

Stack<Character> **stack** = **new** Stack<Character>();

// Iterate through string until empty

**for**(**int** i = 0; i<s.length(); i++) {

// Push any open parentheses onto stack

**if**(s.charAt(i) == '(' || s.charAt(i) == '[' || s.charAt(i) == '{')

**stack**.push(s.charAt(i));

// Check stack for corresponding closing parentheses, false if not valid

**else** **if**(s.charAt(i) == ')' && !**stack**.empty() && **stack**.peek() == '(')

**stack**.pop();

**else** **if**(s.charAt(i) == ']' && !**stack**.empty() && **stack**.peek() == '[')

**stack**.pop();

**else** **if**(s.charAt(i) == '}' && !**stack**.empty() && **stack**.peek() == '{')

**stack**.pop();

**else**

**return** **false**;

}

// return true if no open parentheses left in stack

**return** **stack**.empty();

}

}

public **class** **Solution** {

public boolean isValid(String s) {

int length;

**do** {

length = s.length();

s = s.replace("()", "").replace("{}", "").replace("[]", "");

} **while**(length != s.length());

**return** s.length() == 0;

}

}

In this solution you essentially can remove parentheses that you know are valid until the string is empty. If the string is not empty, that means that the parentheses were malformed.

The code is easy to understand and the idea is good. However, it might not be considered an efficient algorithm, compared with the stack method. Consider the worst case where the string is as follows:

[([([([([()])])])])]

where only one pair of parenthesis can be detected and removed each round, would the running time be O(n^2)?

**Nooooo! Stop upvoting it....**

In an algorithms coding community who appreciates constructing 3\*n/2 separate Stringobjects to validate a single String? Not to mention that each replace call uses regex:

* compiles a Pattern
* creates a Matcher
* builds the replacement using a StringBuffer ("synchronized StringBuilder")

Don't get me wrong, regex is awesome, I love it, and use it very often for parsing complex structures. The difference is that for some tasks there are faster ways. Just because a code has less characters it doesn't mean it's better. My outburst is highly correlated to using a regex without knowing it or knowingly in a loop that isn't pre-compiled. Consider the following code:

**public** **class** **Solution** {

**private** **static** **final** Pattern PARENS = Pattern.compile("\\(\\)|\\[\\]|\\{\\}");

**public** **boolean** isValid(String s) {

**int** length;

do {

length = s.length();

s = PARENS.matcher(s).replaceAll("");

} **while** (length != s.length());

**return** s.isEmpty();

}

}

same result, 1 regex = 1 compile overall, 1 extra string created per iteration; still usingStringBuffer though. I would be happier with this, but there's still a way to do it by iterating over the characters of the input once.

### Mini Parser

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/mini-parser/submissions/)

* Total Accepted: **625**
* Total Submissions: **2252**
* Difficulty: **Medium**

Given a nested list of integers represented as a string, implement a parser to deserialize it.

Each element is either an integer, or a list -- whose elements may also be integers or other lists.

**Note:** You may assume that the string is well-formed:

* String is non-empty.
* String does not contain white spaces.
* String contains only digits 0-9, [, - ,, ].

**Example 1:**

Given s = "324",

You should return a NestedInteger object which contains a single integer 324.

**Example 2:**

Given s = "[123,[456,[789]]]",

Return a NestedInteger object containing a nested list with 2 elements:

1. An integer containing value 123.

2. A nested list containing two elements:

i. An integer containing value 456.

ii. A nested list with one element:

a. An integer containing value 789.

## 树

### EASY

### Path Sum

[My Submissions](https://leetcode.com/problems/path-sum/submissions/)

QuestionEditorial Solution

Total Accepted: **97497** Total Submissions: **313025** Difficulty: **Easy**

Given a binary tree and a sum, determine if the tree has a root-to-leaf path such that adding up all the values along the path equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ \

7 2 1

return true, as there exist a root-to-leaf path 5->4->11->2 which sum is 22.

The basic idea is to subtract the value of current node from sum until it reaches a leaf node and the subtraction equals 0, then we know that we got a hit. Otherwise the subtraction at the end could not be 0.

我的做法用了两个函数

**public** **class** **Solution** {

**public** **boolean** hasPathSum(TreeNode root, **int** sum) {

**if**(root == **null**) **return** **false**;

**if**(root.left == **null** && root.right == **null** && sum - root.val == 0) **return** **true**; //是叶子，且值符合要求

**return** hasPathSum(root.left, sum - root.val) || hasPathSum(root.right, sum - root.val);

}

}

### Balanced Binary Tree

[My Submissions](https://leetcode.com/problems/balanced-binary-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **104917** Total Submissions: **310361** Difficulty: **Easy**

Given a binary tree, determine if it is height-balanced.

For this problem, a height-balanced binary tree is defined as a binary tree in which the depth of the two subtrees of *every* node never differ by more than 1.

同书本做法

Java solution based on height, check left and right node in every recursion to avoid further useless search

**public** **boolean** isBalanced(TreeNode root) {

**if**(root==**null**){

**return** **true**;

}

**return** height(root)!=-1;

}

**public** **int** height(TreeNode node){

**if**(node==**null**){

**return** 0;

}

**int** lH=height(node.left);

**if**(lH==-1){

**return** -1;

}

**int** rH=height(node.right);

**if**(rH==-1){

**return** -1;

}

**if**(lH-rH<-1 || lH-rH>1){

**return** -1;

}

**return** Math.max(lH,rH)+1;

}

### Maximum Depth of Binary Tree

[My Submissions](https://leetcode.com/problems/maximum-depth-of-binary-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **134653** Total Submissions: **282920** Difficulty: **Easy**

Given a binary tree, find its maximum depth.

The maximum depth is the number of nodes along the longest path from the root node down to the farthest leaf node.

if the node does not exist, simply return 0. Otherwise, return the 1+the longer distance of its subtree.

//就是求树高

**public** **int** maxDepth(TreeNode root) {

**if**(root==**null**){

**return** 0;

}

**return** 1+Math.max(maxDepth(root.left),maxDepth(root.right));

}

### Minimum Depth of Binary Tree

[My Submissions](https://leetcode.com/problems/minimum-depth-of-binary-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **100534** Total Submissions: **329860** Difficulty: **Easy**

Given a binary tree, find its minimum depth.

The minimum depth is the number of nodes along the shortest path from the root node down to the nearest leaf node.

这个写法可以，分两种情况讨论。

**public** **class** **Solution** {

**public** **int** minDepth(TreeNode root) {

**if**(root == **null**) **return** 0;

**int** left = minDepth(root.left);

**int** right = minDepth(root.right);

**return** (left == 0 || right == 0) ? left + right + 1: Math.min(left,right) + 1;

}

}

**public** **int** minDepth(TreeNode root) {

**if**(root == **null**) **return** 0;

**if**(root.left == **null** || root.right == **null**)

**return** 1 + Math.max(minDepth(root.left), minDepth(root.right));

**return** 1 + Math.min(minDepth(root.left), minDepth(root.right));

}

**public** **int** minDepth(TreeNode root) {

**if** (root == **null**)

**return** 0;

**if** (root.left != **null** && root.right != **null**)

**return** Math.min(minDepth(root.left), minDepth(root.right))+1;

**else**

**return** Math.max(minDepth(root.left), minDepth(root.right))+1;

}

我的做法

public int minDepth(TreeNode root) {

if(root==null) return 0;

return minDepth(root,1);

}

public int minDepth(TreeNode root, int level) {

if(root==null) return Integer.MAX\_VALUE;

if(root.left==null && root.right==null) return level;

return Math.min(minDepth(root.left,level+1),minDepth(root.right,level+1));

}

### Same Tree

[My Submissions](https://leetcode.com/problems/same-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **120879** Total Submissions: **280447** Difficulty: **Easy**

Given two binary trees, write a function to check if they are equal or not.

Two binary trees are considered equal if they are structurally identical and the nodes have the same value.

做法类似对称树

**public** **boolean** isSameTree(TreeNode p, TreeNode q) {

**if**(p == **null** && q == **null**) **return** **true**;

**if**(p == **null** || q == **null**) **return** **false**;

**if**(p.val == q.val)

**return** isSameTree(p.left, q.left) && isSameTree(p.right, q.right);

**return** **false**;

}

### Invert Binary Tree

[My Submissions](https://leetcode.com/problems/invert-binary-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **81297** Total Submissions: **181160** Difficulty: **Easy**

Invert a binary tree.

4

/ \

2 7

/ \ / \

1 3 6 9

to

4

/ \

7 2

/ \ / \

9 6 3 1

**Trivia:**  
This problem was inspired by [this original tweet](https://twitter.com/mxcl/status/608682016205344768) by [Max Howell](https://twitter.com/mxcl):

Google: 90% of our engineers use the software you wrote (Homebrew), but you can’t invert a binary tree on a whiteboard so fuck off.

Straightforward DFS recursive, iterative, BFS solutions

As in many other cases this problem has more than one possible solutions:

Lets start with straightforward - recursive DFS - it's easy to write and pretty much concise.

**public** **class** **Solution** {

**public** TreeNode invertTree(TreeNode root) {

**if** (root == **null**) {

**return** **null**;

}

**final** TreeNode left = root.left,

right = root.right;

root.left = invertTree(right);

root.right = invertTree(left);

**return** root;

}

}

The above solution is correct, but it is also bound to the application stack, which means that it's no so much scalable - (you can find the problem size that will overflow the stack and crash your application), so more robust solution would be to use stack data structure.

**public** **class** **Solution** {

**public** TreeNode invertTree(TreeNode root) {

**if** (root == **null**) {

**return** **null**;

}

**final** Deque<TreeNode> stack = **new** LinkedList<>();

stack.push(root);

**while**(!stack.isEmpty()) {

**final** TreeNode node = stack.pop();

**final** TreeNode left = node.left;

node.left = node.right;

node.right = left;

**if**(node.left != **null**) {

stack.push(node.left);

}

**if**(node.right != **null**) {

stack.push(node.right);

}

}

**return** root;

}

}

Finally we can easly convert the above solution to BFS - or so called level order traversal.

**public** **class** **Solution** {

**public** TreeNode invertTree(TreeNode root) {

**if** (root == **null**) {

**return** **null**;

}

**final** Queue<TreeNode> queue = **new** LinkedList<>();

queue.offer(root);

**while**(!queue.isEmpty()) {

**final** TreeNode node = queue.poll();

**final** TreeNode left = node.left;

node.left = node.right;

node.right = left;

**if**(node.left != **null**) {

queue.offer(node.left);

}

**if**(node.right != **null**) {

queue.offer(node.right);

}

}

**return** root;

}

}

If I can write this code, does it mean I can get job at Google? ;)

### Binary Tree Level Order Traversal

[My Submissions](https://leetcode.com/problems/binary-tree-level-order-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **97496** Total Submissions: **300711** Difficulty: **Easy**

Given a binary tree, return the *level order* traversal of its nodes' values. (ie, from left to right, level by level).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its level order traversal as:

[

[3],

[9,20],

[15,7]

]

我是多使用一个队列（按照书上做法）

这里是每层计数

public class Solution {

public List<**List<Integer**>> levelOrder(TreeNode root) {

Queue<**TreeNode**> queue = new LinkedList<**TreeNode**>();

List<**List<Integer**>> wrapList = new LinkedList<**List<Integer**>>();

if(root == null) return wrapList;

queue.offer(root);

while(!queue.isEmpty()){

int levelNum = queue.size();

List<**Integer**> subList = new LinkedList<**Integer**>();

for(int i=0; i<**levelNum;** i++) {

if(queue.peek().left != null) queue.offer(queue.peek().left);

if(queue.peek().right != null) queue.offer(queue.peek().right);

subList.add(queue.poll().val);

}

wrapList.add(subList);

}

return wrapList;

}

}

### Binary Tree Level Order Traversal II

[My Submissions](https://leetcode.com/problems/binary-tree-level-order-traversal-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **75916** Total Submissions: **225865** Difficulty: **Easy**

Given a binary tree, return the *bottom-up level order* traversal of its nodes' values. (ie, from left to right, level by level from leaf to root).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its bottom-up level order traversal as:

[

[15,7],

[9,20],

[3]

]

我的代码里，Queue<**TreeNode**> queue = new LinkedList<**TreeNode**>();不对？

当编译时类型和运行时类型不同时，编译时类型不支持的方法，在编译的时候是通不过的。

BFS solution:

public class Solution {

public List<**List<Integer**>> levelOrderBottom(TreeNode root) {

Queue<**TreeNode**> queue = new LinkedList<**TreeNode**>();

List<**List<Integer**>> wrapList = new LinkedList<**List<Integer**>>();

if(root == null) return wrapList;

queue.offer(root);

while(!queue.isEmpty()){

int levelNum = queue.size();

List<**Integer**> subList = new LinkedList<**Integer**>();

for(int i=0; i<**levelNum;** i++) {

if(queue.peek().left != null) queue.offer(queue.peek().left);

if(queue.peek().right != null) queue.offer(queue.peek().right);

subList.add(queue.poll().val);

}

wrapList.add(0, subList);

}

return wrapList;

}

}

DFS solution:

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> levelOrderBottom(TreeNode root) {

**List**<**List**<Integer>> wrapList = **new** LinkedList<**List**<Integer>>();

levelMaker(wrapList, root, 0);

**return** wrapList;

}

**public** void levelMaker(**List**<**List**<Integer>> **list**, TreeNode root, int level) {

**if**(root == **null**) **return**;

**if**(level >= **list**.size()) {

**list**.add(0, **new** LinkedList<Integer>());

}

levelMaker(**list**, root.left, level+1);

levelMaker(**list**, root.right, level+1);

**list**.get(**list**.size()-level-1).add(root.val);

}

}

### Symmetric Tree

[My Submissions](https://leetcode.com/problems/symmetric-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **101707** Total Submissions: **301938** Difficulty: **Easy**

Given a binary tree, check whether it is a mirror of itself (ie, symmetric around its center).

For example, this binary tree is symmetric:

1

/ \

2 2

/ \ / \

3 4 4 3

But the following is not:

1

/ \

2 2

\ \

3 3

**Note:**  
Bonus points if you could solve it both recursively and iteratively.

**1ms recursive Java Solution, easy to understand 我的做法同**

**public** **boolean** isSymmetric(TreeNode root) {

**if**(root==**null**) **return** **true**;

**return** isMirror(root.left,root.right);

}

**public** **boolean** isMirror(TreeNode p, TreeNode q) {

**if**(p==**null** && q==**null**) **return** **true**;

**if**(p==**null** || q==**null**) **return** **false**;

**return** (p.val==q.val) && isMirror(p.left,q.right) && isMirror(p.right,q.left);

}

非递归做法

The idea is: 1. level traversal. 2. push nodes onto stack, every 2 consecutive is a pair, and should either be both null or have equal value. repeat until stack is empty.

**public** boolean isSymmetric(TreeNode root) {

**if** (root == null)

**return** **true**;

Stack<TreeNode> **stack** = **new** Stack<TreeNode>();

**stack**.push(root.left);

**stack**.push(root.right);

**while** (!**stack**.isEmpty()) {

TreeNode node1 = **stack**.pop();

TreeNode node2 = **stack**.pop();

**if** (node1 == null && node2 == null)

**continue**;

**if** (node1 == null || node2 == null)

**return** **false**;

**if** (node1.val != node2.val)

**return** **false**;

**stack**.push(node1.left);

**stack**.push(node2.right);

**stack**.push(node1.right);

**stack**.push(node2.left);

}

**return** **true**;

}

**public** **boolean** isSymmetric(TreeNode root) {

Queue<TreeNode> q = **new** LinkedList<TreeNode>();

**if**(root == **null**) **return** **true**;

q.add(root.left);

q.add(root.right);

**while**(q.size() > 1){

TreeNode left = q.poll(),

right = q.poll();

**if**(left== **null**&& right == **null**) **continue**;

**if**(left == **null** ^ right == **null**) **return** **false**;

**if**(left.val != right.val) **return** **false**;

q.add(left.left);

q.add(right.right);

q.add(left.right);

q.add(right.left);

}

**return** **true**;

}

Recursive--400ms:

**public** **boolean** isSymmetric(TreeNode root) {

**return** root==**null** || isSymmetricHelp(root.left, root.right);

}

**private** **boolean** isSymmetricHelp(TreeNode left, TreeNode right){

**if**(left==**null** || right==**null**)

**return** left==right;

**if**(left.val!=right.val)

**return** **false**;

**return** isSymmetricHelp(left.left, right.right) && isSymmetricHelp(left.right, right.left);

}

Non-recursive(use Stack)--460ms:

**public** **boolean** isSymmetric(TreeNode root) {

**if**(root==**null**) **return** **true**;

Stack<TreeNode> stack = **new** Stack<TreeNode>();

TreeNode left, right;

**if**(root.left!=**null**){

**if**(root.right==**null**) **return** **false**;

stack.push(root.left);

stack.push(root.right);

}

**else** **if**(root.right!=**null**){

**return** **false**;

}

**while**(!stack.empty()){

**if**(stack.size()%2!=0) **return** **false**;

right = stack.pop();

left = stack.pop();

**if**(right.val!=left.val) **return** **false**;

**if**(left.left!=**null**){

**if**(right.right==**null**) **return** **false**;

stack.push(left.left);

stack.push(right.right);

}

**else** **if**(right.right!=**null**){

**return** **false**;

}

**if**(left.right!=**null**){

**if**(right.left==**null**) **return** **false**;

stack.push(left.right);

stack.push(right.left);

}

**else** **if**(right.left!=**null**){

**return** **false**;

}

}

**return** **true**;

}

### Binary Tree Paths

[My Submissions](https://leetcode.com/problems/binary-tree-paths/submissions/)

QuestionEditorial Solution

Total Accepted: **41628** Total Submissions: **148557** Difficulty: **Easy**

Given a binary tree, return all root-to-leaf paths.

For example, given the following binary tree:

1

/ \

2 3

\

5

All root-to-leaf paths are:

["1->2->5", "1->3"]

**我用数组存了每个数字做处理（需要移除每步的影响），下面这个方法较好。**

**只有当左子树/右子树不空，才继续往下搜索**

**public** **List**<String> binaryTreePaths(TreeNode root) {

**List**<String> answer = **new** ArrayList<String>();

**if** (root != **null**) searchBT(root, "", answer);

**return** answer;

}

**private** void searchBT(TreeNode root, String path, **List**<String> answer) {

**if** (root.left == **null** && root.right == **null**) answer.add(path + root.val);

**if** (root.left != **null**) searchBT(root.left, path + root.val + "->", answer);

**if** (root.right != **null**) searchBT(root.right, path + root.val + "->", answer);

}

Lot of recursive solutions on this forum involves creating a helper recursive function with added parameters. The added parameter which usually is of the type List , carries the supplementary path information. However, the approach below doesn't use such a helper function.

**public** **List**<String> binaryTreePaths(TreeNode root) {

**List**<String> paths = **new** LinkedList<>();

**if**(root == **null**) **return** paths;

**if**(root.left == **null** && root.right == **null**){

paths.add(root.val+"");

**return** paths;

}

**for** (String path : binaryTreePaths(root.left)) {

paths.add(root.val + "->" + path);

}

**for** (String path : binaryTreePaths(root.right)) {

paths.add(root.val + "->" + path);

}

**return** paths;

}

### Lowest Common Ancestor of a Binary Search Tree

[My Submissions](https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-search-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **62564** Total Submissions: **165234** Difficulty: **Easy**

Given a binary search tree (BST), find the lowest common ancestor (LCA) of two given nodes in the BST.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”

\_\_\_\_\_\_\_6\_\_\_\_\_\_

/ \

\_\_\_2\_\_ \_\_\_8\_\_

/ \ / \

0 \_4 7 9

/ \

3 5

For example, the lowest common ancestor (LCA) of nodes 2 and 8 is 6. Another example is LCA of nodes 2 and 4 is 2, since a node can be a descendant of itself according to the LCA definition.

3 lines with O(1) space, 1-Liners, Alternatives

Just walk down from the whole tree's root as long as both p and q are in the same subtree (meaning their values are both smaller or both larger than root's). This walks straight from the root to the LCA, not looking at the rest of the tree, so it's pretty much as fast as it gets. A few ways to do it:

**Iterative, O(1) space**

Python

**def** **lowestCommonAncestor**(self, root, p, q):

**while** (root.val - p.val) \* (root.val - q.val) > 0:

root = (root.left, root.right)[p.val > root.val]

**return** root

Java

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

**while** ((root.val - p.val) \* (root.val - q.val) > 0)

root = p.val < root.val ? root.left : root.right;

**return** root;

}

(in case of overflow, I'd do (root.val - (long)p.val) \* (root.val - (long)q.val))

Different Python

**def** **lowestCommonAncestor**(self, root, p, q):

a, b = sorted([p.val, q.val])

**while** **not** a <= root.val <= b:

root = (root.left, root.right)[a > root.val]

**return** root

"Long" Python, maybe easiest to understand

**def** **lowestCommonAncestor**(self, root, p, q):

**while** root:

**if** p.val < root.val > q.val:

root = root.left

**elif** p.val > root.val < q.val:

root = root.right

**else**:

**return** root

**Recursive**

Python

**def** **lowestCommonAncestor**(self, root, p, q):

next = p.val < root.val > q.val **and** root.left **or** \

p.val > root.val < q.val **and** root.right

**return** self.lowestCommonAncestor(next, p, q) **if** next **else** root

Python One-Liner

**def** **lowestCommonAncestor**(self, root, p, q):

**return** root **if** (root.val - p.val) \* (root.val - q.val) < 1 **else** \

self.lowestCommonAncestor((root.left, root.right)[p.val > root.val], p, q)

Java One-Liner

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

**return** (root.val - p.val) \* (root.val - q.val) < 1 ? root :

lowestCommonAncestor(p.val < root.val ? root.left : root.right, p, q);

}

"Long" Python, maybe easiest to understand

**def** **lowestCommonAncestor**(self, root, p, q):

**if** p.val < root.val > q.val:

**return** self.lowestCommonAncestor(root.left, p, q)

**if** p.val > root.val < q.val:

**return** self.lowestCommonAncestor(root.right, p, q)

**return** root

**public** **class** **Solution** {

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

**if**(root.val > p.val && root.val > q.val){

**return** lowestCommonAncestor(root.left, p, q);

}**else** **if**(root.val < p.val && root.val < q.val){

**return** lowestCommonAncestor(root.right, p, q);

}**else**{

**return** root;

}

}

}

### Sum of Left Leaves

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/sum-of-left-leaves/submissions/)

* Total Accepted: **3274**
* Total Submissions: **6887**
* Difficulty: **Easy**

Find the sum of all left leaves in a given binary tree.

**Example:**

3

/ \

9 20

/ \

15 7

There are two left leaves in the binary tree, with values **9** and **15** respectively. Return **24**.

我的做法

注意，如果root为叶子，则其不算左、右叶子

public int sumOfLeftLeaves(TreeNode root) {

int[] res=new int[1];

res[0]=0;

sum(root,false,res);

return res[0];

}

public void sum(TreeNode node, boolean flag, int[] res)

{

if(node==null) return;

if(flag && node.left==null && node.right==null)

{

res[0]+=node.val;

return;

}

sum(node.left,true,res);

sum(node.right,false,res);

}

**Java Solution using BFS**

**public** **class** **Solution** {

**public** **int** **sumOfLeftLeaves**(TreeNode root) {

**if**(root == **null** || root.left == **null** && root.right == **null**) **return** 0;

**int** res = 0;

Queue<TreeNode> queue = **new** LinkedList<>();

queue.offer(root);

**while**(!queue.isEmpty()) {

TreeNode curr = queue.poll();

**if**(curr.left != **null** && curr.left.left == **null** && curr.left.right == **null**) res += curr.left.val;

**if**(curr.left != **null**) queue.offer(curr.left);

**if**(curr.right != **null**) queue.offer(curr.right);

}

**return** res;

}

}

**public** **class** **Solution** {

**public** **int** **sumOfLeftLeaves**(TreeNode n) {

**if**(n==**null** ||(n.left==**null** && n.right ==**null**))**return** 0;

**int** l=0,r=0;

**if**(n.left!=**null**)l=(n.left.left==**null** && n.left.right==**null**)?n.left.val:sumOfLeftLeaves(n.left);

**if**(n.right!=**null**)r=sumOfLeftLeaves(n.right);

**return** l+r;

}

}

### 总结

递归处理，递归出口；return左右子树各自分别的情况。Root为空或为叶子之类的。

需要注意有无要考虑倒退回当前状态的变量。（将list加入最终结果时，可以加入list的副本）

转换左右子树时，考虑转换左子树后，左子树就发生变化了，所以需要先保存左子树，才可以用来后面作为参数传入。

在一路往叶子搜索题目时，可以使用if (root.left != null)来跳过不会通往叶子的部分。

层次遍历时可以使用当时队列大小来控制该层个数。

打印一段路径时，可以使用path数组，保存深搜一路的该层的节点值。

### MEDIUM

### Validate Binary Search Tree

[My Submissions](https://leetcode.com/problems/validate-binary-search-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **88547** Total Submissions: **424154** Difficulty: **Medium**

Given a binary tree, determine if it is a valid binary search tree (BST).

Assume a BST is defined as follows:

* The left subtree of a node contains only nodes with keys **less than** the node's key.
* The right subtree of a node contains only nodes with keys **greater than** the node's key.
* Both the left and right subtrees must also be binary search trees.

**public** **class** **Solution** {

**public** **boolean** isValidBST(TreeNode root) {

**return** isValidBST(root, Long.MIN\_VALUE, Long.MAX\_VALUE);

}

**public** **boolean** isValidBST(TreeNode root, **long** minVal, **long** maxVal) {

**if** (root == **null**) **return** **true**;

**if** (root.val >= maxVal || root.val <= minVal) **return** **false**;

**return** isValidBST(root.left, minVal, root.val) && isValidBST(root.right, root.val, maxVal);

}

}

Basically what I am doing is recursively iterating over the tree while defining interval <minVal, maxVal> for each node which value must fit in.

### Binary Tree Inorder Traversal

[My Submissions](https://leetcode.com/problems/binary-tree-inorder-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **118037** Total Submissions: **300157** Difficulty: **Medium**

Given a binary tree, return the *inorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,3,2].

**Note:** Recursive solution is trivial, could you do it iteratively?

一路将向左，将结点存入栈中，为空时，pop栈中的数据（pop时说明根和左节点已经处理）

此时将根的右子树进栈。

public List<**Integer**> inorderTraversal(TreeNode root) {

List<**Integer**> result = new ArrayList<>();

Deque<**TreeNode**> stack = new ArrayDeque<>();

TreeNode p = root;

while(!stack.isEmpty() || p != null) {

if(p != null) {

stack.push(p);

p = p.left;

} else {

TreeNode node = stack.pop();

result.add(node.val); // Add after all left children

p = node.right;

}

}

return result;

**Explanation**

The basic idea is referred from [here](https://leetcode.com/discuss/19765/iterative-solution-in-java-simple-and-readable): using stack to simulate the recursion procedure: for each node, travel to its left child until it's left leaf, then pop to left leaf's higher level node A, and switch to A's right branch. Keep the above steps until cur is null and stack is empty. As the following:

**Runtime = O(n)**: As each node is visited once

**Space = O(n)**

public List<**Integer**> inorderTraversal(TreeNode root) {

List<**Integer**> list = new ArrayList<**Integer**>();

Stack<**TreeNode**> stack = new Stack<**TreeNode**>();

TreeNode cur = root;

while(cur!=null || !stack.empty()){

while(cur!=null){

stack.add(cur);

cur = cur.left;

}

cur = stack.pop();

list.add(cur.val);

cur = cur.right;

}

return list;

}

### Binary Tree Preorder Traversal

[My Submissions](https://leetcode.com/problems/binary-tree-preorder-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **115218** Total Submissions: **291644** Difficulty: **Medium**

Given a binary tree, return the *preorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [1,2,3].

**Note:** Recursive solution is trivial, could you do it iteratively?

Note that in this solution only right children are stored to stack.

public List<**Integer**> preorderTraversal(TreeNode node) {

List<**Integer**> list = new LinkedList<**Integer**>();

Stack<**TreeNode**> rights = new Stack<**TreeNode**>();

while(node != null) {

list.add(node.val);

if (node.right != null) {

rights.push(node.right);

}

node = node.left;

if (node == null && !rights.isEmpty()) {

node = rights.pop();

}

}

return list;

}

下面这个做法也不错

一路向左，保存及入栈左子树，如果为空，则pop，存入右子树

public List<**Integer**> preorderTraversal(TreeNode root) {

List<**Integer**> result = new ArrayList<>();

Deque<**TreeNode**> stack = new ArrayDeque<>();

TreeNode p = root;

while(!stack.isEmpty() || p != null) {

if(p != null) {

stack.push(p);

result.add(p.val); // Add before going to children

p = p.left;

} else {

TreeNode node = stack.pop();

p = node.right;

}

}

return result;

}

1. Create an empty stack, Push root node to the stack.
2. Do following while stack is not empty.

2.1. pop an item from the stack and print it.

2.2. push the right child of popped item to stack.

2.3. push the left child of popped item to stack.

我的做法是

List<Integer> res=new ArrayList<Integer>();

Stack<TreeNode> stack=new Stack<TreeNode>();

if(root!=null) stack.push(root);

while(!stack.isEmpty())

{

TreeNode temp=stack.pop();

res.add(temp.val);

if(temp.right!=null) stack.push(temp.right);

if(temp.left!=null) stack.push(temp.left);

}

return res;

### Binary Tree Postorder Traversal

[My Submissions](https://leetcode.com/problems/binary-tree-postorder-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **93592** Total Submissions: **266322** Difficulty: **Hard**

Given a binary tree, return the *postorder* traversal of its nodes' values.

For example:  
Given binary tree {1,#,2,3},

1

\

2

/

3

return [3,2,1].

**Note:** Recursive solution is trivial, could you do it iteratively?

pre-order traversal is **root-left-right**, and post order is **left-right-root**. modify the code for pre-order to make it root-right-left, and then **reverse** the output so that we can get left-right-root .

1. Create an empty stack, Push root node to the stack.
2. Do following while stack is not empty.

2.1. pop an item from the stack and print it.

2.2. push the left child of popped item to stack.

2.3. push the right child of popped item to stack.

1. reverse the ouput.
2. **class** Solution {
3. **public**:
4. **vector**<**int**> postorderTraversal(TreeNode \*root) {
5. **stack**<TreeNode\*> nodeStack;
6. **vector**<**int**> result;
7. //base case
8. **if**(root==NULL)
9. **return** result;
10. nodeStack.push(root);
11. **while**(!nodeStack.empty())
12. {
13. TreeNode\* node= nodeStack.top();
14. result.push\_back(node->val);
15. nodeStack.pop();
16. **if**(node->left)
17. nodeStack.push(node->left);
18. **if**(node->right)
19. nodeStack.push(node->right);
20. }
21. reverse(result.begin(),result.end());
22. **return** result;
23. }

};

**public** List<Integer> postorderTraversal(TreeNode root) {

LinkedList<Integer> result = **new** LinkedList<>();

Deque<TreeNode> **stack** = **new** ArrayDeque<>();

TreeNode p = root;

**while**(!**stack**.isEmpty() || p != null) {

**if**(p != null) {

**stack**.push(p);

result.addFirst(p.val); // Reverse the process of preorder

p = p.right; // Reverse the process of preorder

} **else** {

TreeNode node = **stack**.pop();

p = node.left; // Reverse the process of preorder

}

}

**return** result;

}

我的做法

List<Integer> res=new ArrayList<Integer>();

Stack<TreeNode> stack=new Stack<TreeNode>();

if(root!=null) stack.push(root);

while(!stack.isEmpty())

{

TreeNode temp=stack.pop();

res.add(0,temp.val);

if(temp.left!=null) stack.push(temp.left);

if(temp.right!=null) stack.push(temp.right);

}

return res;

### Binary Search Tree Iterator

[My Submissions](https://leetcode.com/problems/binary-search-tree-iterator/submissions/)

QuestionEditorial Solution

Total Accepted: **45011** Total Submissions: **131710** Difficulty: **Medium**

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Note:**next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.

参考树的中序遍历

一路将向左，将结点存入栈中，为空时，pop栈中的数据（pop时说明根和左节点已经处理）

此时将根的右子树进栈。

这个方法很好。每次，将node的所有直接的left结点，存放入栈中。

当需要找最小结点时，pop栈中的值，即为最小。同时将该结点的右子树入栈

I use Stack to store directed left children from root.  
When next() be called, I just pop one element and process its right child as new root.  
The code is pretty straightforward.

So this can satisfy O(h) memory, hasNext() in O(1) time,  
But next() is O(h) time.

I can't find a solution that can satisfy both next() in O(1) time, space in O(h).

Java:

**public** **class** BSTIterator {

**private** Stack<TreeNode> stack = **new** Stack<TreeNode>();

**public** **BSTIterator**(TreeNode root) {

pushAll(root);

}

*/\*\* @return whether we have a next smallest number \*/*

**public** boolean **hasNext**() {

**return** !stack.isEmpty();

}

*/\*\* @return the next smallest number \*/*

**public** **int** **next**() {

TreeNode tmpNode = stack.pop();

pushAll(tmpNode.right);

**return** tmpNode.val;

}

**private** **void** **pushAll**(TreeNode node) {

**for** (; node != null; stack.push(node), node = node.left);

}

}

I think you have the optimal solution. The question said "in average" O(1) time, which means amortized over all the next() calls.

My idea comes from this: My first thought was to use inorder traversal to put every node into an array, and then make an index pointer for the next() and hasNext(). That meets the O(1) run time but not the O(h) memory. O(h) is really much more less than O(n) when the tree is huge.

This means I cannot use a lot of memory, which suggests that I need to make use of the tree structure itself. And also, one thing to notice is the "average O(1) run time". It's weird to say average O(1), because there's nothing below O(1) in run time, which suggests in most cases, I solve it in O(1), while in some cases, I need to solve it in O(n) or O(h). These two limitations are big hints.

Before I come up with this solution, I really draw a lot binary trees and try inorder traversal on them. We all know that, once you get to a TreeNode, in order to get the smallest, you need to go all the way down its left branch. So our first step is to point to pointer to the left most TreeNode. The problem is how to do back trace. Since the TreeNode doesn't have father pointer, we cannot get a TreeNode's father node in O(1) without store it beforehand. Back to the first step, when we are traversal to the left most TreeNode, we store each TreeNode we met ( They are all father nodes for back trace).

After that, I try an example, for next(), I directly return where the pointer pointing at, which should be the left most TreeNode I previously found. What to do next? After returning the smallest TreeNode, I need to point the pointer to the next smallest TreeNode. When the current TreeNode has a right branch (It cannot have left branch, remember we traversal to the left most), we need to jump to its right child first and then traversal to its right child's left most TreeNode. When the current TreeNode doesn't have a right branch, it means there cannot be a node with value smaller than itself father node, point the pointer at its father node.

The overall thinking leads to the structure Stack, which fits my requirement so well.

*/\*\**

*\* Definition for binary tree*

*\* public class TreeNode {*

*\* int val;*

*\* TreeNode left;*

*\* TreeNode right;*

*\* TreeNode(int x) { val = x; }*

*\* }*

*\*/*

**public** **class** BSTIterator {

**private** Stack<TreeNode> stack;

**public** **BSTIterator**(TreeNode root) {

stack = **new** Stack<>();

TreeNode cur = root;

**while**(cur != null){

stack.push(cur);

**if**(cur.left != null)

cur = cur.left;

**else**

**break**;

}

}

*/\*\* @return whether we have a next smallest number \*/*

**public** boolean **hasNext**() {

**return** !stack.isEmpty();

}

*/\*\* @return the next smallest number \*/*

**public** **int** **next**() {

TreeNode node = stack.pop();

TreeNode cur = node;

*// traversal right branch*

**if**(cur.right != null){

cur = cur.right;

**while**(cur != null){

stack.push(cur);

**if**(cur.left != null)

cur = cur.left;

**else**

**break**;

}

}

**return** node.val;

}

}

*/\*\**

*\* Your BSTIterator will be called like this:*

*\* BSTIterator i = new BSTIterator(root);*

*\* while (i.hasNext()) v[f()] = i.next();*

*\*/*

### Binary Tree Right Side View

[My Submissions](https://leetcode.com/problems/binary-tree-right-side-view/submissions/)

QuestionEditorial Solution

Total Accepted: **38680** Total Submissions: **113882** Difficulty: **Medium**

Given a binary tree, imagine yourself standing on the *right* side of it, return the values of the nodes you can see ordered from top to bottom.

For example:  
Given the following binary tree,

1 <---

/ \

2 3 <---

\ \

5 4 <---

You should return [1, 3, 4].

The core idea of this algorithm:

1.Each depth of the tree only select one node.  
2. View depth is current size of result list.

Here is the code:

**public** **class** **Solution** {

**public** **List**<Integer> rightSideView(TreeNode root) {

**List**<Integer> result = **new** ArrayList<Integer>();

rightView(root, result, 0);

**return** result;

}

**public** void rightView(TreeNode curr, **List**<Integer> result, int currDepth){

**if**(curr == **null**){

**return**;

}

**if**(currDepth == result.size()){

result.add(curr.val);

}

rightView(curr.right, result, currDepth + 1);

rightView(curr.left, result, currDepth + 1);

}

}

我的做法，从层次遍历考虑

public static List<Integer> rightSideView(TreeNode root) {

List<Integer> res=new ArrayList<Integer>();

LinkedList<TreeNode> queue=new LinkedList<TreeNode>();

if(root!=null) queue.add(root);

while(!queue.isEmpty())

{

int num=queue.size();

//TreeNode node=queue.pop();

res.add(queue.get(queue.size()-1).val);

for(int i=0;i<num;i++)

{

TreeNode node=queue.pop();

if(node.left!=null) queue.add(node.left);

if(node.right!=null) queue.add(node.right);

}

}

return res;

}

### Populating Next Right Pointers in Each Node

[My Submissions](https://leetcode.com/problems/populating-next-right-pointers-in-each-node/submissions/)

QuestionEditorial Solution

Total Accepted: **83912** Total Submissions: **230079** Difficulty: **Medium**

Given a binary tree

struct TreeLinkNode {

TreeLinkNode \*left;

TreeLinkNode \*right;

TreeLinkNode \*next;

}

Populate each next pointer to point to its next right node. If there is no next right node, the next pointer should be set to NULL.

Initially, all next pointers are set to NULL.

**Note:**

* You may only use constant extra space.
* You may assume that it is a perfect binary tree (ie, all leaves are at the same level, and every parent has two children).

For example,  
Given the following perfect binary tree,

1

/ \

2 3

/ \ / \

4 5 6 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ / \

4->5->6->7 -> NULL

void **connect**(TreeLinkNode \*root) {

**if** (root == NULL) **return**;

TreeLinkNode \*pre = root;

TreeLinkNode \*cur = NULL;

**while**(pre->left) {

cur = pre;

**while**(cur) {

cur->left->next = cur->right;

**if**(cur->next) cur->right->next = cur->next->left;

cur = cur->next;

}

pre = pre->left;

}

}

you need two additional pointer.

cur表示已经构造好的这层；由cur这层去构造其下面那层；用levelStart去保存每一层的开始处（用于联系下一层）。

Java solution with O(1) memory+ O(n) time

**public** **class** **Solution** {

**public** **void** connect(TreeLinkNode root) {

TreeLinkNode level\_start=root;

**while**(level\_start!=**null**){

TreeLinkNode cur=level\_start;

**while**(cur!=**null**){

**if**(cur.left!=**null**) cur.left.next=cur.right;

**if**(cur.right!=**null** && cur.next!=**null**) cur.right.next=cur.next.left;

cur=cur.next;

}

level\_start=level\_start.left;

}

}

}

下面这个思路同第一个解答。左边如果不空，则左边的指针指向root的右边。

如果root右边不空且有下一个节点，则root右子树指向下一个节点的左子树

My recursive solution(Java)

public void **connect**(TreeLinkNode root) {

**if**(root == null)

**return**;

**if**(root.left != null){

root.left.**next** = root.right;

**if**(root.**next** != null)

root.right.**next** = root.**next**.left;

}

**connect**(root.left);

**connect**(root.right);

}

我的做法是递归，每层使用了dummy及一个指针。

### Populating Next Right Pointers in Each Node II

[My Submissions](https://leetcode.com/problems/populating-next-right-pointers-in-each-node-ii/submissions/)

Question

Total Accepted: **54394** Total Submissions: **167140** Difficulty: **Hard**

Follow up for problem "*Populating Next Right Pointers in Each Node*".

What if the given tree could be any binary tree? Would your previous solution still work?

**Note:**

* You may only use constant extra space.

For example,  
Given the following binary tree,

1

/ \

2 3

/ \ \

4 5 7

After calling your function, the tree should look like:

1 -> NULL

/ \

2 -> 3 -> NULL

/ \ \

4-> 5 -> 7 -> NULL

Just share my iterative solution with O(1) space and O(n) Time complexity

**public** **class** **Solution** {

//based on level order traversal

**public** **void** connect(TreeLinkNode root) {

TreeLinkNode head = **null**; //head of the next level

TreeLinkNode prev = **null**; //the leading node on the next level

TreeLinkNode cur = root; //current node of current level

**while** (cur != **null**) {

**while** (cur != **null**) { //iterate on the current level

//left child

**if** (cur.left != **null**) {

**if** (prev != **null**) {

prev.next = cur.left;

} **else** {

head = cur.left;

}

prev = cur.left;

}

//right child

**if** (cur.right != **null**) {

**if** (prev != **null**) {

prev.next = cur.right;

} **else** {

head = cur.right;

}

prev = cur.right;

}

//move to next node

cur = cur.next;

}

//move to next level

cur = head;

head = **null**;

prev = **null**;

}

}

}

The idea is simple: level-order traversal. You can see the following code:

这个方法不错，类似上一题的写法，只是从构造新的层的时候，使用了dummy节点

**public** **class** **Solution** {

**public** **void** connect(TreeLinkNode root) {

**while**(root != **null**){

TreeLinkNode tempChild = **new** TreeLinkNode(0);

TreeLinkNode currentChild = tempChild;

**while**(root!=**null**){

**if**(root.left != **null**) { currentChild.next = root.left; currentChild = currentChild.next;}

**if**(root.right != **null**) { currentChild.next = root.right; currentChild = currentChild.next;}

root = root.next;

}

root = tempChild.next;

}

}

}

### Binary Tree Zigzag Level Order Traversal

[My Submissions](https://leetcode.com/problems/binary-tree-zigzag-level-order-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **57781** Total Submissions: **203363** Difficulty: **Medium**

Given a binary tree, return the *zigzag level order* traversal of its nodes' values. (ie, from left to right, then right to left for the next level and alternate between).

For example:  
Given binary tree {3,9,20,#,#,15,7},

3

/ \

9 20

/ \

15 7

return its zigzag level order traversal as:

[

[3],

[20,9],

[15,7]

]

我的做法是层次遍历。

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> zigzagLevelOrder(TreeNode root)

{

**List**<**List**<Integer>> sol = **new** ArrayList<>();

travel(root, sol, 0);

**return** sol;

}

**private** void travel(TreeNode curr, **List**<**List**<Integer>> sol, int level)

{

**if**(curr == **null**) **return**;

**if**(sol.size() <= level)

{

**List**<Integer> newLevel = **new** LinkedList<>();

sol.add(newLevel);

}

**List**<Integer> collection = sol.get(level);

**if**(level % 2 == 0) collection.add(curr.val);

**else** collection.add(0, curr.val);

travel(curr.left, sol, level + 1);

travel(curr.right, sol, level + 1);

}

}

1. O(n) solution by using LinkedList along with ArrayList. So insertion in the inner list and outer list are both O(1),
2. Using DFS and creating new lists when needed.

should be quite straightforward. any better answer?

public class Solution { public List<List> zigzagLevelOrder(TreeNode root) { List<List> res = new ArrayList<>(); if(root == null) return res;

Queue<**TreeNode**> q = new LinkedList<>();

q.add(root);

boolean order = true;

int size = 1;

while(!q.isEmpty()) {

List<**Integer**> tmp = new ArrayList<>();

for(int i = 0; i < size; ++i) {

TreeNode n = q.poll();

if(order) {

tmp.add(n.val);

} else {

tmp.add(0, n.val);

}

if(n.left != null) q.add(n.left);

if(n.right != null) q.add(n.right);

}

res.add(tmp);

size = q.size();

order = order ? false : true;

}

return res;

}

### Flatten Binary Tree to Linked List

[My Submissions](https://leetcode.com/problems/flatten-binary-tree-to-linked-list/submissions/)

QuestionEditorial Solution

Total Accepted: **78783** Total Submissions: **255331** Difficulty: **Medium**

Given a binary tree, flatten it to a linked list in-place.

For example,  
Given

1

/ \

2 5

/ \ \

3 4 6

The flattened tree should look like:

1

\

2

\

3

\

4

\

5

\

6

[click to show hints.](https://leetcode.com/problems/flatten-binary-tree-to-linked-list/)

**Hints:**

If you notice carefully in the flattened tree, each node's right child points to the next node of a pre-order traversal.

我的做法，将前序遍历的结果预先存起来。再重新连接每个节点的右子树。

下面这个方法好。利用深搜的遍历顺序来构造。

My short post order traversal Java solution for share

**private** TreeNode prev = **null**;

**public** **void** flatten(TreeNode root) {

**if** (root == **null**)

**return**;

flatten(root.right);

flatten(root.left);

root.right = prev;

root.left = **null**;

prev = root;

}

class Solution {

public:

void flatten(TreeNode \*root) {

TreeNode\*now = root;

**while** (now)

{

**if**(now->left)

{

//Find current node's prenode that links to current node'**s** right subtree

TreeNode\* pre = now->left;

**while**(pre->right)

{

pre = pre->right;

}

pre->right = now->right;

//Use current node's left subtree to replace its right subtree(original right

//subtree is already linked by current node'**s** prenode

now->right = now->left;

now->left = NULL;

}

now = now->right;

}

}

};

**public** **void** flatten(TreeNode root) {

**if** (root == **null**) **return**;

TreeNode left = root.left;

TreeNode right = root.right;

root.left = **null**;

flatten(left);

flatten(right);

root.right = left;

TreeNode cur = root;

**while** (cur.right != **null**) cur = cur.right;

cur.right = right;

}

void flatten(TreeNode \*root) {

**while** (root) {

**if** (root->left && root->right) {

TreeNode\* t = root->left;

**while** (t->right)

t = t->right;

t->right = root->right;

}

**if**(root->left)

root->right = root->left;

root->left = NULL;

root = root->right;

}

}

This solution is based on recursion. We simply flatten left and right subtree and paste each sublist to the right child of the root. (don't forget to set left child to null)

it is DFS so u need a stack. Dont forget to set the left child to null, or u'll get TLE. (tricky!)

**public** **void** flatten(TreeNode root) {

**if** (root == **null**) **return**;

Stack<TreeNode> stk = **new** Stack<TreeNode>();

stk.push(root);

**while** (!stk.isEmpty()){

TreeNode curr = stk.pop();

**if** (curr.right!=**null**)

stk.push(curr.right);

**if** (curr.left!=**null**)

stk.push(curr.left);

**if** (!stk.isEmpty())

curr.right = stk.peek();

curr.left = **null**; // dont forget this!!

}

}

### Unique Binary Search Trees

[My Submissions](https://leetcode.com/problems/unique-binary-search-trees/submissions/)

QuestionEditorial Solution

Total Accepted: **79512** Total Submissions: **213629** Difficulty: **Medium**

Given *n*, how many structurally unique **BST's** (binary search trees) that store values 1...*n*?

For example,  
Given *n* = 3, there are a total of 5 unique BST's.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

**这个方法很好。注意G(n)表示长度为n的序列，可以组成不同BST的个数。即{1,2}和{4,5}可以组成的不同BST数目相同。**

**DP Solution in 6 lines with explanation. F(i, n) = G(i-1) \* G(n-i)**

The problem can be solved in a dynamic programming way. I’ll explain the intuition and formulas in the following.

Given a sequence 1…n, to construct a Binary Search Tree (BST) out of the sequence, we could enumerate each number i in the sequence, and use the number as the root, naturally, the subsequence 1…(i-1) on its left side would lay on the left branch of the root, and similarly the right subsequence (i+1)…n lay on the right branch of the root. We then can construct the subtree from the subsequence recursively. Through the above approach, we could ensure that the BST that we construct are all unique, since they have unique roots.

The problem is to calculate the number of unique BST. To do so, we need to define two functions:

G(n): the number of unique BST for a sequence of length n.

F(i, n), 1 <= i <= n: the number of unique BST, where the number i is the root of BST, and the sequence ranges from 1 to n.

As one can see, G(n) is the actual function we need to calculate in order to solve the problem. And G(n) can be derived from F(i, n), which at the end, would recursively refer to G(n).

First of all, given the above definitions, we can see that the total number of unique BST G(n), is the sum of BST F(i) using each number i as a root. i.e.

G(n) = F(1, n) + F(2, n) + ... + F(n, n).

Particularly, the bottom cases, there is only one combination to construct a BST out of a sequence of length 1 (only a root) or 0 (empty tree). i.e.（这里G(0),需要设为1，否则乘积是会变为0）

G(0)=1, G(1)=1.

Given a sequence 1…n, we pick a number i out of the sequence as the root, then the number of unique BST with the specified root F(i), is the cartesian product笛卡尔乘积of the number of BST for its left and right subtrees. For example, F(3, 7): the number of unique BST tree with number 3 as its root. To construct an unique BST out of the entire sequence [1, 2, 3, 4, 5, 6, 7] with 3 as the root, which is to say, we need to construct an unique BST out of its left subsequence [1, 2] and another BST out of the right subsequence [4, 5, 6, 7], and then combine them together (i.e.cartesian product). The tricky part is that we could consider the number of unique BST out of sequence [1,2] as G(2), and the number of of unique BST out of sequence [4, 5, 6, 7] as G(4). Therefore, F(3,7) = G(2) \* G(4).

i.e.

F(i, n) = G(i-1) \* G(n-i) 1 <**=** i <= n

Combining the above two formulas, we obtain the recursive formula for G(n). i.e.

G(n) = G(0) \* G(n-1) + G(1) \* G(n-2) + … + G(n-1) \* G(0)

In terms of calculation, we need to start with the lower number, since the value of G(n) depends on the values of G(0) … G(n-1).

With the above explanation and formulas, here is the implementation in Java.

**public** **int** numTrees(**int** n) {

**int** [] G = **new** **int**[n+1];

G[0] = G[1] = 1;

**for**(**int** i=2; i<=n; ++i) {//长为i的序列，可以构造的唯一的二叉查找树的个数

**for**(**int** j=1; j<=i; ++j) {

G[i] += G[j-1] \* G[i-j];

}

}

**return** G[n];

}

/\*

Hope it will help you to understand :

n = 0; null

count[0] = 1

n = 1; 1

count[1] = 1

n = 2; 1\_\_ \_\_2

\ /

count[1] count[1]

count[2] = 1 + 1 = 2

n = 3; 1\_\_ \_\_2\_\_ \_\_3

\ / \ /

count[2] count[1] count[1] count[2]

count[3] = 2 + 1 + 2 = 5

n = 4; 1\_\_ \_\_2\_\_ \_\_\_3\_\_\_

\ / \ / \

count[3] count[1] count[2] count[2] count[1]

\_\_4

/

count[3]

count[4] = 5 + 2 + 2 + 5 = 14

And so on...

\*/

### Unique Binary Search Trees II

[My Submissions](https://leetcode.com/problems/unique-binary-search-trees-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **52855** Total Submissions: **182605** Difficulty: **Medium**

Given *n*, generate all structurally unique **BST's** (binary search trees) that store values 1...*n*.

For example,  
Given *n* = 3, your program should return all 5 unique BST's shown below.

1 3 3 2 1

\ / / / \ \

3 2 1 1 3 2

/ / \ \

2 1 2 3

I start by noting that 1..n is the in-order traversal for any BST with nodes 1 to n. So if I pick i-th node as my root, the left subtree will contain elements 1 to (i-1), and the right subtree will contain elements (i+1) to n. I use recursive calls to get back all possible trees for left and right subtrees and combine them in all possible ways with the root.

**public** **class** **Solution** {

**public** **List**<TreeNode> generateTrees(int n) {

**return** genTrees(1,n);

}

**public** **List**<TreeNode> genTrees (int start, int end)

{

**List**<TreeNode> **list** = **new** ArrayList<TreeNode>();

**if**(start>end)

{

**list**.add(**null**);

**return** **list**;

}

**if**(start == end){

**list**.add(**new** TreeNode(start));

**return** **list**;

}

**List**<TreeNode> left,right;

**for**(int i=start;i<=end;i++)

{

left = genTrees(start, i-1);

right = genTrees(i+1,end);

**for**(TreeNode lnode: left)

{

**for**(TreeNode rnode: right)

{

TreeNode root = **new** TreeNode(i);

root.left = lnode;

root.right = rnode;

**list**.add(root);

}

}

}

**return** **list**;

}

}

Here is my java solution with DP:

**public** **class** **Solution** {

**public** **static** **List**<TreeNode> generateTrees(int n) {

**List**<TreeNode>[] result = **new** **List**[n+1];

result[0] = **new** ArrayList<TreeNode>();

result[0].add(**null**);

**for**(int len = 1; len <= n; len++){

result[len] = **new** ArrayList<TreeNode>();

**for**(int j=0; j<len; j++){

**for**(TreeNode nodeL : result[j]){

**for**(TreeNode nodeR : result[len-j-1]){

TreeNode node = **new** TreeNode(j+1);

node.left = nodeL;

node.right = **clone**(nodeR, j+1);

result[len].add(node);

}

}

}

}

**return** result[n];

}

**private** **static** TreeNode **clone**(TreeNode n, int offset){

**if**(n == **null**)

**return** **null**;

TreeNode node = **new** TreeNode(n.val + offset);

node.left = **clone**(n.left, offset);

node.right = **clone**(n.right, offset);

**return** node;

}

}

**result[i]** stores the result until length **i**. For the result for length i+1, select the root node j from 0 to i, combine the result from left side and right side. Note for the right side we have to clone the nodes as the value will be offsetted by **j**.

下面这个写法比较好，非常经典的写法

**divide-and-conquer. F(i) = G(i-1) \* G(n-i)**

This problem is a variant of the problem of [Unique Binary Search Trees](https://oj.leetcode.com/problems/unique-binary-search-trees/).

I provided a solution along with explanation for the above problem, in the question ["DP solution in 6 lines with explanation"](https://oj.leetcode.com/discuss/24282/dp-solution-in-6-lines-with-explanation-f-i-g-i-1-g-n-i)

It is intuitive to solve this problem by following the same algorithm. Here is the code in a divide-and-conquer style.

public List<**TreeNode**> generateTrees(int n) {

return generateSubtrees(1, n);

}

private List<**TreeNode**> generateSubtrees(int s, int e) {

List<**TreeNode**> res = new LinkedList<**TreeNode**>();

if (s > e) {

res.add(null); // empty tree

return res;

}

for (int i = s; i <**=** e; ++i) {

List<TreeNode> leftSubtrees = generateSubtrees(s, i - 1);

List<**TreeNode**> rightSubtrees = generateSubtrees(i + 1, e);

for (TreeNode left : leftSubtrees) {

for (TreeNode right : rightSubtrees) {

TreeNode root = new TreeNode(i);

root.left = left;

root.right = right;

res.add(root);

}

}

}

return res;

}

### Count Complete Tree Nodes

[My Submissions](https://leetcode.com/problems/count-complete-tree-nodes/submissions/)

QuestionEditorial Solution

Total Accepted: **30217** Total Submissions: **122136** Difficulty: **Medium**

Given a **complete** binary tree, count the number of nodes.

**Definition of a complete binary tree from**[**Wikipedia**](http://en.wikipedia.org/wiki/Binary_tree#Types_of_binary_trees)**:**  
In a complete binary tree every level, except possibly the last, is completely filled, and all nodes in the last level are as far left as possible. It can have between 1 and 2h nodes inclusive at the last level h.

若设二叉树的深度为h，除第 h 层外，其它各层 (1～h-1) 的结点数都达到最大个数，第 h 层所有的结点都连续集中在最左边，这就是完全二叉树。

完全二叉树是由[满二叉树](http://baike.baidu.com/view/427110.htm)而引出来的。对于深度为K的，有n个结点的二叉树，当且仅当其每一个结点都与深度为K的满二叉树中编号从1至n的结点一一对应时称之为完全二叉树。

一棵二叉树至多只有最下面的一层上的结点的度数可以小于2，并且最下层上的结点都集中在该层最左边的若干位置上，则此二叉树成为完全二叉树。
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**Concise Java solutions O(log(n)^2)**

**Main Solution** - 572 ms

**class** **Solution** {

**int** height(TreeNode root) {

**return** root == **null** ? -1 : 1 + height(root.left);

}//利用完全二叉树的性质求树高（返回的值是树高-1）

**public** **int** countNodes(TreeNode root) {

**int** h = height(root);

**return** h < 0 ? 0 :

height(root.right) == h-1 ? (1 << h) + countNodes(root.right) //若右子树有结点，说明root的左子树是满的，则左子树+root结点数量为2^(树高-1)

: (1 << h-1) + countNodes(root.left);

}

}

**Explanation**

The height of a tree can be found by just going left. Let a single node tree have height 0. Find the height h of the whole tree. If the whole tree is empty, i.e., has height -1, there are 0 nodes.

Otherwise check whether the height of the right subtree is just one less than that of the whole tree, meaning left and right subtree have the same height.

* If yes, then the last node on the last tree row is in the right subtree and the left subtree is a full tree of height h-1. So we take the 2^h-1 nodes of the left subtree plus the 1 root node plus recursively the number of nodes in the right subtree.
* If no, then the last node on the last tree row is in the left subtree and the right subtree is a full tree of height h-2. So we take the 2^(h-1)-1 nodes of the right subtree plus the 1 root node plus recursively the number of nodes in the left subtree.

Since I halve the tree in every recursive step, I have O(log(n)) steps. Finding a height costs O(log(n)). So overall O(log(n)^2).

**Iterative Version** - 508 ms

Here's an iterative version as well, with the benefit that I don't recompute h in every step.

**class** **Solution** {

**int** height(TreeNode root) {

**return** root == **null** ? -1 : 1 + height(root.left);

}

**public** **int** countNodes(TreeNode root) {

**int** nodes = 0, h = height(root);

**while** (root != **null**) {

**if** (height(root.right) == h - 1) {

nodes += 1 << h;

root = root.right;

} **else** {

nodes += 1 << h-1;

root = root.left;

}

h--;

}

**return** nodes;

}

}

**A Different Solution** - 544 ms

Here's one based on [victorlee's C++ solution](https://leetcode.com/discuss/38899/easy-short-c-recursive-solution).

**class** **Solution** {

**public** **int** countNodes(TreeNode root) {

**if** (root == **null**)

**return** 0;

TreeNode left = root, right = root;

**int** height = 0;

**while** (right != **null**) {

left = left.left;

right = right.right;

height++;

}

**if** (left == **null**)

**return** (1 << height) - 1;

**return** 1 + countNodes(root.left) + countNodes(root.right);

}

}

Note that that's basically this:

**public** **int** countNodes(TreeNode root) {

**if** (root == **null**)

**return** 0;

**return** 1 + countNodes(root.left) + countNodes(root.right)

That would be O(n). But... the actual solution has a gigantic optimization. It first walks all the way left and right to determine the height and whether it's a full tree, meaning the last row is full. If so, then the answer is just 2^height-1. And since always at least one of the two recursive calls is such a full tree, at least one of the two calls immediately stops. Again we have runtime O(log(n)^2).

下面这个方法不错（java版超时？）;第一个方法也不错

class Solution {

public:

**int** countNodes(TreeNode\* root) {

**if**(!root) **return** 0;

**int** hl=0, hr=0;

TreeNode \*l=root, \*r=root;

**while**(l) {hl++;l=l->left;}

**while**(r) {hr++;r=r->right;}

**if**(hl==hr) **return** pow(2,hl)-1; //满二叉树

**return** 1+countNodes(root->left)+countNodes(root->right);

}

};

**class** **Solution** {

**public**:

**int** countNodes(TreeNode\* root) {

**if**(!root) **return** 0;

**int** lh=fTreeHt(root->left);

**int** rh=fTreeHt(root->right);

**if**(lh==rh)

**return** (1<<lh)+countNodes(root->right); /\*1(根节点) + (1<<lh)-1(完全左子树) + # of rightNode \*/

**else**

**return** (1<<rh)+countNodes(root->left); /\*1(根节点) + (1<<rh)-1(完全右子树) + # of leftNode\*/

}

**private**:

**int** fTreeHt(TreeNode \*root){ //get the height of a complete binary tree.

**if**(!root) **return** 0;

**return** 1+fTreeHt(root->left);

}

};

### Kth Smallest Element in a BST

[My Submissions](https://leetcode.com/problems/kth-smallest-element-in-a-bst/submissions/)

QuestionEditorial Solution

Total Accepted: **42139** Total Submissions: **113382** Difficulty: **Medium**

Given a binary search tree, write a function kthSmallest to find the **k**th smallest element in it.

**Note:**  
You may assume k is always valid, 1 ≤ k ≤ BST's total elements.

**Follow up:**  
What if the BST is modified (insert/delete operations) often and you need to find the kth smallest frequently? How would you optimize the kthSmallest routine?

**Hint:**

1. Try to utilize the property of a BST.
2. What if you could modify the BST node's structure?
3. The optimal runtime complexity is O(height of BST).

**3 ways implemented in JAVA: Binary Search, in-order iterative & recursive**

这个方法可以，需要先计算BST总共中有多少节点。

还可以用迭代法（中序遍历），下面的一个方法好。

Binary Search (dfs): most preferable

**public** **int** kthSmallest(TreeNode root, **int** k) {

**int** count = countNodes(root.left);

**if** (k <= count) {

**return** kthSmallest(root.left, k);

} **else** **if** (k > count + 1) {

**return** kthSmallest(root.right, k-1-count); // 1 is counted as current node

}

**return** root.val;

}

**public** **int** countNodes(TreeNode n) {

**if** (n == **null**) **return** 0;

**return** 1 + countNodes(n.left) + countNodes(n.right);

}

DFS in-order recursive:

// better keep these two variables in a wrapper class

**private** **static** **int** number = 0;

**private** **static** **int** count = 0;

**public** **int** kthSmallest(TreeNode root, **int** k) {

count = k;

helper(root);

**return** number;

}

**public** **void** helper(TreeNode n) {

**if** (n.left != **null**) helper(n.left);

count--;

**if** (count == 0) {

number = n.val;

**return**;

}

**if** (n.right != **null**) helper(n.right);

}

DFS in-order iterative:

**public** **int** kthSmallest(TreeNode root, **int** k) {

Stack<TreeNode> st = **new** Stack<>();

**while** (root != **null**) {

st.push(root);

root = root.left;

}

**while** (k != 0) {

TreeNode n = st.pop();

k--;

**if** (k == 0) **return** n.val;

TreeNode right = n.right;

**while** (right != **null**) {

st.push(right);

right = right.left;

}

}

**return** -1; // never hit if k is valid

}

**What if you could modify the BST node's structure?**

If we could add a count field in the BST node class, it will take O(n) time when we calculate the count value for the whole tree, but after that, it will take O(logn) time when insert/delete a node or calculate the kth smallest element.

**public** **class** **Solution** {

**public** **int** kthSmallest(TreeNode root, **int** k) {

TreeNodeWithCount rootWithCount = buildTreeWithCount(root);

**return** kthSmallest(rootWithCount, k);

}

**private** TreeNodeWithCount buildTreeWithCount(TreeNode root) {

**if** (root == **null**) **return** **null**;

TreeNodeWithCount rootWithCount = **new** TreeNodeWithCount(root.val);

rootWithCount.left = buildTreeWithCount(root.left);

rootWithCount.right = buildTreeWithCount(root.right);

**if** (rootWithCount.left != **null**) rootWithCount.count += rootWithCount.left.count;

**if** (rootWithCount.right != **null**) rootWithCount.count += rootWithCount.right.count;

**return** rootWithCount;

}

**private** **int** kthSmallest(TreeNodeWithCount rootWithCount, **int** k) {

**if** (k <= 0 || k > rootWithCount.count) **return** -1;

**if** (rootWithCount.left != **null**) {

**if** (rootWithCount.left.count >= k) **return** kthSmallest(rootWithCount.left, k);

**if** (rootWithCount.left.count == k-1) **return** rootWithCount.val;

**return** kthSmallest(rootWithCount.right, k-1-rootWithCount.left.count);

} **else** {

**if** (k == 1) **return** rootWithCount.val;

**return** kthSmallest(rootWithCount.right, k-1);

}

}

**class** **TreeNodeWithCount** {

**int** val;

**int** count;

TreeNodeWithCount left;

TreeNodeWithCount right;

TreeNodeWithCount(**int** x) {val = x; count = 1;};

}

}

In order traverse for BST gives the natural order of numbers. No need to use array.

Recursive:

**int** count = 0;

**int** result = Integer.MIN\_VALUE;

**public** **int** kthSmallest(TreeNode root, **int** k) {

traverse(root, k);

**return** result;

}

**public** **void** traverse(TreeNode root, **int** k) {

**if**(root == **null**) **return**;

traverse(root.left, k);

count ++;

**if**(count == k) result = root.val;

traverse(root.right, k);

}

这个方法好（基于中序遍历）。我用了优先队列完全没有必要。

Iterative:

**public** **int** kthSmallest(TreeNode root, **int** k) {

Stack<TreeNode> **stack** = **new** Stack<TreeNode>();

TreeNode p = root;

**int** count = 0;

**while**(!**stack**.isEmpty() || p != null) {

**if**(p != null) {

**stack**.push(p); // Just like recursion

p = p.left;

} **else** {

TreeNode node = **stack**.pop();

**if**(++count == k) **return** node.val;

p = node.right;

}

}

**return** Integer.MIN\_VALUE;

}

### Path Sum II

[My Submissions](https://leetcode.com/problems/path-sum-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **77063** Total Submissions: **274611** Difficulty: **Medium**

Given a binary tree and a sum, find all root-to-leaf paths where each path's sum equals the given sum.

For example:  
Given the below binary tree and sum = 22,

5

/ \

4 8

/ / \

11 13 4

/ \ / \

7 2 5 1

return

[

[5,4,11,2],

[5,8,4,5]

]

**public** **List**<**List**<Integer>> pathSum(TreeNode root, int sum){

**List**<**List**<Integer>> result = **new** LinkedList<**List**<Integer>>();

**List**<Integer> currentResult = **new** LinkedList<Integer>();

pathSum(root,sum,currentResult,result);

**return** result;

}

**public** void pathSum(TreeNode root, int sum, **List**<Integer> currentResult,

**List**<**List**<Integer>> result) {

**if** (root == **null**)

**return**;

currentResult.add(**new** Integer(root.val));

**if** (root.left == **null** && root.right == **null** && sum == root.val) {

result.add(**new** LinkedList(currentResult));

currentResult.remove(currentResult.size() - 1);//don't forget to remove the last integer

**return**;

} **else** {

pathSum(root.left, sum - root.val, currentResult, result);

pathSum(root.right, sum - root.val, currentResult, result);

}

currentResult.remove(currentResult.size() - 1);

}

Save intermediate result into stack and save the stack into result array once its sum == required sum.

**public** **class** **Solution** {

**private** **List**<**List**<Integer>> resultList = **new** ArrayList<**List**<Integer>>();

**public** void pathSumInner(TreeNode root, int sum, Stack<Integer>path) {

path.push(root.val);

**if**(root.left == **null** && root.right == **null**)

**if**(sum == root.val) resultList.add(**new** ArrayList<Integer>(path));

**if**(root.left!=**null**) pathSumInner(root.left, sum-root.val, path);

**if**(root.right!=**null**)pathSumInner(root.right, sum-root.val, path);

path.pop();

}

**public** **List**<**List**<Integer>> pathSum(TreeNode root, int sum) {

**if**(root==**null**) **return** resultList;

Stack<Integer> path = **new** Stack<Integer>();

pathSumInner(root, sum, path);

**return** resultList;

}

}

**这个写法不错**

**private** **List**<**List**<Integer>> result = **new** ArrayList<**List**<Integer>>();

**public** **List**<**List**<Integer>> pathSum(TreeNode root, int sum) {

helper(**new** ArrayList<Integer>(), root, sum);

**return** result;

}

**private** void helper(**List**<Integer> **list**, TreeNode root, int sum) {

**if** (root == **null**) **return**;

**list**.add(root.val);

sum -= root.val;

**if** (root.left == **null** && root.right == **null**) {

**if** (sum == 0) result.add(**list**);

**return**;

}

helper(**new** ArrayList<Integer>(**list**), root.left, sum);

helper(**new** ArrayList<Integer>(**list**), root.right, sum);

}

### Sum Root to Leaf Numbers

[My Submissions](https://leetcode.com/problems/sum-root-to-leaf-numbers/submissions/)

QuestionEditorial Solution

Total Accepted: **73087** Total Submissions: **225349** Difficulty: **Medium**

Given a binary tree containing digits from 0-9 only, each root-to-leaf path could represent a number.

An example is the root-to-leaf path 1->2->3 which represents the number 123.

Find the total sum of all root-to-leaf numbers.

For example,

1

/ \

2 3

The root-to-leaf path 1->2 represents the number 12.  
The root-to-leaf path 1->3 represents the number 13.

Return the sum = 12 + 13 = 25.

**public** **class** **Solution** {

**public** **int** sumNumbers(TreeNode root) {

**if** (root == **null**)

**return** 0;

**return** sumR(root, 0);

}

**public** **int** sumR(TreeNode root, **int** x) {

**if** (root.right == **null** && root.left == **null**)

**return** 10 \* x + root.val;

**int** val = 0;

**if** (root.left != **null**)

val += sumR(root.left, 10 \* x + root.val);

**if** (root.right != **null**)

val += sumR(root.right, 10 \* x + root.val);

**return** val;

}

}

下面这个写法不错

I use recursive solution to solve the problem.

**public** **int** sumNumbers(TreeNode root) {

**return** sum(root, 0);

}

**public** **int** sum(TreeNode n, **int** s){

**if** (n == **null**) **return** 0;

**if** (n.right == **null** && n.left == **null**) **return** s\*10 + n.val;

**return** sum(n.left, s\*10 + n.val) + sum(n.right, s\*10 + n.val);

}

I prefer the iterative method over recursion. I used 2 queues to do a breadth first traversal. both time and space complexity is O(N):

**public** **class** **Solution** {

**public** **int** sumNumbers(TreeNode root) {

**int** total = 0;

LinkedList<TreeNode> q = **new** LinkedList<TreeNode>();

LinkedList<Integer> sumq = **new** LinkedList<Integer>();

**if**(root !=**null**){

q.addLast(root);

sumq.addLast(root.val);

}

**while**(!q.isEmpty()){

TreeNode current = q.removeFirst();

**int** partialSum = sumq.removeFirst();

**if**(current.left == **null** && current.right==**null**){

total+=partialSum;

}**else**{

**if**(current.right !=**null**){

q.addLast(current.right);

sumq.addLast(partialSum\*10+current.right.val);

}

**if**(current.left !=**null**){

q.addLast(current.left);

sumq.addLast(partialSum\*10+current.left.val);

}

}

}

**return** total;

}

我的做法

public int sumNumbers(TreeNode root) {

int[] res=new int[1];

res[0]=0;

sumNumbers(res,root,0);

return res[0];

}

public void sumNumbers(int[] res, TreeNode root,int sum) {

if(root==null) return;

if(root.left==null && root.right==null)//是叶子，则该轮的数可以累加到结果

{

res[0]+=sum\*10+root.val;

}

else

{

sumNumbers(res,root.left,sum\*10+root.val);

sumNumbers(res,root.right,sum\*10+root.val);

}

}

### Lowest Common Ancestor of a Binary Tree

[My Submissions](https://leetcode.com/problems/lowest-common-ancestor-of-a-binary-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **38673** Total Submissions: **134878** Difficulty: **Medium**

Given a binary tree, find the lowest common ancestor (LCA) of two given nodes in the tree.

According to the [definition of LCA on Wikipedia](https://en.wikipedia.org/wiki/Lowest_common_ancestor): “The lowest common ancestor is defined between two nodes v and w as the lowest node in T that has both v and w as descendants (where we allow **a node to be a descendant of itself**).”
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For example, the lowest common ancestor (LCA) of nodes 5 and 1 is 3. Another example is LCA of nodes 5 and 4 is 5, since a node can be a descendant of itself according to the LCA definition.

我的做法是按照书

Same solution in several languages. It's recursive and expands the meaning of the function. If the current (sub)tree contains both p and q, then the function result is their LCA. If only one of them is in that subtree, then the result is that one of them. If neither are in that subtree, the result is null/None/nil.

Update: I also wrote [two iterative solutions](https://leetcode.com/discuss/45603/iterative-solution) now, one of them being a version of the solution here. They're more complicated than this simple recursive solution, but I do find them interesting

**Java**

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

**if** (root == **null** || root == p || root == q) **return** root;

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

**return** left == **null** ? right : right == **null** ? left : root;

}

**public** **class** **Solution** {

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

**if**(root == **null** || root == p || root == q) **return** root;

TreeNode left = lowestCommonAncestor(root.left, p, q);

TreeNode right = lowestCommonAncestor(root.right, p, q);

**if**(left != **null** && right != **null**) **return** root;

**return** left != **null** ? left : right;

}

}

**Java**

**public** **class** **Solution** {

**public** TreeNode lowestCommonAncestor(TreeNode root, TreeNode p, TreeNode q) {

Map<TreeNode, TreeNode> **parent** = **new** HashMap<>();

Deque<TreeNode> stack = **new** ArrayDeque<>();

**parent**.put(root, **null**);

stack.push(root);

**while** (!**parent**.containsKey(p) || !**parent**.containsKey(q)) {

TreeNode node = stack.pop();

**if** (node.left != **null**) {

**parent**.put(node.left, node);

stack.push(node.left);

}

**if** (node.right != **null**) {

**parent**.put(node.right, node);

stack.push(node.right);

}

}

Set<TreeNode> ancestors = **new** HashSet<>();

**while** (p != **null**) {

ancestors.add(p);

p = **parent**.get(p);

}

**while** (!ancestors.contains(q))

q = **parent**.get(q);

**return** q;

}

}

To find the lowest common ancestor, we need to find where is p and q and a way to track their ancestors. A parent pointer for each node found is good for the job. After we found both p andq, we create a set of p's ancestors. Then we travel through q's ancestors, the first one appears in p's is our answer.

### Convert Sorted Array to Binary Search Tree

[My Submissions](https://leetcode.com/problems/convert-sorted-array-to-binary-search-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **72151** Total Submissions: **195367** Difficulty: **Medium**

Given an array where elements are sorted in ascending order, convert it to a height balanced BST.

我的做法同下—>书

Hi everyone, this is my accepted recursive Java solution. I get overflow problems at first because I didn't use mid - 1 and mid + 1 as the bound. Hope this helps :)

**public** TreeNode sortedArrayToBST(**int**[] num) {

**if** (num.length == 0) {

**return** **null**;

}

TreeNode head = helper(num, 0, num.length - 1);

**return** head;

}

**public** TreeNode helper(**int**[] num, **int** low, **int** high) {

**if** (low > high) { // Done

**return** **null**;

}

**int** mid = (low + high) / 2;

TreeNode node = **new** TreeNode(num[mid]);

node.left = helper(num, low, mid - 1);

node.right = helper(num, mid + 1, high);

**return** node;

}

I came up with the recursion solution first and tried to translate it into an iterative solution. It is very similar to doing a tree inorder traversal, I use three stacks - nodeStack stores the node I am going to process next, and **leftIndexStack** and **rightIndexStack** store the range where this node need to read from the **nums**.

**public** **class** **Solution** {

**public** TreeNode sortedArrayToBST(**int**[] nums) {

**int** len = nums.length;

**if** ( len == 0 ) { **return** **null**; }

// 0 as a placeholder

TreeNode head = **new** TreeNode(0);

Deque<TreeNode> nodeStack = **new** LinkedList<TreeNode>() {{ push(head); }};

Deque<Integer> leftIndexStack = **new** LinkedList<Integer>() {{ push(0); }};

Deque<Integer> rightIndexStack = **new** LinkedList<Integer>() {{ push(len-1); }};

**while** ( !nodeStack.isEmpty() ) {

TreeNode currNode = nodeStack.pop();

**int** left = leftIndexStack.pop();

**int** right = rightIndexStack.pop();

**int** mid = left + (right-left)/2; // avoid overflow

currNode.val = nums[mid];

**if** ( left <= mid-1 ) {

currNode.left = **new** TreeNode(0);

nodeStack.push(currNode.left);

leftIndexStack.push(left);

rightIndexStack.push(mid-1);

}

**if** ( mid+1 <= right ) {

currNode.right = **new** TreeNode(0);

nodeStack.push(currNode.right);

leftIndexStack.push(mid+1);

rightIndexStack.push(right);

}

}

**return** head;

}

}

### Construct Binary Tree from Preorder and Inorder Traversal

[My Submissions](https://leetcode.com/problems/construct-binary-tree-from-preorder-and-inorder-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **60225** Total Submissions: **212107** Difficulty: **Medium**

Given preorder and inorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

王道P63页也有解析
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Hi guys, this is my Java solution. I read this [post](http://leetcode.com/2011/04/construct-binary-tree-from-inorder-and-preorder-postorder-traversal.html), which is very helpful.

The basic idea is here: Say we have 2 arrays, PRE and IN. Preorder traversing implies that PRE[0] is the root node. Then we can find this PRE[0] in IN, say it's IN[5]. Now we know that IN[5] is root, so we know that IN[0] - IN[4] is on the left side, IN[6] to the end is on the right side. Recursively doing this on subarrays, we can build a tree out of it :)

Hope this helps.

这个方法同上，可以。（关键在于，设置参数，前序开始指针，中序开始和结束开始指针）。构造法，同Unique Binary Search Trees II

**public** TreeNode buildTree(**int**[] preorder, **int**[] inorder) {

**return** helper(0, 0, inorder.length - 1, preorder, inorder);

}

**public** TreeNode helper(**int** preStart, **int** inStart, **int** inEnd, **int**[] preorder, **int**[] inorder) {

**if** (preStart > preorder.length - 1 || inStart > inEnd) {

**return** **null**;

}

TreeNode root = **new** TreeNode(preorder[preStart]);

**int** inIndex = 0; // Index of current root in inorder

**for** (**int** i = inStart; i <= inEnd; i++) {

**if** (inorder[i] == root.val) {

inIndex = i;

}

}

root.left = helper(preStart + 1, inStart, inIndex - 1, preorder, inorder);

root.right = helper(preStart + inIndex - inStart + 1, inIndex + 1, inEnd, preorder, inorder);

**return** root;

}

Nice solution! One improvement: remember to use **HashMap** to cache the inorder[] position. This can reduce your solution from 20ms to 5ms.

Here is the my Java solution:

**public** TreeNode buildTree(**int**[] preorder, **int**[] inorder) {

Map<Integer, Integer> inMap = **new** HashMap<Integer, Integer>();

**for**(**int** i = 0; i < inorder.length; i++) {

inMap.put(inorder[i], i);

}

TreeNode root = buildTree(preorder, 0, preorder.length - 1, inorder, 0, inorder.length - 1, inMap);

**return** root;

}

**public** TreeNode buildTree(**int**[] preorder, **int** preStart, **int** preEnd, **int**[] inorder, **int** inStart, **int** inEnd, Map<Integer, Integer> inMap) {

**if**(preStart > preEnd || inStart > inEnd) **return** **null**;

TreeNode root = **new** TreeNode(preorder[preStart]);

**int** inRoot = inMap.**get**(root.val);

**int** numsLeft = inRoot - inStart;

root.left = buildTree(preorder, preStart + 1, preStart + numsLeft, inorder, inStart, inRoot - 1, inMap);

root.right = buildTree(preorder, preStart + numsLeft + 1, preEnd, inorder, inRoot + 1, inEnd, inMap);

**return** root;

}

I din't find iterative solutions discussed in the old Discuss. So, I thought, I will add my solution in here.

The idea is as follows:

1) Keep pushing the nodes from the preorder into a stack (and keep making the tree by adding nodes to the left of the previous node) until the top of the stack matches the inorder.

2) At this point, pop the top of the stack until the top does not equal inorder (keep a flag to note that you have made a pop).

3) Repeat 1 and 2 until preorder is empty. The key point is that whenever the flag is set, insert a node to the right and reset the flag.

**class** Solution {

**public**:

TreeNode \*buildTree(**vector**<**int**> &preorder, **vector**<**int**> &inorder) {

**if**(preorder.size()==0)

**return** NULL;

**stack**<**int**> s;

**stack**<TreeNode \*> st;

TreeNode \*t,\*r,\*root;

**int** i,j,f;

f=i=j=0;

s.push(preorder[i]);

root = **new** TreeNode(preorder[i]);

st.push(root);

t = root;

i++;

**while**(i<preorder.size())

{

**if**(!st.empty() && st.top()->val==inorder[j])

{

t = st.top();

st.pop();

s.pop();

f = 1;

j++;

}

**else**

{

**if**(f==0)

{

s.push(preorder[i]);

t -> left = **new** TreeNode(preorder[i]);

t = t -> left;

st.push(t);

i++;

}

**else**

{

f = 0;

s.push(preorder[i]);

t -> right = **new** TreeNode(preorder[i]);

t = t -> right;

st.push(t);

i++;

}

}

}

**return** root;

}

};

### Construct Binary Tree from Inorder and Postorder Traversal

[My Submissions](https://leetcode.com/problems/construct-binary-tree-from-inorder-and-postorder-traversal/submissions/)

QuestionEditorial Solution

Total Accepted: **52695** Total Submissions: **182860** Difficulty: **Medium**

Given inorder and postorder traversal of a tree, construct the binary tree.

**Note:**  
You may assume that duplicates do not exist in the tree.

**My recursive Java code with O(n) time and O(n) space**

The the basic idea is to take the last element in postorder array as the root, find the position of the root in the inorder array; then locate the range for left sub-tree and right sub-tree and do recursion. Use a HashMap to record the index of root in the inorder array.

**public** TreeNode buildTreePostIn(**int**[] inorder, **int**[] postorder) {

**if** (inorder == **null** || postorder == **null** || inorder.length != postorder.length)

**return** **null**;

HashMap<Integer, Integer> hm = **new** HashMap<Integer,Integer>();

**for** (**int** i=0;i<inorder.length;++i)

hm.put(inorder[i], i);

**return** buildTreePostIn(inorder, 0, inorder.length-1, postorder, 0,

postorder.length-1,hm);

}

**private** TreeNode buildTreePostIn(**int**[] inorder, **int** **is**, **int** ie, **int**[] postorder, **int** ps, **int** pe,

HashMap<Integer,Integer> hm){

**if** (ps>pe || **is**>ie) **return** **null**;

TreeNode root = **new** TreeNode(postorder[pe]);

**int** ri = hm.**get**(postorder[pe]);

TreeNode leftchild = buildTreePostIn(inorder, **is**, ri-1, postorder, ps, ps+ri-**is**-1, hm);

TreeNode rightchild = buildTreePostIn(inorder,ri+1, ie, postorder, ps+ri-**is**, pe-1, hm);

root.left = leftchild;

root.right = rightchild;

**return** root;

}

This is my version: similar idea, but no HashMap needed!   
(TreeNode end is the boundary of left subtree.)

**int** pInorder; // index of inorder array

**int** pPostorder; // index of postorder array

**private** TreeNode buildTree(**int**[] inorder, **int**[] postorder, TreeNode end) {

**if** (pPostorder < 0) {

**return** **null**;

}

// create root node

TreeNode n = **new** TreeNode(postorder[pPostorder--]);

// if right node exist, create right subtree

**if** (inorder[pInorder] != n.val) {

n.right = buildTree(inorder, postorder, n);

}

pInorder--;

// if left node exist, create left subtree

**if** ((end == **null**) || (inorder[pInorder] != end.val)) {

n.left = buildTree(inorder, postorder, end);

}

**return** n;

}

**public** TreeNode buildTree(**int**[] inorder, **int**[] postorder) {

pInorder = inorder.length - 1;

pPostorder = postorder.length - 1;

**return** buildTree(inorder, postorder, **null**);

}

Below is the O(n) solution from @hongzhi but that discuss is closed now 'cause @hongzhi says little about his code.

https://oj.leetcode.com/discuss/6334/here-is-my-o-n-solution-is-it-neat

I've modified some of and tried this code and got AC. Just share about some comprehension about his code.

I've modified vtn(vector) to stn(stack) in that **stack** is probably what this algs means and needs.

What matters most is the meaning of *stn*.

Only nodes whoes left side **hasn't been** handled will be pushed into *stn*.

And inorder is organized as (inorder of left) root (inorder of right),

And postorder is as (postorder of left) (postorder of right) root.

So at the very begin, we only have root in stn and we check if *inorder.back() == root->val* and in most cases it's **false**(see Note 1). Then we make this node root's right sub-node and push it into stn.

**Note 1: this is actually *(inorder of right).back() == (postorder of right).back()*, so if only there's no right subtree or the answer will always be false.**

**Note 2: we delete one node from *postorder* as we push one into stn.**

Now we have [root, root's right] as stn and we check *inorder.back() == stn.top()->val* again.

* **true** means *inorder.back()* is the root node and needs handled left case.
* **false** means *inorder.back()* is the next right sub-node

So when we encounter a true, we will cache *stn.top()* as p and **delete both nodes from inorder and stn**.

Then we check inorder.size(), if there's no nodes left, it means p has no left node.

Else the next node in inorder could be *p's left node* or *p's father* which equals to the now*stn.top()* (remember we popped *p* from *stn* above).

If the latter happens, it means *p* has **no left node** and we need to move on to *p's father(stn.top())*.

If the former happens, it means *p* has one left node and it's *postorder.back()*, so we put it to p's left and delete it from the *postorder* and push the left node into *stn* 'cause **it** should be the next check node as the *postorder* is organized as above.

That's all of it. The algs just build a binary tree. :)

Inform me if there's anything vague or wrong, I'm open to any suggestions.

Thank you for sharing your explanation.

Here's a Java version of this solution:

import java.util.Stack;

**public** **class** Solution {

**public** TreeNode buildTree(**int**[] inorder, **int**[] postorder) {

**if** (inorder == null || inorder.length < 1) **return** null;

**int** i = inorder.length - 1;

**int** p = i;

TreeNode node;

TreeNode root = **new** TreeNode(postorder[postorder.length - 1]);

Stack<TreeNode> **stack** = **new** Stack<>();

**stack**.push(root);

p--;

**while** (**true**) {

**if** (inorder[i] == **stack**.peek().val) { // inorder[i] is on top of stack, pop stack to get its parent to get to left side

**if** (--i < 0) **break**;

node = **stack**.pop();

**if** (!**stack**.isEmpty() && inorder[i] == **stack**.peek().val) {// continue pop stack to get to left side

**continue**;

}

node.left = **new** TreeNode(postorder[p]);

**stack**.push(node.left);

} **else** { // inorder[i] is not on top of stack, postorder[p] must be right child

node = **new** TreeNode(postorder[p]);

**stack**.peek().right = node;

**stack**.push(node);

}

p--;

}

**return** root;

}

}

TreeNode \*buildTree(**vector**<**int**> &preorder, **vector**<**int**> &inorder) {

**return** create(preorder, inorder, 0, preorder.size() - 1, 0, inorder.size() - 1);

}

TreeNode\* create(**vector**<**int**>& preorder, **vector**<**int**>& inorder, **int** ps, **int** pe, **int** is, **int** ie){

**if**(ps > pe){

**return** **nullptr**;

}

TreeNode\* node = **new** TreeNode(preorder[ps]);

**int** pos;

**for**(**int** i = is; i <= ie; i++){

**if**(inorder[i] == node->val){

pos = i;

**break**;

}

}

node->left = create(preorder, inorder, ps + 1, ps + pos - is, is, pos - 1);

node->right = create(preorder, inorder, pe - ie + pos + 1, pe, pos + 1, ie);

**return** node;

}

The first element in preorder array can divide inorder array into two parts. Then we can divide preorder array into two parts. Make this element a node. And the left sub-tree of this node is the left part, right sub-tree of this node is the right part. This problem can be solved following this logic.

下面这个方法，容易理解，类似前面一题。

重点在于设置了后序（只需要指定start指针）和中序（反过来的）范围的指针。

倒序遍历

这里，先build左子树还是右子树都可以

注意这里的inStart是从数组的尾部开始。

**public** TreeNode buildTree(**int**[] inorder, **int**[] postorder) {

**return** buildTree(inorder, inorder.length-1, 0, postorder, postorder.length-1);

}

**private** TreeNode buildTree(**int**[] inorder, **int** inStart, **int** inEnd, **int**[] postorder,

**int** postStart) {

**if** (postStart < 0 || inStart < inEnd)

**return** **null**;

//The last element in postorder is the root.

TreeNode root = **new** TreeNode(postorder[postStart]);

//find the index of the root from inorder. Iterating from the end.

**int** rIndex = inStart;

**for** (**int** i = inStart; i >= inEnd; i--) {

**if** (inorder[i] == postorder[postStart]) {

rIndex = i;

**break**;

}

}

//build right and left subtrees. Again, scanning from the end to find the sections.

root.right = buildTree(inorder, inStart, rIndex + 1, postorder, postStart-1);

root.left = buildTree(inorder, rIndex - 1, inEnd, postorder, postStart - (inStart - rIndex) -1);//非常类似于前一题，区别在于这里传入参数时就是从末尾开始

**return** root;

}

### 总结

Integer.MAX\_VALUE不能表示时，可以用Long. MAX\_VALUE

中序遍历时一路向左保存。为空时，才从栈中取出数据，取出数据时就要保存到最后结果里。

构造不同的二叉查找树时，深搜。假设左右两边的子树组已经构造好，然后利用这个，去构造新的二叉查找树。

Root to leaf结果回退的情况需要注意

## 字符串

### Compare Version Numbers

[My Submissions](https://leetcode.com/problems/compare-version-numbers/submissions/)

QuestionEditorial Solution

Total Accepted: **52177** Total Submissions: **298173** Difficulty: **Easy**

Compare two version numbers *version1* and *version2*.  
If *version1* > *version2* return 1, if *version1* < *version2* return -1, otherwise return 0.

You may assume that the version strings are non-empty and contain only digits and the . character.  
The . character does not represent a decimal point and is used to separate number sequences.  
For instance, 2.5 is not "two and a half" or "half way to version three", it is the fifth second-level revision of the second first-level revision.

Here is an example of version numbers ordering:

0.1 < 1.1 < 1.2 < 13.37

有可能版本号中有许多位，如0.0.1；有可能版本号01.xx；1和1.1

我的做法

注意split里是以[\\.来分割，不是直接用](file:///\\.来分割，不是直接用)“.”

用点分割字符串，对字符串数组中的每一位转换成数字进行比较，如果其中一个的数字用完了，就用0补

public int compareVersion(String version1, String version2) {

String[] v1=version1.split("\\.");

String[] v2=version2.split("\\.");

int len1=v1.length;

int len2=v2.length;

int num1=0,num2=0;

for(int i=0;i<len1 || i<len2;i++)

{

num1=0;

num2=0;

if(i<len1) num1=Integer.parseInt(v1[i]);

if(i<len2) num2=Integer.parseInt(v2[i]);

if(num1>num2) return 1;

if(num1<num2) return -1;

}

return 0;

}

这个做法，和我的类似

This code assumes that next level is zero if no mo levels in shorter version number. And than compare levels.

public **int** compareVersion(String version1, String version2) {

String[] levels1 = version1.**split**("\\.");

String[] levels2 = version2.**split**("\\.");

**int** **length** = Math.max(levels1.**length**, levels2.**length**);

**for** (**int** i=0; i<**length**; i++) {

Integer v1 = i < levels1.**length** ? Integer.parseInt(levels1[i]) : 0;

Integer v2 = i < levels2.**length** ? Integer.parseInt(levels2[i]) : 0;

**int** compare = v1.compareTo(v2);

**if** (compare != 0) {

**return** compare;

}

}

**return** 0;

}

### Count and Say

[My Submissions](https://leetcode.com/problems/count-and-say/submissions/)

QuestionEditorial Solution

Total Accepted: **80178** Total Submissions: **275998** Difficulty: **Easy**

The count-and-say sequence is the sequence of integers beginning as follows:  
1, 11, 21, 1211, 111221, ...

1 is read off as "one 1" or 11.  
11 is read off as "two 1s" or 21.  
21 is read off as "one 2, then one 1" or 1211.

Given an integer *n*, generate the *n*th sequence.

Note: The sequence of integers will be represented as a string.

我的做法

常规做法，遍历上一个字符串，记录个数和相应数字

public String countAndSay(int n) {

String str="1";

String res="";

for(int i=1;i<=n-1;i++)

{

char ch=str.charAt(0);

int cnt=1;

res="";

for(int j=1;j<str.length();j++)

{

if(str.charAt(j)==ch)

{

cnt++;

}

else

{

res+=cnt;

res+=ch;

cnt=1;

ch=str.charAt(j);

}

}

res+=cnt;

res+=ch;

str=res;

}

return str;

}

这个写法清晰，思路同上

I found nobody answered this question in Java. Actually I got some trouble even this question is not so hard.

Maybe many other people had some trouble too. So I put my answer here.

public class Solution {

public String countAndSay(int n) {

StringBuilder curr=new StringBuilder("1");

StringBuilder prev;

int count;

char say;

for (int i=1;i<**n;i++){**

prev=curr;

curr=new StringBuilder();

count=1;

say=prev.charAt(0);

for (int j=1,len=prev.length();j<len;j++){

if (prev.charAt(j)!=say){

curr.append(count).append(say);

count=1;

say=prev.charAt(j);

}

else count++;

}

curr.append(count).append(say);

}

return curr.toString();

}

}

@code StringBuilder.append() is the default way to append one string to another. While I have tried String.cancate(),which is not working properly.

Any comment is welcomed.

**string** countAndSay(**int** n) {

**if** (n == 0) **return** "";

**string** res = "1";

**while** (--n) {

**string** cur = "";

**for** (**int** i = 0; i < res.size(); i++) {

**int** count = 1;

**while** ((i + 1 < res.size()) && (res[i] == res[i + 1])){

count++;

i++;

}

cur += to\_string(count) + res[i];

}

res = cur;

}

**return** res;

}

### Add Binary

[My Submissions](https://leetcode.com/problems/add-binary/submissions/)

QuestionEditorial Solution

Total Accepted: **83723** Total Submissions: **304481** Difficulty: **Easy**

Given two binary strings, return their sum (also a binary string).

For example,  
a = "11"  
b = "1"  
Return "100".

我的做法

常规模拟

public String addBinary(String a, String b) {

String res="";

int len1=a.length();

int len2=b.length();

int len=Math.max(len1,len2);

int num1=0,num2=0,carry=0;

for(int i=0;i<len;i++)

{

num1=0;

num2=0;

if(i<len1) num1=a.charAt(len1-1-i)=='1'?1:0;

if(i<len2) num2=b.charAt(len2-1-i)=='1'?1:0;

res=(num1+num2+carry)%2+res;

carry=(num1+num2+carry)/2;

}

if(carry>0) res=carry+res;

return res;

}

**class** Solution

{

**public**:

**string** addBinary(**string** a, **string** b)

{

**string** s = "";

**int** c = 0, i = a.size() - 1, j = b.size() - 1;

**while**(i >= 0 || j >= 0 || c == 1)

{

c += i >= 0 ? a[i --] - '0' : 0;

c += j >= 0 ? b[j --] - '0' : 0;

s = **char**(c % 2 + '0') + s;

c /= 2;

}

**return** s;

}

};

**public** **class** **Solution** {

**public** String addBinary(String a, String b) {

**if**(a == **null** || a.isEmpty()) {

**return** b;

}

**if**(b == **null** || b.isEmpty()) {

**return** a;

}

**char**[] aArray = a.toCharArray();

**char**[] bArray = b.toCharArray();

StringBuilder stb = **new** StringBuilder();

**int** i = aArray.length - 1;

**int** j = bArray.length - 1;

**int** aByte;

**int** bByte;

**int** carry = 0;

**int** result;

**while**(i > -1 || j > -1 || carry == 1) {

aByte = (i > -1) ? Character.getNumericValue(aArray[i--]) : 0;

bByte = (j > -1) ? Character.getNumericValue(bArray[j--]) : 0;

result = aByte ^ bByte ^ carry;

carry = ((aByte + bByte + carry) >= 2) ? 1 : 0;

stb.append(result);

}

**return** stb.reverse().toString();

}

}

这个写法不错

public **class** **Solution** {

public String addBinary(String a, String b) {

StringBuilder sb = new StringBuilder();

int i = a.length() - 1, j = b.length() -1, carry = 0;

**while** (i >= 0 || j >= 0) {

int sum = carry;

**if** (j >= 0) sum += b.charAt(j--) - '0';

**if** (i >= 0) sum += a.charAt(i--) - '0';

sb.append(sum % 2);

carry = sum / 2;

}

**if** (carry != 0) sb.append(carry);

**return** sb.reverse().toString();

}

}

Computation from string usually can be simplified by using a carry as such.

### Multiply Strings

[My Submissions](https://leetcode.com/problems/multiply-strings/submissions/)

QuestionEditorial Solution

Total Accepted: **60999** Total Submissions: **259449** Difficulty: **Medium**

Given two numbers represented as strings, return multiplication of the numbers as a string.

**Note:**

* The numbers can be arbitrarily large and are non-negative.
* Converting the input string to integer is **NOT** allowed.
* You should **NOT** use internal library such as **BigInteger**.

我的做法

注意Corner case：0\*0; 69\*32014; 123\*0

public String multiply(String num1, String num2) {

int len1=num1.length();

int len2=num2.length();

if(len1==0 && len2==0) return "";

String res="";

int carry=0;

String sum="";

int cnt=0;

for(int i=0;i<len1;i++)

{

int n1=num1.charAt(len1-1-i)-'0';

if(n1==0) continue;

sum="";

carry=0;

cnt=i;

for(int j=0;j<len2;j++)

{

int n2=num2.charAt(len2-1-j)-'0';

sum=(n1\*n2+carry)%10+sum;

carry=(n1\*n2+carry)/10;

}

if(carry>0) sum=carry+sum;

while(cnt>0)

{

sum+="0";//increment

cnt--;

}

res=add(sum,res);//remove multi zeroes

}

return res.equals("")?"0":res;

}

public String add(String a, String b) {

String res="";

int len1=a.length();

int len2=b.length();

int len=Math.max(len1,len2);

int num1=0,num2=0,carry=0;

for(int i=0;i<len;i++)

{

num1=0;

num2=0;

if(i<len1) num1=a.charAt(len1-1-i)-'0';

if(i<len2) num2=b.charAt(len2-1-i)-'0';

res=(num1+num2+carry)%10+res;

carry=(num1+num2+carry)/10;

}

if(carry>0) res=carry+res;

if(res.length()>0 && res.charAt(0)=='0') return "0";

return res;

}

这个方法非常好

N位数乘以M位数，结果最多是N+M位

Remember how we do multiplication?

Start from right to left, perform multiplication on every pair of digits, and add them together. Let's draw the process! From the following draft, we can immediately conclude:

`**num1**[i] \* **num2**[j]` **will** **be** **placed** **at** **indices** `[i + j`, `i + j + 1]`
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Here is my solution. Hope it helps!

public String multiply(String num1, String num2) {

**int** **m** = num1.**length**(), n = num2.**length**();

**int**[] **pos** = new **int**[**m** + n];

**for**(**int** i = **m** - 1; i >= 0; i--) {

**for**(**int** j = n - 1; j >= 0; j--) {

**int** mul = (num1.charAt(i) - '0') \* (num2.charAt(j) - '0');

**int** p1 = i + j, p2 = i + j + 1;

**int** sum = mul + **pos**[p2];

**pos**[p1] += sum / 10;

**pos**[p2] = (sum) % 10;

}

}

StringBuilder sb = new StringBuilder();

**for**(**int** p : **pos**) **if**(!(sb.**length**() == 0 && p == 0)) sb.append(p);

**return** sb.**length**() == 0 ? "0" : sb.toString();

}

### Length of Last Word

[My Submissions](https://leetcode.com/problems/length-of-last-word/submissions/)

QuestionEditorial Solution

Total Accepted: **92354** Total Submissions: **315006** Difficulty: **Easy**

Given a string *s* consists of upper/lower-case alphabets and empty space characters ' ', return the length of last word in the string.

If the last word does not exist, return 0.

**Note:** A word is defined as a character sequence consists of non-space characters only.

For example,   
Given *s* = "Hello World",  
return 5.

我的做法

public int lengthOfLastWord(String s) {

String[] str=s.split("\\s+");

return str.length==0?0:str[str.length-1].length();

}

I've noticed that a lot of solutions use available library functions that return directly the positions of certain characters or do other operations like "split". I personally don't think that's a good idea. Firstly, these functions take some time and usually involve with iteration through the whole string. Secondly, questions like this one is intended to be a practice of detail implementation, not calling other functions. My solution like below uses only the most basic string operations and probably beats many other solutions which call other existing functions.

**int** lengthOfLastWord(const char\* **s**) {

**int** len = 0;

**while** (\*s) {

**if** (\*s++ != ' ')

++len;

**else** **if** (\*s && \*s != ' ')

len = 0;

}

**return** len;

}

**String方法**
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**public** **int** lengthOfLastWord(String s) {

**return** s.trim().length()-s.trim().lastIndexOf(" ")-1;

}

This one single line solution is just used to compare the time cost with the solution below: (Time cost: 348ms vs. 344ms, almost the same)

**public** **int** lengthOfLastWord(String s) {

**int** len=s.length(), lastLength=0;

**while**(len > 0 && s.charAt(len-1)==' '){

len--;

}

**while**(len > 0 && s.charAt(len-1)!=' '){

lastLength++;

len--;

}

**return** lastLength;

}

### Ransom Note

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/ransom-note/submissions/)

* Total Accepted: **1172**
* Total Submissions: **2443**
* Difficulty: **Easy**

 Given  an  arbitrary  ransom  note  string  and  another  string  containing  letters from  all  the  magazines,  write  a  function  that  will  return  true  if  the  ransom   note  can  be  constructed  from  the  magazines ;  otherwise,  it  will  return  false.

Each  letter  in  the  magazine  string  can  only  be  used  once  in  your  ransom  note.

**Note:**  
You may assume that both strings contain only lowercase letters.

canConstruct("a", "b") -> false

canConstruct("aa", "ab") -> false

canConstruct("aa", "aab") -> true

我的做法，统计下字母数量

public class Solution {

public boolean canConstruct(String ransomNote, String magazine) {

int[] map=new int[26];

for(int i=0; i<magazine.length(); i++)

{

char ch=magazine.charAt(i);

map[ch-'a']++;

}

for(int i=0; i<ransomNote.length();i++)

{

char ch=ransomNote.charAt(i);

if(map[ch-'a']<=0) return false;

map[ch-'a']--;

}

return true;

}

}

### Basic Calculator

[My Submissions](https://leetcode.com/problems/basic-calculator/submissions/)

QuestionEditorial Solution

Total Accepted: **27613** Total Submissions: **123847** Difficulty: **Hard**

Implement a basic calculator to evaluate a simple expression string.

The expression string may contain open ( and closing parentheses ), the plus + or minus sign -, **non-negative** integers and empty spaces .

You may assume that the given expression is always valid.

Some examples:

"1 + 1" = 2

" 2-1 + 2 " = 3

"(1+(4+5+2)-3)+(6+8)" = 23

**Note:** **Do not** use the eval built-in library function.

Simple iterative solution by identifying characters one by one. One important thing is that the input is valid, which means the parentheses are always paired and in order. Only 5 possible input we need to pay attention:

1. digit: it should be one digit from the current number
2. '+': number is over, we can add the previous number and start a new number
3. '-': same as above
4. '(': push the previous result and the sign into the stack, set result to 0, just calculate the new result within the parenthesis.
5. ')': pop out the top two numbers from stack, first one is the sign before this pair of parenthesis, second is the temporary result before this pair of parenthesis. We add them together.

Finally if there is only one number, from the above solution, we haven't add the number to the result, so we do a check see if the number is zero.

**public** **int** calculate(String s) {

Stack<Integer> **stack** = **new** Stack<Integer>();

**int** result = 0;

**int** number = 0;

**int** sign = 1;

**for**(**int** i = 0; i < s.length(); i++){

**char** c = s.charAt(i);

**if**(Character.isDigit(c)){

number = 10 \* number + (**int**)(c - '0');

}**else** **if**(c == '+'){

result += sign \* number;

number = 0;

sign = 1;

}**else** **if**(c == '-'){

result += sign \* number;

number = 0;

sign = -1;

}**else** **if**(c == '('){

//we push the result first, then sign;

**stack**.push(result);

**stack**.push(sign);

//reset the sign and result for the value in the parenthesis

sign = 1;

result = 0;

}**else** **if**(c == ')'){

result += sign \* number;

number = 0;

result \*= **stack**.pop(); //stack.pop() is the sign before the parenthesis

result += **stack**.pop(); //stack.pop() now is the result calculated before the parenthesis

}

}

**if**(number != 0) result += sign \* number;

**return** result;

}

Thanks for your answer. The following answer might be more slick (18ms):

**Principle**:

1. (Sign before '+'/'-') = (This context sign);
2. (Sign after '+'/'-') = (This context sign) \* (1 or -1);

**Algorithm:**

1. Start from +1 sign and scan s from left to right;
2. if c == digit: This number = Last digit \* 10 + This digit;
3. if c == '+': Add num to result before this sign; This sign = Last context sign \* 1; clear num;
4. if c == '-': Add num to result before this sign; This sign = Last context sign \* -1; clear num;
5. if c == '(': Push this context sign to stack;
6. if c == ')': Pop this context and we come back to **last context**;
7. Add the last num. This is because we only add number after '+' / '-'.

**Implementation**:

这个方法不错,类似于平时操作的拆括号。首先记录下括号前的运算符。

遇到+/-符号，需要做计算（将上一个运算符\*数累加到result）；同时更新sign

遇到左括号，需要入栈sign（前一个运算符号）

遇到右括号，出栈sign

**public** **int** calculate(String s) {

**if**(s == null) **return** 0;

**int** result = 0;

**int** sign = 1;

**int** num = 0;

Stack<Integer> **stack** = **new** Stack<Integer>();

**stack**.push(sign); //stack中放括号前的符号（遇到左括号时入栈sign）

**for**(**int** i = 0; i < s.length(); i++) {

**char** c = s.charAt(i);

**if**(c >= '0' && c <= '9') {

num = num \* 10 + (c - '0');

} **else** **if**(c == '+' || c == '-') {

result += sign \* num;

sign = **stack**.peek() \* (c == '+' ? 1: -1);

num = 0;

} **else** **if**(c == '(') {

**stack**.push(sign);

} **else** **if**(c == ')') {

**stack**.pop();

}

}

result += sign \* num;

**return** result;

}

**public** **static** **int** calculate(String s) {

**int** len = s.length(), sign = 1, result = 0;

Stack<Integer> **stack** = **new** Stack<Integer>();

**for** (**int** i = 0; i < len; i++) {

**if** (Character.isDigit(s.charAt(i))) {

**int** sum = s.charAt(i) - '0';

**while** (i + 1 < len && Character.isDigit(s.charAt(i + 1))) {

sum = sum \* 10 + s.charAt(i + 1) - '0';

i++;

}

result += sum \* sign;

} **else** **if** (s.charAt(i) == '+')

sign = 1;

**else** **if** (s.charAt(i) == '-')

sign = -1;

**else** **if** (s.charAt(i) == '(') {

**stack**.push(result);

**stack**.push(sign);

result = 0;

sign = 1;

} **else** **if** (s.charAt(i) == ')') {

result = result \* **stack**.pop() + **stack**.pop();

}

}

**return** result;

}

### Basic Calculator II

[My Submissions](https://leetcode.com/problems/basic-calculator-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **21944** Total Submissions: **87515** Difficulty: **Medium**

Implement a basic calculator to evaluate a simple expression string.

The expression string contains only **non-negative** integers, +, -, \*, / operators and empty spaces . The integer division should truncate toward zero.

You may assume that the given expression is always valid.

Some examples:

"3+2\*2" = 7

" 3/2 " = 1

" 3+5 / 2 " = 5

**Note:** **Do not** use the eval built-in library function.

这个方法好

要考虑是最后一位数的情况

如果遇到数字，则记录；

如果遇到非数字和空格，或者已经到字符串的最后一位

（遇到符号，才会有出入栈。根据前一个符号的情况，判断数字的入栈出栈情况）

前一个符号为+，则将数字入栈；

前一个符号为-，则将数字的反，入栈；

前一个符号为\*、/，将栈中元素pop一个与数字相乘（相除），再入栈

num记录当前数字

**public** **class** Solution {

**public** **int** calculate(String s) {

**int** len;

**if**(s==null || (len = s.length())==0) **return** 0;

Stack<Integer> **stack** = **new** Stack<Integer>();

**int** num = 0;

**char** sign = '+';

**for**(**int** i=0;i<len;i++){

**if**(Character.isDigit(s.charAt(i))){

num = num\*10+s.charAt(i)-'0';

}

**if**((!Character.isDigit(s.charAt(i)) &&' '!=s.charAt(i)) || i==len-1){ //不是数字和空格，或者i是最后一个

**if**(sign=='-'){

**stack**.push(-num);

}

**if**(sign=='+'){

**stack**.push(num);

}

**if**(sign=='\*'){

**stack**.push(**stack**.pop()\*num);

}

**if**(sign=='/'){

**stack**.push(**stack**.pop()/num);

}

sign = s.charAt(i);

num = 0;

}

}

**int** re = 0;

**for**(**int** i:**stack**){

re += i;

}

**return** re;

}

}

这个方法也不错，类似上一个方法，只是是O(1)空间

维护栈顶一个元素即可。然后不断累加结果

String方法
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public int calculate(String s) {

**if** (s == null) **return** 0;

s = s.trim().replaceAll(" +", "");

int length = s.length();

int res = 0;

long preVal = 0; // initial preVal is 0 //相当于栈顶

char sign = '+'; // initial sign is +

int i = 0;

**while** (i < length) {

//if(s.charAt(i)==' ') {i++;continue;} //不明白replaceAll那句，可以使用这句代替

long curVal = 0;

**while** (i < length && (int)s.charAt(i) <= 57 && (int)s.charAt(i) >= 48) { // int

curVal = curVal\*10 + (s.charAt(i) - '0');

i++;

}

**if** (sign == '+') {

res += preVal; // update res

preVal = curVal;

} **else** **if** (sign == '-') {

res += preVal; // update res

preVal = -curVal;

} **else** **if** (sign == '\*') {

preVal = preVal \* curVal; // **not** update res, combine preVal & curVal **and** keep loop

} **else** **if** (sign == '/') {

preVal = preVal / curVal; // **not** update res, combine preVal & curVal **and** keep loop

}

**if** (i < length) { // getting new sign

sign = s.charAt(i);

i++;

}

}

res += preVal;

**return** res;

}

Share my clean java solution, O(1) space, no stack, beats 99.72%

**public** **class** Solution {

**public** **int** calculate(String s) {

**if**(s == null || s.length() == 0)

**return** 0;

boolean divide = **false**;

**int** result = 0, sign = 1, num = 0, preNum = 0;

**for**(**char** c: s.toCharArray()) {

**if**(c >= '0' && c <= '9')

num = num \* 10 + c -'0';

**else** **if**(c == '+' || c == '-' || c == '\*' || c == '/') {

**if**(divide) {

num = preNum/num;

divide = **false**;

}

//record the temp result, think about case 2 \* 5 / 2

**if**(c == '/') {

divide = **true**;

preNum = num \* sign;

sign = 1;

} **else** **if**(c == '\*'){

sign \*= num;

} **else** {

result += sign \* num;

sign = c == '+' ? 1 : -1;

}

num = 0;

}

}

**if**(num > 0) {

**if**(divide)

num = preNum/num;

result += sign \* num;

}

**return** result;

}

}

### Longest Common Prefix

[My Submissions](https://leetcode.com/problems/longest-common-prefix/submissions/)

QuestionEditorial Solution

Total Accepted: **98928** Total Submissions: **350632** Difficulty: **Easy**

Write a function to find the longest common prefix string amongst an array of strings.

注意题目意思，只需要全部字符串一起比较

public String longestCommonPrefix(String[] strs) {

**if**(strs == null || strs.**length** == 0) **return** "";

String pre = strs[0];

**int** i = 1;

**while**(i < strs.**length**){

**while**(strs[i].indexOf(pre) != 0)

pre = pre.substring(0,pre.**length**()-1);

i++;

}

**return** pre;

}

Rather than building the string for common prefix, you can just record the longest prefix's length, then return the substring from first character till that length, which can save a bit time perhaps.

The code is as below written in javascript:

var longestCommonPrefix = function(strs) {

**if** (strs.**length** === 0) **return** "";

**if** (strs.**length** === 1) **return** strs[0];

**for** (var i = 0; i < strs[0].**length**; i++) {

**for** (var j = 1; j < strs.**length**; j++) {

**if** (strs[j].**length** <= i || strs[j][i] !== strs[0][i]) {

**return** strs[0].substring(0, i);

}

}

}

**return** strs[0];

};

console.**log**(longestCommonPrefix(['this is a test', 'this is also a test']));

console.**log**(longestCommonPrefix(['this is a test', 'this is a test as well']));

public String longestCommonPrefix(String[] strs) {

**if** (strs == null) **return** null;

**if** (strs.length == 0) **return** "";

Arrays.sort(strs);

char[] first = strs[0].toCharArray();

char[] last = strs[strs.length - 1].toCharArray();

int i = 0, len = Math.min(first.length, last.length);

**while** (i < len && first[i] == last[i]) i++;

**return** strs[0].substring(0, i);

}

I think there are two (straightforward) solutions:

1) "Horizontal matching (over strings)". Pick up the first string and compare it with the rest. Return the minimum prefix found among all comparisons.

2) "Vertical matching (over characters)". Compare the characters between all strings from left to right. Stop whenever a mismatch is found.

What is the complexity of these two approaches ?

Is there a better solution ?

The first one is apparently not very optimal. Imagine only the last string is different from all others. You would have wasted so much time comparing the previous ones. The second one is the optimal solution. The question is equivalent to: what is the fastest way to fail? It seems the second one is the only answer.

The following is a possible solution using Java:

这个写法好

public String longestCommonPrefix(String[] strs) {

**if** (strs == null || strs.**length** == 0)

**return** "";

**for** (**int** i = 0; i < strs[0].**length**() ; i++){

char c = strs[0].charAt(i);

**for** (**int** j = 1; j < strs.**length**; j ++) {

**if** (i == strs[j].**length**() || strs[j].charAt(i) != c)

**return** strs[0].substring(0, i);

}

}

**return** strs[0];

}

It seems that it is not to check between pair of strings but on all the strings in the array.

For example:

1. {"a","a","b"} should give "" as there is nothing common in all the 3 strings.
2. {"a", "a"} should give "a" as a is longest common prefix in all the strings.
3. {"abca", "abc"} as abc
4. {"ac", "ac", "a", "a"} as a.

Logic goes something like this:

1. Pick a character at i=0th location and compare it with the character at that location in every string.
2. If anyone doesn't have that just return ""
3. Else append that character in to the result.
4. Increment i and do steps 1-3 till the length of that string.
5. return result.

Make sure proper checks are maintained to avoid index out of bounds error.

### Longest Palindromic Substring

[My Submissions](https://leetcode.com/problems/longest-palindromic-substring/submissions/)

QuestionEditorial Solution

Total Accepted: **107659** Total Submissions: **465599** Difficulty: **Medium**

Given a string *S*, find the longest palindromic substring in *S*. You may assume that the maximum length of *S* is 1000, and there exists one unique longest palindromic substring.

The performance is pretty good, surprisingly.

这个写法可以

以i处开始用两个指针分别向两边扩展，看是否是回文，并记录最大长度及index（回文串长度为奇数时，以i点为对称点）

当回文串是偶数时，从i，i+1处向两边扩展

**public** **class** **Solution** {

**private** **int** lo, maxLen;

**public** String longestPalindrome(String s) {

**int** len = s.length();

**if** (len < 2)

**return** s;

**for** (**int** i = 0; i < len-1; i++) {

extendPalindrome(s, i, i); //assume odd length, try to extend Palindrome as possible

extendPalindrome(s, i, i+1); //assume even length.

}

**return** s.substring(lo, lo + maxLen);

}

**private** **void** extendPalindrome(String s, **int** j, **int** k) {

**while** (j >= 0 && k < s.length() && s.charAt(j) == s.charAt(k)) {

j--;

k++;

}

**if** (maxLen < k - j - 1) {

lo = j + 1;

maxLen = k - j - 1;

}

}}

**string** longestPalindrome(**string** s) {

**if** (s.empty()) **return** "";

**if** (s.size() == 1) **return** s;

**int** min\_start = 0, max\_len = 1;

**for** (**int** i = 0; i < s.size();) {

**if** (s.size() - i <= max\_len / 2) **break**;

**int** j = i, k = i;

**while** (k < s.size()-1 && s[k+1] == s[k]) ++k; // Skip duplicate characters.

i = k+1;

**while** (k < s.size()-1 && j > 0 && s[k + 1] == s[j - 1]) { ++k; --j; } // Expand.

**int** new\_len = k - j + 1;

**if** (new\_len > max\_len) { min\_start = j; max\_len = new\_len; }

}

**return** s.substr(min\_start, max\_len);

}

**Key idea, every time we move to right, we only need to consider whether using this new character as tail could produce new palindrome string of length (current length +1) or (current length +2)**

**public** **class** **Solution** {

**public** String longestPalindrome(String s) {

String res = "";

**int** currLength = 0;

**for**(**int** i=0;i<s.length();i++){

**if**(isPalindrome(s,i-currLength-1,i)){

res = s.substring(i-currLength-1,i+1);

currLength = currLength+2;

}

**else** **if**(isPalindrome(s,i-currLength,i)){

res = s.substring(i-currLength,i+1);

currLength = currLength+1;

}

}

**return** res;

}

**public** **boolean** isPalindrome(String s, **int** begin, **int** end){

**if**(begin<0) **return** **false**;

**while**(begin<end){

**if**(s.charAt(begin++)!=s.charAt(end--)) **return** **false**;

}

**return** **true**;

}

}

For friends who are confused about the key idea to check only new palindrome with length = current length +2 or +1, I add some more explanation here.

Example: "xxxbcbxxxxxa", (x is random character, **not** all x are equal) now we

are dealing with the last character 'a'. The current longest palindrome

is "bcb" with length 3.

1. check "xxxxa" so **if** it is palindrome we could get a new palindrome of length 5.

2. check "xxxa" so **if** it is palindrome we could get a new palindrome of length 4.

3. **do** NOT check "xxa" **or** any shorter string since the length of the new string is

no bigger than current longest length.

4. **do** NOT check "xxxxxa" **or** any longer string because **if** "xxxxxa" is palindrome

**then** "xxxx" got from cutting off the head **and** tail is also palindrom. It has

length > 3 which is impossible.'

Explanation for those interested. For every position i we're interested if there's a palindrome ending at this position (inclusive) longer than the longest palindrome found so far.

For i = 0 the only palindrome ending there is the palindrome of length 1. So the new palindrome has length 1 and therefore the maximum increases by 1.

For every i > 0 we can have many palindromes ending there. We're only interested in those with length >= 2 because we've already found one of length 1. Some of palindromes may have even lengths, some odd. The presence of a palindrome of length len >= 2 ending at iimplies three things:

1. i - len + 1 >= 0 (obviously).
2. s[i - len + 1] == s[i].
3. s[i - len + 2 .. i - 1] is a palindrome. This is the most interesting fact because it means that if we have found a palindrome of length len - 2 ending at i - 1, then we may find another one of length len ending at i. So incrementing i by 1 can lead to increase of the palindrome length by 2. One more important corollary: if we find a palindrome of length len - 2 at i - 1, then we only need to check the conditions (1) and (2) above on the next iteration—we may skip the isPalindrome() call.

Now consider the following loop invariant: just prior to the first iteration, and right after each iteration (after incrementing i) max is the length of the longest palindrome substring within the substring s[0..i) (exclusive). Let's deal with it rigorously, CLR-style:

1. Initialization. This is obviously true for i = 0 if we initialize max = 0. The longest palindrome substring of an empty string s[0..0) is an empty string.
2. Maintenance. Suppose max is the longest palindrome substring of s[0..i). Then fors[0..i+1) we only need to consider palindromes ending at s[i] (inclusive), because we've checked all others already. From the fact (3) above it follows that we can only find palindromes of length max + 1 or max + 2 ending there. Indeed, if we were able to find a palindrome of length max + l (l > 2) ending at i, then it would mean that there is a palindrome of length max + l - 2 > max ending at i - 1, which contradicts the assumption that max is the maximum length of a palindrome found so far.
3. Termination. Since the substring s[0..N) (N = length of s) is the string s itself, thenmax is the length of the longest palindrome substring. If we keep track of starts/ends, we can easily get the substring itself.

My code based on the above is given below. It differs from the solution presented in the question only in that it tries to optimize palindrome checks by using the fact (3) for the case when the previous palindrome is at i - 1. This improves performance by 2 ms (total 7 ms, beating 99%).

public String longestPalindrome(String s) {

int start = 0, **end** = 0;

char[] cs = s.toCharArray();

**for** (int i = 0, max = 0, prev = 0; i < cs.length; ++i) {

**if** (i - max - 1 >= 0 && cs[i - max - 1] == cs[i]

&& (prev == i - 1 || isPalindrome(cs, i - max, i))) {

start = i - max - 1;

**end** = i + 1;

max += 2;

prev = i;

} **else** **if** (isPalindrome(cs, i - max, i + 1)) {

start = i - max;

**end** = i + 1;

++max;

prev = i;

}

}

**return** s.substring(start, **end**);

}

private static boolean isPalindrome(char[] cs, int start, int **end**) {

**for** (int i = start, j = **end** - 1; i < j; ++i, --j) {

**if** (cs[i] != cs[j]) {

**return** **false**;

}

}

**return** **true**;

}

总结：字符串的很多题目，比如要修改字符串，则可以转成字符数组，处理后再转成字符串。

char[] arr=str.toCharArray();

new String(arr);

## 数组

### Rotate Array

[My Submissions](https://leetcode.com/problems/rotate-array/submissions/)

QuestionEditorial Solution

Total Accepted: **69480** Total Submissions: **329596** Difficulty: **Easy**

Rotate an array of *n* elements to the right by *k* steps.

For example, with *n* = 7 and *k* = 3, the array [1,2,3,4,5,6,7] is rotated to [5,6,7,1,2,3,4].

**Note:**  
Try to come up as many solutions as you can, there are at least 3 different ways to solve this problem.

[[show hint]](https://leetcode.com/problems/rotate-array/)

**Hint:**  
Could you do it in-place with O(1) extra space?

Related problem: [Reverse Words in a String II](https://leetcode.com/problems/reverse-words-in-a-string-ii/)

The basic idea is that, for example, nums = [1,2,3,4,5,6,7] and k = 3, first we reverse [1,2,3,4], it becomes[4,3,2,1]; then we reverse[5,6,7], it becomes[7,6,5], finally we reverse the array as a whole, it becomes[4,3,2,1,7,6,5] ---> [5,6,7,1,2,3,4].

Reverse is done by using two pointers, one point at the head and the other point at the tail, after switch these two, these two pointers move one position towards the middle.

I really don't like those *something little* line solutions as they are incredibly hard to read. Below is my solution.

public void rotate(**int**[] nums, **int** k) {

k %= nums.**length**;

**reverse**(nums, 0, nums.**length** - 1);

**reverse**(nums, 0, k - 1);

**reverse**(nums, k, nums.**length** - 1);

}

public void **reverse**(**int**[] nums, **int** start, **int** end) {

**while** (start < end) {

**int** temp = nums[start];

nums[start] = nums[end];

nums[end] = temp;

start++;

end--;

}

}

Make an extra copy and then rotate.

Time complexity: O(n). Space complexity: O(n).

**class** Solution

{

**public**:

**void** rotate(**int** nums[], **int** n, **int** k)

{

**if** ((n == 0) || (k <= 0))

{

**return**;

}

// Make a copy of nums

**vector**<**int**> numsCopy(n);

**for** (**int** i = 0; i < n; i++)

{

numsCopy[i] = nums[i];

}

// Rotate the elements.

**for** (**int** i = 0; i < n; i++)

{

nums[(i + k)%n] = numsCopy[i];

}

}

};

Start from one element and keep rotating until we have rotated n different elements.

Time complexity: O(n). Space complexity: O(1).

**class** **Solution**

{

**public**:

**void** rotate(**int** nums[], **int** n, **int** k)

{

**if** ((n == 0) || (k <= 0))

{

**return**;

}

**int** cntRotated = 0;

**int** start = 0;

**int** curr = 0;

**int** numToBeRotated = nums[0];

**int** tmp = 0;

// Keep rotating the elements until we have rotated n

// different elements.

**while** (cntRotated < n)

{

do

{

tmp = nums[(curr + k)%n];

nums[(curr+k)%n] = numToBeRotated;

numToBeRotated = tmp;

curr = (curr + k)%n;

cntRotated++;

} **while** (curr != start);

// Stop rotating the elements when we finish one cycle,

// i.e., we return to start.

// Move to next element to start a new cycle.

start++;

curr = start;

numToBeRotated = nums[curr];

}

}

};

Reverse the first n - k elements, the last k elements, and then all the n elements.

Time complexity: O(n). Space complexity: O(1).

**class** **Solution**

{

**public**:

**void** rotate(**int** nums[], **int** n, **int** k)

{

k = k%n;

// Reverse the first n - k numbers.

// Index i (0 <= i < n - k) becomes n - k - i.

reverse(nums, nums + n - k);

// Reverse tha last k numbers.

// Index n - k + i (0 <= i < k) becomes n - i.

reverse(nums + n - k, nums + n);

// Reverse all the numbers.

// Index i (0 <= i < n - k) becomes n - (n - k - i) = i + k.

// Index n - k + i (0 <= i < k) becomes n - (n - i) = i.

reverse(nums, nums + n);

}

};

4. Swap the last k elements with the first k elements.

Time complexity: O(n). Space complexity: O(1).

**class** **Solution**

{

**public**:

**void** rotate(**int** nums[], **int** n, **int** k)

{

**for** (; k = k%n; n -= k, nums += k)

{

// Swap the last k elements with the first k elements.

// The last k elements will be in the correct positions

// but we need to rotate the remaining (n - k) elements

// to the right by k steps.

**for** (**int** i = 0; i < k; i++)

{

swap(nums[i], nums[n - k + i]);

}

}

}

};

5. Keep swapping two subarrays.

Time complexity: O(n). Space complexity: O(1).

**class** **Solution**

{

**public**:

**void** rotate(**int** nums[], **int** n, **int** k)

{

**if** ((n == 0) || (k <= 0) || (k%n == 0))

{

**return**;

}

k = k%n;

// Rotation to the right by k steps is equivalent to swapping

// the two subarrays nums[0,...,n - k - 1] and nums[n - k,...,n - 1].

**int** start = 0;

**int** tmp = 0;

**while** (k > 0)

{

**if** (n - k >= k)

{

// The left subarray with size n - k is longer than

// the right subarray with size k. Exchange

// nums[n - 2\*k,...,n - k - 1] with nums[n - k,...,n - 1].

**for** (**int** i = 0; i < k; i++)

{

tmp = nums[start + n - 2\*k + i];

nums[start + n - 2\*k + i] = nums[start + n - k + i];

nums[start + n - k + i] = tmp;

}

// nums[n - 2\*k,...,n - k - 1] are in their correct positions now.

// Need to rotate the elements of nums[0,...,n - k - 1] to the right

// by k%n steps.

n = n - k;

k = k%n;

}

**else**

{

// The left subarray with size n - k is shorter than

// the right subarray with size k. Exchange

// nums[0,...,n - k - 1] with nums[n - k,...,2\*(n - k) - 1].

**for** (**int** i = 0; i < n - k; i++)

{

tmp = nums[start + i];

nums[start + i] = nums[start + n - k + i];

nums[start + n - k + i] = tmp;

}

// nums[n - k,...,2\*(n - k) - 1] are in their correct positions now.

// Need to rotate the elements of nums[n - k,...,n - 1] to the right

// by k - (n - k) steps.

tmp = n - k;

n = k;

k -= tmp;

start += tmp;

}

}

}

};

[solution-sharing](https://leetcode.com/discuss/tag/solution-sharing)

**Move Zeroes**

Total Accepted: **74807** Total Submissions: **169974** Difficulty: **Easy**

Given an array nums, write a function to move all 0's to the end of it while maintaining the relative order of the non-zero elements.

For example, given nums = [0, 1, 0, 3, 12], after calling your function, nums should be [1, 3, 12, 0, 0].

**Note**:

1. You must do this **in-place** without making a copy of the array.
2. Minimize the total number of operations.

**Simple O(N) Java Solution Using Insert Index**

// Shift non-zero values as far forward as possible

// Fill remaining space with zeros

public void moveZeroes(int[] nums) {

if (nums == null || nums.length == 0) return;

int insertPos = 0;

for (int num: nums) {

if (num != 0) nums[insertPos++] = num;

}

while (insertPos < nums.length) {

nums[insertPos++] = 0;

}

}

public void moveZeroes(int[] nums) {

int cur = 0;

for (int i = 0; i < nums.length; ++i) {

if (nums[i] != 0) {

int temp = nums[cur];

nums[cur++] = nums[i];

nums[i] = temp;

}

}

}

这个方法很好，只需要记录非0的数，然后直接在最后面补上0.

**A 95.26% beat rate solution**

class Solution {

public:

void moveZeroes(vector<int>& nums) {

int j = 0;

// move all the nonzero elements advance

for (int i = 0; i < nums.size(); i++) {

if (nums[i] != 0) {

nums[j++] = nums[i];

}

}

for (;j < nums.size(); j++) {

nums[j] = 0;

}

}

};

### Remove Element

Total Accepted: **113635** Total Submissions: **337053** Difficulty: **Easy**

Given an array and a value, remove all instances of that value in place and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

The order of elements can be changed. It doesn't matter what you leave beyond the new length.

**Example:**  
Given input array *nums* = [3,2,2,3], *val* = 3

Your function should return length = 2, with the first two elements of *nums* being 2.

**Hint:**

1. Try two pointers.
2. Did you use the property of "the order of elements can be changed"?
3. What happens when the elements to remove are rare?

和上一题类似，只是不需要管数组后面的部分

**int** removeElement(**int** A[], **int** n, **int** elem) {

**int** begin=0;

**for**(**int** i=0;i<n;i++) **if**(A[i]!=elem) A[begin++]=A[i];

**return** begin;

}

### Remove Duplicates from Sorted Array

[My Submissions](https://leetcode.com/problems/remove-duplicates-from-sorted-array/submissions/)

QuestionEditorial Solution

Total Accepted: **126033** Total Submissions: **377161** Difficulty: **Easy**

Given a sorted array, remove the duplicates in place such that each element appear only *once* and return the new length.

Do not allocate extra space for another array, you must do this in place with constant memory.

For example,  
Given input array *nums* = [1,1,2],

Your function should return length = 2, with the first two elements of *nums* being 1 and 2 respectively. It doesn't matter what you leave beyond the new length.

我的做法，依然类似上面一题

用cnt指针指向下一个数字可以放置的位子

public int removeDuplicates(int[] nums) {

if(nums==null || nums.length==0) return 0;

int num=nums[0];

int cnt=1;

for(int n:nums)

{

if(n!=num)

{

nums[cnt++]=n;

num=n;

}

}

return cnt;

}

My Solution : Time O(n), Space O(1)

这个写法不错

**class** **Solution** {

**public**:

**int** removeDuplicates(**int** A[], **int** n) {

**if**(n < 2) **return** n;

**int** id = 1;

**for**(**int** i = 1; i < n; ++i)

**if**(A[i] != A[i-1]) A[id++] = A[i];

**return** id;

}

};

**C++ code**

int count = 0;

**for**(int i = 1; i < n; i++){

**if**(A[i] == A[i-1]) count++;

**else** A[i-count] = A[i];

}

**return** n-count;

**Java**

**public** **int** removeDuplicates(**int**[] nums) {

**int** i = 0;

**for** (**int** n : nums)

**if** (i == 0 || n > nums[i-1])

nums[i++] = n;

**return** i;

}

And to not need the i == 0 check in the loop:

**public** **int** removeDuplicates(**int**[] nums) {

**int** i = nums.length > 0 ? 1 : 0;

**for** (**int** n : nums)

**if** (n > nums[i-1])

nums[i++] = n;

**return** i;

}

### Remove Duplicates from Sorted Array II

[My Submissions](https://leetcode.com/problems/remove-duplicates-from-sorted-array-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **73563** Total Submissions: **224757** Difficulty: **Medium**

Follow up for "Remove Duplicates":  
What if duplicates are allowed at most *twice*?

For example,  
Given sorted array *nums* = [1,1,1,2,2,3],

Your function should return length = 5, with the first five elements of *nums* being 1, 1, 2, 2 and 3. It doesn't matter what you leave beyond the new length.

我的做法，类似上面一题，但是有个地方需要注意，不同于上面一题，这里判断nums[i]是否与前面有重复时，需要使用新生成的nums数组部分，不能使用之前的

比如，1,1,1,2,2,3

当i=3时，数组为1,1,2,2,2,3 cnt=3

当i=4时，数组为1,1,2,2,2,3 cnt=3

当i=5时，数组为1,1,2,3,2,3 cnt=4

public int removeDuplicates(int[] nums) {

int cnt=2;

for(int i=2;i<nums.length;i++)

{

if(nums[i]!=nums[cnt-1] || nums[i]!=nums[cnt-2]) nums[cnt++]=nums[i];

//System.out.println("i:"+i+" "+Arrays.toString(nums)+" cnt"+cnt);

}

return cnt;

}

Same simple solution written in several languages. Just go through the numbers and include those in the result that haven't been included twice already.

**Java**

**这个写法很不错，i是指针（**nums[i-2]是有效数组的倒数第二个数**），当前数字只需要和**有效数组的倒数第二个数进行比较，大于则可以加入数组。和我的做法类似，写法更加简洁

**public** **int** removeDuplicates(**int**[] nums) {

**int** i = 0;

**for** (**int** n : nums)

**if** (i < 2 || n > nums[i-2])

nums[i++] = n;

**return** i;

}

下面这个写法不好，如果需要处理重复数为k时，也只需要修改上面的代码

Share my O(N) time and O(1) solution when duplicates are allowed at most K times

I think both Remove Duplicates from Sorted Array I and II could be solved in a consistent and more general way by allowing the duplicates to appear k times (k = 1 for problem I and k = 2 for problem II). Here is my way: we need a count variable to keep how many times the duplicated element appears, if we encounter a different element, just set counter to 1, if we encounter a duplicated one, we need to check this count, if it is already k, then we need to skip it, otherwise, we can keep this element. The following is the implementation and can pass both OJ:

**int** removeDuplicates(**int** A[], **int** n, **int** k) {

**if** (n <= k) **return** n;

**int** i = 1, j = 1;

**int** cnt = 1;

**while** (j < n) {

**if** (A[j] != A[j-1]) {

cnt = 1;

A[i++] = A[j];

}

**else** {

**if** (cnt < k) {

A[i++] = A[j];

cnt++;

}

}

++j;

}

**return** i;

}

For more details, you can also see this post: [LeetCode Remove Duplicates from Sorted Array I and II: O(N) Time and O(1) Space](http://tech-wonderland.net/blog/leetcode-remove-duplicates-from-sorted-array-i-and-ii.html)

public **int** removeDuplicates(**int**[] nums) {

**if** (nums.**length** == 0) {**return** 0;}

**int** pointer = 0, flag = 0;

**for** (**int** i = 1; i < nums.**length**; i++) {

**if** (nums[i] == nums[i - 1] && flag == 0) {

flag = 1;

pointer++;

} **else** **if** (nums[i] != nums[i - 1]) {

flag = 0;

pointer++;

}

nums[pointer] = nums[i];

}

**return** pointer + 1;

}

The variable flag is to show if this number (nums[i]) has appeared more or equals to third times. The variable pointer is the location that each number (nums[i]) should appeared in. The special case is when the array is empty.

### Plus One

[My Submissions](https://leetcode.com/problems/plus-one/submissions/)

QuestionEditorial Solution

Total Accepted: **96667** Total Submissions: **288773** Difficulty: **Easy**

Given a non-negative number represented as an array of digits, plus one to the number.

The digits are stored such that the most significant digit is at the head of the list.

**void** plusone(**vector**<**int**> &digits)

{

**int** n = digits.size();

**for** (**int** i = n - 1; i >= 0; --i)

{

**if** (digits[i] == 9)

{

digits[i] = 0;

}

**else**

{

digits[i]++;

**return**;

}

}

digits[0] =1;

digits.push\_back(0);

}

这个方法不错

因为只需要考虑加1的情况

从最低位开始判断，如果不是9则可直接该位加1，返回最终结果。否则还得继续判断其他的位。

如果到循环结束还没有返回结果，则说明是99s的数，则创建新数组，最高位为0

**public** **int**[] plusOne(**int**[] digits) {

**int** n = digits.length;

**for**(**int** i=n-1; i>=0; i--) {

**if**(digits[i] < 9) {

digits[i]++;

**return** digits;

}

digits[i] = 0;

}

**int**[] newNumber = **new** **int** [n+1];

newNumber[0] = 1;

**return** newNumber;

}

The last part of code is only for the case that the whole input array is 9s. For example : 99999-----> 100000 Any other case would return in the loop.

### Majority Element

[My Submissions](https://leetcode.com/problems/majority-element/submissions/)

QuestionEditorial Solution

Total Accepted: **108394** Total Submissions: **263888** Difficulty: **Easy**

Given an array of size *n*, find the majority element. The majority element is the element that appears **more than** ⌊ n/2 ⌋ times.

You may assume that the array is non-empty and the majority element always exist in the array.

向下取整的运算称为Floor，用数学符号⌊⌋表示；向上取整的运算称为Ceiling，用数学符号⌈⌉表示。

在C语言中整数除法取的既不是Floor也不是Ceiling，无论操作数是正是负总是把小数部分截掉，在数轴上向零的方向取整（Truncate toward Zero），或者说当操作数为正的时候相当于Floor，当操作数为负的时候相当于Ceiling。

神奇算法的思路：（存在一个计数器count和一个临时存储当前元素的变量now）

1. 如果count==0，则将now的值设置为数组的当前元素，将count赋值为1；
2. 反之，如果now和现在数组元素值相同，则count++，反之count--；
3. 重复上述两步，直到扫描完数组。
4. count赋值为0，再次从头扫描数组，如果数组元素值与now的值相同则count++，直到扫描完数组为止。
5. 如果此时count的值大于等于n/2，则返回now的值，反之则返回-1；
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解法：  
声明一个变量count = 0，声明一个常量size等于数组大小。  
假设该数组的第一个元素a(1)为主元素，让其与a(2)进行比较，若相同，则使变量count+1，若不同，则count-1。然后继续比较a(3)。以此类推。  
  
当与a(n)比较后，count = -1时，将count重新归为0，并重新假设a(n+1)为主元素，并继续与a(n+2)作比较。  
  
当count>=(size-m)/2时，此时假设的主元素a(m)即为实际的主元素。  
或遍历完整个数组后，当前假设的主元素为实际主元素。  
  
这个算法的时间复杂度最大才O(N)，看书看到这一段时令我顿时拍案叫绝啊。其核心思想在于：对于这样一个数组，去除掉任意两个不相等的数，剩下的数中，主元素的出现频率仍然大于50%。而使用count来进行加减计数，当count=0时，必然是偶数个数与假设的主元素进行了比较，且其中有一半与假设数相同一半与假设数不同（当count=-1时，加上假设数的集合，也满足该条件）。

/\*\*

**判断输入的数列是否有主元素**

\*/  
private static boolean hasMaster(int data[], int n)  
{  
int count=0; //保存计数  
int seed; //保存参照元素  
  
seed = data[0];  
  
for(int i=1; i  
{  
if(seed == data[i]) //如果数据相同，计数加一  
{  
count++;  
}  
if(seed == data[i])  
{  
if(count>0)  
{  
count--; //如果数据不同，则计数减一  
//相当于删除两个不同的元素  
//不会对主元素造成影响  
}  
else  
{  
seed = data[i]; //计数为零时，seed不可能为主元素  
//读入新数据  
}  
} //end of if  
} //end of for  
  
//因为最终得到的seed元素有可能是序列最末位的两个元素之一  
//因此，这里还需要验证  
count = 0;  
for(int i=0; i  
{  
if (seed == data[i])  
count++;  
}  
  
if(count>(n/2))  
{  
return true;  
}  
  
return false;   
  
}

这个写法不错，核心就是如果两个元素不同，则同时删去，主元素依然是剩下元素中的主元素，迭代可得到。

count为0则不可能是主元素，则需要新赋值

O(n) time O(1) space fastest solution

**public** **class** **Solution** {

**public** **int** majorityElement(**int**[] num) {

**int** major=num[0], count = 1;

**for**(**int** i=1; i<num.length;i++){

**if**(count==0){

count++;

major=num[i];

}**else** **if**(major==num[i]){

count++;

}**else** count--;

}

**return** major;

}

}

**Java solution**

// Sorting

**public** **int** majorityElement1(**int**[] nums) {

Arrays.sort(nums);

**return** nums[nums.length/2];

}

// Hashtable

**public** **int** majorityElement2(**int**[] nums) {

Map<Integer, Integer> myMap = **new** HashMap<Integer, Integer>();

//Hashtable<Integer, Integer> myMap = new Hashtable<Integer, Integer>();

**int** ret=0;

**for** (**int** num: nums) {

**if** (!myMap.containsKey(num))

myMap.put(num, 1);

**else**

myMap.put(num, myMap.**get**(num)+1);

**if** (myMap.**get**(num)>nums.length/2) {

ret = num;

**break**;

}

}

**return** ret;

}

这个写法好

// Moore voting algorithm

**public** **int** majorityElement3(**int**[] nums) {

**int** count=0, ret = 0;

**for** (**int** num: nums) {

**if** (count==0)

ret = num;

**if** (num!=ret)

count--;

**else**

count++;

}

**return** ret;

}

// Bit manipulation

**public** **int** majorityElement(**int**[] nums) {

**int**[] bit = **new** **int**[32];

**for** (**int** num: nums)

**for** (**int** i=0; i<32; i++)

**if** ((num>>(31-i) & 1) == 1)

bit[i]++;

**int** ret=0;

**for** (**int** i=0; i<32; i++) {

bit[i]=bit[i]>nums.length/2?1:0;

ret += bit[i]\*(1<<(31-i));

}

**return** ret;

}

### Majority Element II

[My Submissions](https://leetcode.com/problems/majority-element-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **26382** Total Submissions: **103248** Difficulty: **Medium**

Given an integer array of size *n*, find all elements that appear more than ⌊ n/3 ⌋ times. The algorithm should run in linear time and in O(1) space.

**Hint:**

1. How many majority elements could it possibly have?
2. Do you have a better hint? [Suggest it](mailto:admin@leetcode.com?subject=Hints%20for%20Majority%20Element%20II)!

Boyer-Moore Majority Vote algorithm and my elaboration

For those who aren't familiar with Boyer-Moore Majority Vote algorithm, I found a great article (http://goo.gl/64Nams) that helps me to understand this fantastic algorithm!! Please check it out!

The essential concepts is you keep a counter for the majority number **X**. If you find a number **Y**that is not **X**, the current counter should deduce 1. The reason is that if there is 5 **X** and 4 **Y**, there would be one (5-4) more **X** than **Y**. This could be explained as "4 **X** being paired out by 4**Y**".

And since the requirement is finding the majority for more than ceiling of [n/3], the answer would be less than or equal to two numbers. So we can modify the algorithm to maintain two counters for two majorities.

Followings are my sample Python code:

**class** **Solution**:

# @param {integer[]} nums

# @return {integer[]}

**def** **majorityElement**(self, nums):

**if** **not** nums:

**return** []

count1, count2, candidate1, candidate2 = 0, 0, 0, 1

**for** n **in** nums:

**if** n == candidate1:

count1 += 1

**elif** n == candidate2:

count2 += 1

**elif** count1 == 0:

candidate1, count1 = n, 1

**elif** count2 == 0:

candidate2, count2 = n, 1

**else**:

count1, count2 = count1 - 1, count2 - 1

**return** [n **for** n **in** (candidate1, candidate2)

**if** nums.count(n) > len(nums) // 3]

Boyer-Moore Majority Vote algorithm generalization to elements appear more than floor(n/k) times

**class** Solution {

**public**:

**vector**<**int**> majorityElement(**vector**<**int**> &a) {

**int** y = 0, z = 1, cy = 0, cz = 0;

**for** (**auto** x: a) {

**if** (x == y) cy++;

**else** **if** (x == z) cz++;

**else** **if** (! cy) y = x, cy = 1;

**else** **if** (! cz) z = x, cz = 1;

**else** cy--, cz--;

}

cy = cz = 0;

**for** (**auto** x: a)

**if** (x == y) cy++;

**else** **if** (x == z) cz++;

**vector**<**int**> r;

**if** (cy > a.size()/3) r.push\_back(y);

**if** (cz > a.size()/3) r.push\_back(z);

**return** r;

}

};

**Explanation**

The basic idea is based on Moore's Voting Algorithm, we need two candidates with top 2 frequency. If meeting different number from the candidate, then decrease 1 from its count, or increase 1 on the opposite condition. Once count equals 0, then switch the candidate to the current number. The trick is that we need to count again for the two candidates after the first loop. Finally, output the numbers appearing more than n/3 times.

Thanks for [yanggao](https://leetcode.com/discuss/user/yanggao)'s smart advice!

public List<Integer> majorityElement(int[] nums) {

ArrayList<Integer> res = new ArrayList<Integer>();

**if** (nums.length==0) **return** res;

int count[] = new int[2];

int x[] = new int[2];

x[0] = 0; x[1] = 1;

**for** (int i = 0; i < nums.length; i++) {

**if** (x[0] == nums[i])

count[0]++;

**else** **if** (x[1] == nums[i])

count[1]++;

**else** **if** (count[0] == 0) {

x[0] = nums[i];

count[0] = 1;

} **else** **if** (count[1] == 0) {

x[1] = nums[i];

count[1] = 1;

} **else** {

count[0]--;

count[1]--;

}

}

Arrays.fill(count, 0);

**for** (int i : nums) {// Count again **for** x1, x2

**if** (i == x[0]) count[0]++;

**else** **if** (i == x[1]) count[1]++;

}

**for** (int j = 0; j < 2; j++) {

**if** (count[j] > nums.length/3 && !res.contains(x[j])) res.add(x[j]);

}

**return** res;

}

这个写法好

出现次数多于⌊ n/2 ⌋ 的元素，在数组中最多有1个，因为⌊ n/2 ⌋ X2>n,多于两个则不可能；

出现次数多于⌊ n/3 ⌋ 的元素，在数组中最多有2个，因为⌊ n/3 ⌋ X3>n

**public** **class** **Solution**{

**public** List<Integer> majorityElement(**int**[] nums){

List<Integer> rst = **new** ArrayList<Integer>();

**if**(nums == **null** || nums.length == 0) **return** rst;

**int** count1 = 0, count2 = 0, candidate1 = 0, candidate2 = 1;（候选人初值设为不同即可）

**for**(**int** num : nums){ //这里的步骤基本同⌊ n/2 ⌋的题目，区别在于每次需要考虑两个候选数字；注意这里都是else if（每次loop只会进入一个条件）；else if顺序不能变，主要在于初始判断candidate值要不一样，如果换了else if则不能保证两个数不同

**if**(num == candidate1) count1++;

**else** **if**(num == candidate2) count2++;

**else** **if**(count1 == 0){

candidate1 = num;

count1 = 1;

}

**else** **if**(count2 == 0){

candidate2 = num;

count2 = 1;

}

**else**{

count1--;

count2--;

}

}

count1 = 0; count2 = 0;

**for**(**int** num : nums){//直接计数比较好理解，不采用这种

**if**(num == candidate1) count1+=2;

**else** count1--;

**if**(num == candidate2) count2 += 2;

**else** count2--;

}

**if**(count1 > 0) rst.add(candidate1);

**if**(count2 > 0) rst.add(candidate2);

**return** rst;

}

}

public List<**Integer**> majorityElement(int[] nums) {

if (nums == null || nums.length == 0)

return new ArrayList<**Integer**>();

List<**Integer**> result = new ArrayList<**Integer**>();

int number1 = nums[0], number2 = nums[0], count1 = 0, count2 = 0, len = nums.length;

for (int i = 0; i < len; i++) {

if (nums[i] == number1)

count1++;

else if (nums[i] == number2)

count2++;

else if (count1 == 0) {

number1 = nums[i];

count1 = 1;

} else if (count2 == 0) {

number2 = nums[i];

count2 = 1;

} else {

count1--;

count2--;

}

}

count1 = 0; //直接计数

count2 = 0;

for (int i = 0; i < len; i++) {

if (nums[i] == number1)

count1++;

else if (nums[i] == number2)

count2++;

}

if (count1 > len / 3)

result.add(number1);

if (count2 > len / 3)

result.add(number2);

return result;

}

### Contains Duplicate

[My Submissions](https://leetcode.com/problems/contains-duplicate/submissions/)

QuestionEditorial Solution

Total Accepted: **84541** Total Submissions: **205613** Difficulty: **Easy**

Given an array of integers, find if the array contains any duplicates. Your function should return true if any value appears at least twice in the array, and it should return false if every element is distinct.

This problem seems trivial, so lets try different approaches to solve it:

Starting from worst time complexity to the best one:

Time complexity: O(N^2), memory: O(1)

The naive approach would be to run a iteration for each element and see whether a duplicate value can be found: this results in O(N^2) time complexity.

**public** **boolean** containsDuplicate(**int**[] nums) {

**for**(**int** i = 0; i < nums.length; i++) {

**for**(**int** j = i + 1; j < nums.length; j++) {

**if**(nums[i] == nums[j]) {

**return** **true**;

}

}

}

**return** **false**;

}

Time complexity: O(N lg N), memory: O(1) - not counting the memory used by sort

Since it is trivial task to find duplicates in sorted array, we can sort it as the first step of the algorithm and then search for consecutive duplicates.

**public** **boolean** containsDuplicate(**int**[] nums) {

Arrays.sort(nums);

**for**(**int** ind = 1; ind < nums.length; ind++) {

**if**(nums[ind] == nums[ind - 1]) {

**return** **true**;

}

}

**return** **false**;

}

Time complexity: O(N), memory: O(N)

Finally we can used a well known data structure hash table that will help us to identify whether an element has been previously encountered in the array.

**public** **boolean** containsDuplicate(**int**[] nums) {

**final** Set<Integer> distinct = **new** HashSet<Integer>();

**for**(**int** num : nums) {

**if**(distinct.contains(num)) {

**return** **true**;

}

distinct.add(num);

}

**return** **false**;

}

This is trivial but quite nice example of space-time tradeoff.

The Set's add method can be used for this situation,because it will return false if the element already exists .

**public** boolean containsDuplicate(**int**[] nums) {

Set<Integer> **set** = **new** HashSet<Integer>();

**for**(**int** i : nums)

**if**(!**set**.add(i))// if there is same

**return** **true**;

**return** **false**;

}

### Contains Duplicate II

[My Submissions](https://leetcode.com/problems/contains-duplicate-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **54712** Total Submissions: **183416** Difficulty: **Easy**

Given an array of integers and an integer *k*, find out whether there are two distinct indices *i* and *j* in the array such that **nums[i] = nums[j]** and the difference between *i* and *j*is at most *k*.

**HashSet**
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Explanation: It iterates over the array using a sliding window. The front of the window is at i, the rear of the window is k steps back. The elements within that window are maintained using a set. While adding new element to the set, if add() returns false, it means the element already exists in the set. At that point, we return true. If the control reaches out of for loop, it means that inner return true never executed, meaning no such duplicate element was found.

we are storing at most k elements in hash set at one time. so not hashset, but the sliding window logic is more space efficient then plain hash map method. Running time complexity is similar anyways.

这个写法非常好，滑动窗口

注意HashSet移除数据时是按元素值移除，不可以按下标移除（因为其无序）

**public** boolean containsNearbyDuplicate(**int**[] nums, **int** k) {

Set<Integer> **set** = **new** HashSet<Integer>();

**for**(**int** i = 0; i < nums.length; i++){

**if**(i > k) **set**.remove(nums[i-k-1]);//要加一个元素之前得先清除最早的一个

**if**(!**set**.add(nums[i])) **return** **true**;

}

**return** **false**;

}

我的做法：数组值为key，下标为value（HashMap）

public boolean containsNearbyDuplicate(int[] nums, int k) {

HashMap<Integer,Integer> map=new HashMap<Integer,Integer>();

for(int i=0;i<nums.length;i++)

{

if(map.containsKey(nums[i]))

{

if(i-map.get(nums[i])<=k) return true;

}

map.put(nums[i],i);

}

return false;

}

### Contains Duplicate III 二叉查找树

[My Submissions](https://leetcode.com/problems/contains-duplicate-iii/submissions/)

QuestionEditorial Solution

Total Accepted: **26480** Total Submissions: **143458** Difficulty: **Medium**

Given an array of integers, find out whether there are two distinct indices *i* and *j* in the array such that the difference between **nums[i]** and **nums[j]** is at most *t* and the difference between *i* and *j* is at most *k*.

AC O(N) solution in Java using buckets with explanation

As a followup question, it naturally also requires maintaining a window of size k. When t == 0, it reduces to the previous question so we just reuse the solution.

Since there is now a constraint on the range of the values of the elements to be considered duplicates, it reminds us of doing a range check which is implemented in tree data structure and would take O(LogN) if a balanced tree structure is used, or doing a bucket check which is constant time. We shall just discuss the idea using bucket here.

Bucketing means we map a range of values to the a bucket. For example, if the bucket size is 3, we consider 0, 1, 2 all map to the same bucket. However, if t == 3, (0, 3) is a considered duplicates but does not map to the same bucket. This is fine since we are checking the buckets immediately before and after as well. So, as a rule of thumb, just make sure the size of the bucket is reasonable such that elements having the same bucket is immediately considered duplicates or duplicates must lie within adjacent buckets. So this actually gives us a range of possible bucket size, i.e. t and t + 1. We just choose it to be t and a bucket mapping to be num / t.

Another complication is that negative ints are allowed. A simple num / t just shrinks everything towards 0. Therefore, we can just reposition every element to start from Integer.MIN\_VALUE.

**public** **class** Solution {

**public** boolean containsNearbyAlmostDuplicate(**int**[] nums, **int** k, **int** t) {

**if** (k < 1 || t < 0) **return** **false**;

Map<Long, Long> **map** = **new** HashMap<>();

**for** (**int** i = 0; i < nums.length; i++) {

**long** remappedNum = (**long**) nums[i] - Integer.MIN\_VALUE;

**long** bucket = remappedNum / ((**long**) t + 1);

**if** (**map**.containsKey(bucket)

|| (**map**.containsKey(bucket - 1) && remappedNum - **map**.get(bucket - 1) <= t)

|| (**map**.containsKey(bucket + 1) && **map**.get(bucket + 1) - remappedNum <= t))

**return** **true**;

**if** (**map**.entrySet().size() >= k) {

**long** lastBucket = ((**long**) nums[i - k] - Integer.MIN\_VALUE) / ((**long**) t + 1);

**map**.remove(lastBucket);

}

**map**.put(bucket, remappedNum);

}

**return** **false**;

}

}

Edits:

Actually, we can use t + 1 as the bucket size to get rid of the case when t == 0. It simplifies the code. The above code is therefore the updated version.

Java O(N lg K) solution

This problem requires to maintain a window of size k of the previous values that can be queried for value ranges. The best data structure to do that is Binary Search Tree. As a result maintaining the tree of size k will result in time complexity O(N lg K). In order to check if there exists any value of range abs(nums[i] - nums[j]) to simple queries can be executed both of time complexity O(lg K)

Here is the whole solution using TreeMap.

public **class** **Solution** {

public boolean containsNearbyAlmostDuplicate(int[] nums, int k, int t) {

**if** (nums == null || nums.length == 0 || k <= 0) {

**return** **false**;

}

final TreeSet<Integer> values = new TreeSet<>();

**for** (int ind = 0; ind < nums.length; ind++) {

final Integer floor = values.floor(nums[ind] + t);

final Integer ceil = values.ceiling(nums[ind] - t);

**if** ((floor != null && floor >= nums[ind])

|| (ceil != null && ceil <= nums[ind])) {

**return** **true**;

}

values.add(nums[ind]);

**if** (ind >= k) {

values.remove(nums[ind - k]);

}

}

**return** **false**;

}

}

Java/Python one pass solution, O(n) time O(n) space using buckets

**HashMap**

|  |  |
| --- | --- |
| [**V**](http://tool.oschina.net/uploads/apidocs/jdk_7u4/java/util/HashMap.html) | [**remove**](http://tool.oschina.net/uploads/apidocs/jdk_7u4/java/util/HashMap.html#remove(java.lang.Object))([**Object**](http://tool.oschina.net/uploads/apidocs/jdk_7u4/java/lang/Object.html) key)  Removes the mapping for the specified key from this map if present. |

The idea is like the bucket sort algorithm. Suppose we have consecutive buckets covering the range of nums with each bucket a width of (t+1). If there are two item with difference <= t, one of the two will happen:

(1) the two **in** the same bucket

(2) the two **in** neighbor buckets

**Java**

**这个写法好**

**例子：{-1,-2,-3,-4}标记为-1组；{0,1,2,3}标记为0组；{4,5,6,7}标记为1组；**

**private** **long** getID(**long** i, **long** w) {

**return** i < 0 ? (i + 1) / w - 1 : i / w;

}

**public** boolean containsNearbyAlmostDuplicate(**int**[] nums, **int** k, **int** t) {

**if** (t < 0) **return** **false**;

Map<Long, Long> d = **new** HashMap<>();

**long** w = (**long**)t + 1;

**for** (**int** i = 0; i < nums.length; ++i) {

**long** m = getID(nums[i], w);

**if** (d.containsKey(m))

**return** **true**;

**if** (d.containsKey(m - 1) && Math.abs(nums[i] - d.**get**(m - 1)) < w)

**return** **true**;

**if** (d.containsKey(m + 1) && Math.abs(nums[i] - d.**get**(m + 1)) < w)

**return** **true**;

d.put(m, (**long**)nums[i]);//每个区间只会放一个数，如果该区间有数字则直接返回true，否则去邻近的区间寻找

**if** (i >= k) d.remove(getID(nums[i - k], w));//放在后面写，为下次加入新元素做准备

}

**return** **false**;

}

### Pascal's Triangle

[My Submissions](https://leetcode.com/problems/pascals-triangle/submissions/)

QuestionEditorial Solution

Total Accepted: **81300** Total Submissions: **244243** Difficulty: **Easy**

Given *numRows*, generate the first *numRows* of Pascal's triangle.

For example, given *numRows* = 5,  
Return

[

[1],

[1,1],

[1,2,1],

[1,3,3,1],

[1,4,6,4,1]

]

public class Solution {

public List<**List<Integer**>> generate(int numRows)

{

List<**List<Integer**>> allrows = new ArrayList<**List<Integer**>>();

ArrayList<**Integer**> row = new ArrayList<**Integer**>();

for(int i=0;i<**numRows;i++)**

{

row.add(0, 1);// using row.add(0,1) and j<row.size()-1, you avoid boundary checking.

for(int j=1;j<row.size()-1;j++)//非常有技巧性的处理

row.set(j, row.get(j)+row.get(j+1));

allrows.add(new ArrayList<Integer>(row));// It's a technique to CLONE the row (make a copy of the row). Reason to do that is that the row is going to be modified when i is incremented. You don't want the row that is added to allrows to be modified too, you need to clone it.

}

return allrows;

}

}

two loops, one go through the row, one go through the column

database: pretty straight forward, ArrayList

calculate element value: K(i)(j)=K(i-1)(j-1)+K(i-1)(j) except for the first and last element

public class Solution {

public List<**List<Integer**>> generate(int numRows) {

List<**List<Integer**>> triangle = new ArrayList<**List<Integer**>>();

if (numRows <**=0){**

return triangle;

}

for (int i=0; i<numRows; i++){

List<Integer> row = new ArrayList<**Integer**>();

for (int j=0; j<**i+1;** j++){

if (j==0 || j==i){

row.add(1);

} else {

row.add(triangle.get(i-1).get(j-1)+triangle.get(i-1).get(j));

}

}

triangle.add(row);

}

return triangle;

}

}

public class Solution {

public List<**List<Integer**>> generate(int numRows) {

List<**List<Integer**>> res = new ArrayList<**List<Integer**>>();

List<**Integer**> row, pre = null;

for (int i = 0; i < numRows; ++i) {

row = new ArrayList<Integer>();

for (int j = 0; j <**=** i; ++j)

if (j == 0 || j == i)

row.add(1);

else

row.add(pre.get(j - 1) + pre.get(j));

pre = row;

res.add(row);

}

return res;

}

}

### Pascal's Triangle II

[My Submissions](https://leetcode.com/problems/pascals-triangle-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **73097** Total Submissions: **226989** Difficulty: **Easy**

Given an index *k*, return the *k*th row of the Pascal's triangle.

For example, given *k* = 3,  
Return [1,3,3,1].

**Note:**  
Could you optimize your algorithm to use only *O*(*k*) extra space?

这个做法好

The basic idea is to iteratively update the array from the end to the beginning.

**class** Solution {

**public**:

**vector**<**int**> getRow(**int** rowIndex) {

**vector**<**int**> A(rowIndex+1, 0);

A[0] = 1;

**for**(**int** i=1; i<rowIndex+1; i++)

**for**(**int** j=i; j>=1; j--)

A[j] += A[j-1];

**return** A;

}

};

public List<**Integer**> getRow(int rowIndex) {

List<**Integer**> res = new ArrayList<**Integer**>();

for(int i = 0;i<**rowIndex+1;i++)** {

res.add(1);

for(int j=i-1;j>0;j--) {

res.set(j, res.get(j-1)+res.get(j));

}

}

return res;

}

**public** List<Integer> getRow(**int** rowIndex) {

List<Integer> **list** = **new** ArrayList<Integer>();

**if** (rowIndex < 0)

**return** **list**;

**for** (**int** i = 0; i < rowIndex + 1; i++) {

**list**.add(0, 1);

**for** (**int** j = 1; j < **list**.size() - 1; j++) {

**list**.**set**(j, **list**.get(j) + **list**.get(j + 1));

}

}

**return** **list**;

}

adding elements in ArrayList will involve shifting all following elements, which is O(n). To prevent that, I guess we can update elements from right to left:

for (int i = list.size()-1; i-1 >= 0; i--) list.set(i, list.get(i) + list.get(i-1)); list.add(1);

这个写法好

**public** **class** **Solution** {

**public** List<Integer> getRow(**int** k) {

Integer[] arr = **new** Integer[k + 1];

Arrays.fill(arr, 0);

arr[0] = 1;

**for** (**int** i = 1; i <= k; i++)

**for** (**int** j = i; j > 0; j--)

arr[j] = arr[j] + arr[j - 1];

**return** Arrays.asList(arr);

}

}

### Sort Colors

[My Submissions](https://leetcode.com/problems/sort-colors/submissions/)

QuestionEditorial Solution

Total Accepted: **96365** Total Submissions: **277907** Difficulty: **Medium**

Given an array with *n* objects colored red, white or blue, sort them so that objects of the same color are adjacent, with the colors in the order red, white and blue.

Here, we will use the integers 0, 1, and 2 to represent the color red, white, and blue respectively.

**Note:**  
You are not suppose to use the library's sort function for this problem.

[click to show follow up.](https://leetcode.com/problems/sort-colors/)

**Follow up:**  
A rather straight forward solution is a two-pass algorithm using counting sort.  
First, iterate the array counting number of 0's, 1's, and 2's, then overwrite array with total number of 0's, then 1's and followed by 2's.

Could you come up with an one-pass algorithm using only constant space?

我的做法

public void sortColors(int[] nums) {

int a=0,b=0,c=0;

for(int num:nums)

{

if(num==0) a++;

if(num==1) b++;

if(num==2) c++;

}

int cnt=0;

while(a>0)

{

nums[cnt++]=0;

a--;

}

while(b>0)

{

nums[cnt++]=1;

b--;

}

while(c>0)

{

nums[cnt++]=2;

c--;

}

}

这个做法好，需要考虑当前交换数是相等的情况，如果都为2，则右边控制2的范围的指针要一直更改，直到不为2

zero指针前全部都是0，sec指针后全为2

The idea is to sweep all 0s to the left and all 2s to the right, then all 1s are left in the middle.

**class** **Solution** {

**public**:

**void** sortColors(**int** A[], **int** n) {

**int** second=n-1, zero=0;

**for** (**int** i=0; i<=second; i++) {

**while** (A[i]==2 && i<second)

swap(A[i], A[second--]);

**while** (A[i]==0 && i>zero) swap(A[i], A[zero++]);

}

}

};

// two pass O(m+n) space

**void** sortColors(**int** A[], **int** n) {

**int** num0 = 0, num1 = 0, num2 = 0;

**for**(**int** i = 0; i < n; i++) {

**if** (A[i] == 0) ++num0;

**else** **if** (A[i] == 1) ++num1;

**else** **if** (A[i] == 2) ++num2;

}

**for**(**int** i = 0; i < num0; ++i) A[i] = 0;

**for**(**int** i = 0; i < num1; ++i) A[num0+i] = 1;

**for**(**int** i = 0; i < num2; ++i) A[num0+num1+i] = 2;

}

这个方法很不错，用3个计数器分别记录3个color的个数。同时用覆盖的方法对唯一的数组进行赋值。

值为2的是排在最后的，所以当数组值为0,1时它仍然需要计数，来确定最后的2的位置。

// one pass in place solution

**void** sortColors(**int** A[], **int** n) {

**int** n0 = -1, n1 = -1, n2 = -1;

**for** (**int** i = 0; i < n; ++i) {

**if** (A[i] == 0)

{

A[++n2] = 2; A[++n1] = 1; A[++n0] = 0;

}

**else** **if** (A[i] == 1)

{

A[++n2] = 2; A[++n1] = 1;

}

**else** **if** (A[i] == 2)

{

A[++n2] = 2;

}

}

}

// one pass in place solution

**void** sortColors(**int** A[], **int** n) {

**int** j = 0, k = n - 1;

**for** (**int** i = 0; i <= k; ++i){

**if** (A[i] == 0 && i != j)

swap(A[i--], A[j++]); //注意这里的指针变换

**else** **if** (A[i] == 2 && i != k)

swap(A[i--], A[k--]);

}

}

// one pass in place solution

**void** sortColors(**int** A[], **int** n) {

**int** j = 0, k = n-1;

**for** (**int** i=0; i <= k; i++) {

**if** (A[i] == 0)

swap(A[i], A[j++]);

**else** **if** (A[i] == 2)

swap(A[i--], A[k--]);//注意这里的指针变换，i必须回退（关键）否则，i处不能保证不为2

}

}

java solution, both 2-pass and 1-pass

public void sortColors(**int**[] nums) {

// 1-pass

**int** p1 = 0, p2 = nums.**length** - 1, **index** = 0;

**while** (**index** <= p2) {

**if** (nums[**index**] == 0) {

nums[**index**] = nums[p1];

nums[p1] = 0;

p1++;

}

**if** (nums[**index**] == 2) {

nums[**index**] = nums[p2];

nums[p2] = 2;

p2--;

**index**--;

}

**index**++;

}

}

**public** **void** sortColors(**int**[] nums) {

// 2-pass

**int** count0 = 0, count1 = 0, count2 = 0;

**for** (**int** i = 0; i < nums.length; i++) {

**if** (nums[i] == 0) {count0++;}

**if** (nums[i] == 1) {count1++;}

**if** (nums[i] == 2) {count2++;}

}

**for**(**int** i = 0; i < nums.length; i++) {

**if** (i < count0) {nums[i] = 0;}

**else** **if** (i < count0 + count1) {nums[i] = 1;}

**else** {nums[i] = 2;}

}

}

The concept is simple. Maintain two pointer, pointer "one" indicates the begging of all ones and pointer "two" indicates the begging of all twos. When we meet 1, we move 1 to the end of 1 sequence which is begging of two sequence then move begging of 2 forward 1. Doing the same to the 2.

**public** **class** **Solution** {

**public** **void** sortColors(**int**[] A) {

**int** one = 0;

**int** two = 0;

**for**(**int** i=0;i<A.length;i++){

**if**(A[i]==0){

A[i] = A[two];

A[two] = A[one];

A[one] = 0;

one++;

two++;

}

**else** **if**(A[i]==1){

A[i] = A[two];

A[two] = 1;

two++;

}

}

}}

### Wiggle Sort II 摆动排序

[My Submissions](https://leetcode.com/problems/wiggle-sort-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **8802** Total Submissions: **39658** Difficulty: **Medium**

Given an unsorted array nums, reorder it such that nums[0] < nums[1] > nums[2] < nums[3]....

**Example:**  
(1) Given nums = [1, 5, 1, 1, 6, 4], one possible answer is [1, 4, 1, 5, 1, 6].   
(2) Given nums = [1, 3, 2, 2, 3, 1], one possible answer is [2, 3, 1, 3, 1, 2].

**Note:**  
You may assume all input has valid answer.

**Follow Up:**  
Can you do it in O(n) time and/or in-place with O(1) extra space?

这个方法好

数组长度是偶数，则+1；

Index的变换是（1+2i）%(n|1)

关键：1 需要先利用KthMax找出数组的中位数，O(n) time with O(1) extra space

2 将数组的对应index进行改变

3 将大于中位数的数都放在前面，小于中位数的数放在后面，等于中位数的数放中间（三分法）这样利用变换的index就可以达到题目的要求。

O(n)+O(1) after median --- Virtual Indexing

This post is mainly about what I call "virtual indexing" technique (I'm sure I'm not the first who came up with this, but I couldn't find anything about it, so I made up a name as well. If you know better, let me know).

Solution

**void** wiggleSort(**vector**<**int**>& nums) {

**int** n = nums.size();

// Find a median.

**auto** midptr = nums.begin() + n / 2;

nth\_element(nums.begin(), midptr, nums.end());

**int** mid = \*midptr;

// Index-rewiring.

#define A(i) nums[(1+2\*(i)) % (n|1)]

// 3-way-partition-to-wiggly in O(n) time with O(1) space.

**int** i = 0, j = 0, k = n - 1;

**while** (j <= k) {

**if** (A(j) > mid)

swap(A(i++), A(j++));

**else** **if** (A(j) < mid)

swap(A(j), A(k--));//关注指针移动情况

**else**

j++;

}

}

Explanation

First I find a median using nth\_element. That only guarantees O(n) **average** time complexity and I don't know about space complexity. I might write this myself using O(n) time and O(1) space, but that's not what I want to show here.

This post is about what comes **after** that. We can use [three-way partitioning](https://en.wikipedia.org/wiki/Dutch_national_flag_problem#Pseudocode) to arrange the numbers so that those larger than the median come first, then those equal to the median come next, and then those smaller than the median come last.

Ordinarily, you'd then use one more phase to bring the numbers to their final positions to reach the overall wiggle-property. But I don't know a nice O(1) space way for this. Instead, I embed this right into the partitioning algorithm. That algorithm simply works with indexes 0 to n-1 as usual, but sneaky as I am, I rewire those indexes where I want the numbers to actually end up. The partitioning-algorithm doesn't even know that I'm doing that, it just works like normal (it just usesA(x) instead of nums[x]).

Let's say nums is [10,11,...,19]. Then after nth\_element and ordinary partitioning, we might have this (15 is my median):

index: 0 1 2 3 4 5 6 7 8 9

number: 18 17 19 16 15 11 14 10 13 12

I rewire it so that the first spot has index 5, the second spot has index 0, etc, so that I might get this instead:

index: 5 0 6 1 7 2 8 3 9 4

number: 11 18 14 17 10 19 13 16 12 15

And 11 18 14 17 10 19 13 16 12 15 is perfectly wiggly. And the whole partitioning-to-wiggly-arrangement (everything after finding the median) only takes O(n) time and O(1) space.

If the above description is unclear, maybe this explicit listing helps:

Accessing A(0) actually accesses nums[1].  
Accessing A(1) actually accesses nums[3].  
Accessing A(2) actually accesses nums[5].  
Accessing A(3) actually accesses nums[7].  
Accessing A(4) actually accesses nums[9].  
Accessing A(5) actually accesses nums[0].  
Accessing A(6) actually accesses nums[2].  
Accessing A(7) actually accesses nums[4].  
Accessing A(8) actually accesses nums[6].  
Accessing A(9) actually accesses nums[8].

Props to [apolloydy's solution](https://leetcode.com/discuss/77053/time-and-cheating-space-solution-will-there-be-real-solution?show=77054#a77054), I knew the partitioning algorithm already but I didn't know the name. And apolloydy's idea to partition to reverse order happened to make the index rewiring simpler.

**3 lines Python, with Explanation / Proof**

Solution

Roughly speaking I put the smaller half of the numbers on the even indexes and the larger half on the odd indexes.

**def** **wiggleSort**(self, nums):

nums.sort()

half = len(nums[::2])

nums[::2], nums[1::2] = nums[:half][::-1], nums[half:][::-1]

Alternative, maybe nicer, maybe not:

**def** **wiggleSort**(self, nums):

nums.sort()

half = len(nums[::2]) - 1

nums[::2], nums[1::2] = nums[half::-1], nums[:half:-1]

**Explanation / Proof**

I put the smaller half of the numbers on the even indexes and the larger half on the odd indexes, both from right to left:

Example nums = [1,2,...,7] Example nums = [1,2,...,8]

Small half: 4 . 3 . 2 . 1 Small half: 4 . 3 . 2 . 1 .

Large half: . 7 . 6 . 5 . Large half: . 8 . 7 . 6 . 5

-------------------------- --------------------------

Together: 4 7 3 6 2 5 1 Together: 4 8 3 7 2 6 1 5

I want:

* Odd-index numbers are larger than their neighbors.

Since I put the larger numbers on the odd indexes, clearly I already have:

* Odd-index numbers are larger than **or equal to** their neighbors.

Could they be "equal to"? That would require some number M to appear both in the smaller and the larger half. It would be the largest in the smaller half and the smallest in the larger half. Examples again, where S means some number smaller than M and L means some number larger than M.

Small half: M . S . S . S Small half: M . S . S . S .

Large half: . L . L . M . Large half: . L . L . L . M

-------------------------- --------------------------

Together: M L S L S M S Together: M L S L S L S M

You can see the two M are quite far apart. Of course M could appear more than just twice, for example:

Small half: M . M . S . S Small half: M . S . S . S .

Large half: . L . L . M . Large half: . L . M . M . M

-------------------------- --------------------------

Together: M L M L S M S Together: M L S M S M S M

You can see that with seven numbers, three M are no problem. And with eight numbers, four M are no problem. Should be easy to see that in general, with n numbers, floor(n/2) times M is no problem. Now, if there were more M than that, then my method would fail. But... it would also be impossible:

* If n is even, then having more than n/2 times the same number clearly is unsolvable, because you'd have to put two of them next to each other, no matter how you arrange them.
* If n is odd, then the only way to successfully arrange a number appearing more than floor(n/2) times is if it appears exactly floor(n/2)+1 times and you put them on all the even indexes. And to have the wiggle-property, all the other numbers would have to be larger. But then we wouldn't have an M in both the smaller and the larger half.

So if the input has a valid answer at all, then my code will find one.

Step by step explanation of index mapping in Java

The virtual index idea in the post https://leetcode.com/discuss/77133/o-n-o-1-after-median-virtual-indexing is very brilliant! However, it takes me a while to understand why and how it works. There is no 'nth\_element' in Java, but you can use 'findKthLargest' function from "https://leetcode.com/problems/kth-largest-element-in-an-array/" to get the median element in average O(n) time and O(1) space.

Assume your original array is {6,13,5,4,5,2}. After you get median element, the 'nums' is partially sorted such that the first half is larger or equal to the median, the second half is smaller or equal to the median, i.e

13 6 5 5 4 2

M

In the post https://leetcode.com/discuss/76965/3-lines-python-with-explanation-proof, we have learned that , to get wiggle sort, you want to put the number in the following way such that

(1) elements smaller than the 'median' are put into the last even slots

(2) elements larger than the 'median' are put into the first odd slots

(3) the medians are put into the remaining slots.

Index : 0 1 2 3 4 5

Small half: M S S

Large half: L L M

M - Median, S-Small, L-Large. In this example, we want to put {13, 6, 5} in index 1,3,5 and {5,4,2} in index {0,2,4}

The index mapping, (1 + 2\*index) % (n | 1) combined with 'Color sort', will do the job.

After selecting the median element, which is 5 in this example, we continue as the following

Mapped\_idx[Left] denotes the position where the next smaller-than median element will be inserted.

Mapped\_idx[Right] denotes the position where the next larger-than median element will be inserted.

Step 1:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 5 5 4 2

Left

i

Right

nums[Mapped\_idx[i]] = nums[1] = 6 > 5, so it is ok to put 6 **in** the first odd index 1. We increment i **and** left.

Step 2:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 5 5 4 2

Left

i

Right

nums[3] = 5 = 5, so it is ok to put 6 **in** the index 3. We increment i.

Step 3:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 5 5 4 2

Left

i

Right

nums[5] = 2 < 5, so we want to put it to the last even index 4 (pointed by Right). So, we swap nums[Mapped\_idx[i]] with nums[Mapped\_idx[Right]], i.e. nums[5] with nums[4], **and** decrement Right.

Step 4:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 5 5 2 4

Left

i

Right

nums[5] = 4 < 5, so we want to put it to the second last even index 2. So, we swap nums[5] with nums[2], **and** decrement Right.

Step 5:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 4 5 2 5

Left

i

Right

nums[5] = 5 < 5, it is ok to put it there, we increment i.

Step 6:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 13 6 4 5 2 5

Left

i

Right

nums[0] = 13 > 5, so, we want to put it to the next odd index which is 3 (pointed by 'Left'). So, we swap nums[0] with nums[3], **and** increment 'Left' **and** 'i'.

Step Final:

Original idx: 0 1 2 3 4 5

Mapped idx: 1 3 5 0 2 4

Array: 5 6 4 13 2 5

Left

i

Right

i > Right, we get the final wiggle array 5 6 4 13 2 5 !

The code is the following:

public void wiggleSort(**int**[] nums) {

**int** median = findKthLargest(nums, (nums.**length** + 1) / 2);

**int** n = nums.**length**;

**int** left = 0, i = 0, right = n - 1;

**while** (i <= right) {

**if** (nums[newIndex(i,n)] > median) {

swap(nums, newIndex(left++,n), newIndex(i++,n));

}

**else** **if** (nums[newIndex(i,n)] < median) {

swap(nums, newIndex(right--,n), newIndex(i,n));

}

**else** {

i++;

}

}

}

private **int** newIndex(**int** **index**, **int** n) {

**return** (1 + 2\*index) % (n | 1);

}

Inspired by this [question](https://leetcode.com/discuss/77122/simple-modulo-solution)

非进阶的解法

奇数位从sort好的数组的末位开始排列；

偶数位从sort好的数组的中间往前开始排列

public void wiggleSort(**int**[] nums) {

Arrays.**sort**(nums);

**int**[] temp = new **int**[nums.**length**];

**int** mid = nums.**length**%2==0?nums.**length**/2-1:nums.**length**/2;

**int** **index** = 0;

**for**(**int** i=0;i<=mid;i++){

temp[**index**] = nums[mid-i];

**if**(**index**+1<nums.**length**)

temp[**index**+1] = nums[nums.**length**-i-1];

**index** = **index**+2;

}

**for**(**int** i=0;i<nums.**length**;i++){

nums[i] = temp[i];

}

}

### Product of Array Except Self

[My Submissions](https://leetcode.com/problems/product-of-array-except-self/submissions/)

QuestionEditorial Solution

Total Accepted: **42934** Total Submissions: **100591** Difficulty: **Medium**

Given an array of *n* integers where *n* > 1, nums, return an array output such that output[i] is equal to the product of all the elements of nums except nums[i].

Solve it **without division** and in O(*n*).

For example, given [1,2,3,4], return [24,12,8,6].

**Follow up:**  
Could you solve it with constant space complexity? (Note: The output array **does not** count as extra space for the purpose of space complexity analysis.)

这题就是需要考虑有0存在的情况，有以下几种情况

当数组中只有1个0时，0的位置是其他非0的位置的元素的乘积

当数组中多于1个0时，结果必是全0

当数组中没有0时

所以只需记录0的个数及index，非0元素的乘积

我的做法

public int[] productExceptSelf(int[] nums) {

int[] res=new int[nums.length];

int mul=1;

int zero=0;

int ind=-1;

for(int i=0;i<nums.length;i++)

{

if(nums[i]==0)

{

zero++;

ind=i;

}

else mul\*=nums[i];

}

if(zero>1)

{

return res;

}

else if(zero==1)

{

res[ind]=mul;

}

else

{

for(int i=0;i<nums.length;i++)

{

res[i]=mul/nums[i];

}

}

return res;

}

这个做法不错，从数组的开始和结束处扫描两次

左边需要考虑第一个数组元素的特例，右边扫描时需要考虑最后一个元素的情况

The idea is simply. The product basically is calculated using the numbers before the current number and the numbers after the current number. Thus, we can scan the array twice. First, we calcuate the running product of the part before the current number. Second, we calculate the running product of the part after the current number through scanning from the end of the array.

**public** **class** **Solution** {

**public** **int**[] productExceptSelf(**int**[] nums) {

**int** n = nums.length;

**int**[] res = **new** **int**[n];

res[0] = 1;

**for** (**int** i = 1; i < n; i++) {

res[i] = res[i - 1] \* nums[i - 1]; //res[i]存放其左边元素的乘积（不包括自己）

}

**int** right = 1;

**for** (**int** i = n - 1; i >= 0; i--) {

res[i] \*= right; //res[i]存放其右边元素的乘积

right \*= nums[i];

}

**return** res;

}

}

Use tmp to store temporary multiply result by two directions. Then fill it into result. Bingo!

public **int**[] productExceptSelf(**int**[] nums) {

**int**[] result = new **int**[nums.**length**];

**for** (**int** i = 0, tmp = 1; i < nums.**length**; i++) {

result[i] = tmp;

tmp \*= nums[i];

}

**for** (**int** i = nums.**length** - 1, tmp = 1; i >= 0; i--) {

result[i] \*= tmp;

tmp \*= nums[i];

}

**return** result;

}

### Spiral Matrix

[My Submissions](https://leetcode.com/problems/spiral-matrix/submissions/)

QuestionEditorial Solution 螺旋

Total Accepted: **57893** Total Submissions: **257485** Difficulty: **Medium**

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

For example,  
Given the following matrix:

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

You should return [1,2,3,6,9,8,7,4,5].

### Combination Sum

[My Submissions](https://leetcode.com/problems/combination-sum/submissions/)

QuestionEditorial Solution

Total Accepted: **89195** Total Submissions: **288928** Difficulty: **Medium**

Given a set of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

The **same** repeated number may be chosen from ***C*** unlimited number of times.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 2,3,6,7 and target 7,   
A solution set is:   
[7]   
[2, 2, 3]

这题，因为每个数可以取多遍，所以给定数组不会出现重复元素，给定结果也不会出现重复；如果给定数组有多个重复元素，则按照以下解法结果的list中会有重复

这个写法较好

先对数组进行排序，然后用for循环依次将每个数加入

public class Solution {

List<List<Integer>> res=new ArrayList<List<Integer>>();

public List<List<Integer>> combinationSum(int[] candidates, int target) {

List<Integer> cur=new ArrayList<Integer>();

Arrays.sort(candidates);

combine(0,candidates,target,cur);

return res;

}

public void combine(int index,int[] candidates, int target,List<Integer> cur)

{

if(target==0)

{

ArrayList<Integer> tmp=new ArrayList<Integer>(cur);

res.add(tmp);

return;

}

for(int i=index;i<candidates.length;i++)

{

if(target<candidates[i]) return;//mark，不剪枝的话会出现

StackOverflowError

cur.add(candidates[i]);

combine(i,candidates,target-candidates[i],cur);

cur.remove(cur.size()-1);

}

}

}

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> combinationSum(int[] candidates, int target) {

Arrays.sort(candidates);

**List**<**List**<Integer>> result = **new** ArrayList<**List**<Integer>>();

getResult(result, **new** ArrayList<Integer>(), candidates, target, 0);

**return** result;

}

**private** void getResult(**List**<**List**<Integer>> result, **List**<Integer> cur, int candidates[], int target, int start){

**if**(target > 0){

**for**(int i = start; i < candidates.length && target >= candidates[i]; i++){

cur.add(candidates[i]);

getResult(result, cur, candidates, target - candidates[i], i);

cur.remove(cur.size() - 1);

}//for

}//if

**else** **if**(target == 0 ){

result.add(**new** ArrayList<Integer>(cur));

}//else if

}

}

Sort the candidates and we choose from small to large recursively, every time we add a candidate to our possible sub result, we subtract the target to a new smaller one.

public List<**List<Integer**>> combinationSum(int[] candidates, int target) {

List<**List<Integer**>> ret = new LinkedList<**List<Integer**>>();

Arrays.sort(candidates); // sort the candidates

// collect possible candidates from small to large to eliminate duplicates,

recurse(new ArrayList<**Integer**>(), target, candidates, 0, ret);

return ret;

}

// the index here means we are allowed to choose candidates from that index

private void recurse(List<**Integer**> list, int target, int[] candidates, int index, List<**List<Integer**>> ret) {

if (target == 0) {

ret.add(list);

return;

}

for (int i = index; i < candidates.length; i++) {

int newTarget = target - candidates[i];

if (newTarget >= 0) {

List<**Integer**> copy = new ArrayList<**Integer**>(list);

copy.add(candidates[i]);

recurse(copy, newTarget, candidates, i, ret);

} else {

break;

}

}

}

### Combination Sum II

[My Submissions](https://leetcode.com/problems/combination-sum-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **67147** Total Submissions: **243906** Difficulty: **Medium**

Given a collection of candidate numbers (***C***) and a target number (***T***), find all unique combinations in ***C*** where the candidate numbers sums to ***T***.

Each number in ***C*** may only be used **once** in the combination.

**Note:**

* All numbers (including target) will be positive integers.
* Elements in a combination (*a*1, *a*2, … , *a*k) must be in non-descending order. (ie, *a*1 ≤ *a*2 ≤ … ≤ *a*k).
* The solution set must not contain duplicate combinations.

For example, given candidate set 10,1,2,7,6,1,5 and target 8,   
A solution set is:   
[1, 7]   
[1, 2, 5]   
[2, 6]   
[1, 1, 6]

与上一题区别，数组元素可能出现重复（结果list中会存在重复，所以排序后考虑去重情况），但是数组中出现的元素只能使用一次；

考虑什么时候需要去重：从数为index处时一定要考虑（重复也需要考虑）；数大于index，则后面出现重复数时只需要考虑一遍

例如{1,1,1,3}

List的方法
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与上一题的区别是标黄处

注意这里需要处理重复的情况

public class Solution {

List<List<Integer>> res=new ArrayList<List<Integer>>();

public List<List<Integer>> combinationSum2(int[] candidates, int target) {

Arrays.sort(candidates);

List<Integer> cur=new ArrayList<Integer>();

combine(0,target,candidates,cur);

return res;

}

public void combine(int index, int target, int[] candidates,List<Integer> cur)

{

if(target==0)

{

List<Integer> tmp=new ArrayList<Integer>(cur);

//if(!res.contains(tmp)) res.add(tmp);

res.add(tmp);

return;

}

for(int i=index;i<candidates.length;i++)

{

if(target<candidates[i]) return;

if(i>index && candidates[i]==candidates[i-1]) continue; //去重

cur.add(candidates[i]);

combine(i+1,target-candidates[i],candidates,cur);

cur.remove(cur.size()-1);

}

}

}

public List<**List<Integer**>> combinationSum2(int[] cand, int target) {

Arrays.sort(cand);

List<**List<Integer**>> res = new ArrayList<**List<Integer**>>();

List<**Integer**> path = new ArrayList<**Integer**>();

dfs\_com(cand, 0, target, path, res);

return res;

}

void dfs\_com(int[] cand, int cur, int target, List<**Integer**> path, List<**List<Integer**>> res) {

if (target == 0) {

res.add(new ArrayList(path));

return ;

}

if (target < 0) return;

for (int i = cur; i < cand.length; i++){

if (i > cur && cand[i] == cand[i-1]) continue; //这样处理不错

path.add(path.size(), cand[i]);

dfs\_com(cand, i+1, target - cand[i], path, res);

path.remove(path.size()-1);

}

}

At the beginning, I stuck on this problem. After careful thought, I think this kind of backtracking contains a iterative component and a resursive component so I'd like to give more details to help beginners save time. The revursive component tries the elements after the current one and also tries duplicate elements. So we can get correct answer for cases like [1 1] 2. The iterative component checks duplicate combinations and skip it if it is. So we can get correct answer for cases like [1 1 1] 2.

**class** Solution {

**public**:

**vector**<**vector**<**int**> > combinationSum2(**vector**<**int**> &num, **int** target)

{

**vector**<**vector**<**int**>> res;

sort(num.begin(),num.end());

**vector**<**int**> local;

findCombination(res, 0, target, local, num);

**return** res;

}

**void** findCombination(**vector**<**vector**<**int**>>& res, **const** **int** order, **const** **int** target, **vector**<**int**>& local, **const** **vector**<**int**>& num)

{

**if**(target==0)

{

res.push\_back(local);

**return**;

}

**else**

{

**for**(**int** i = order;i<num.size();i++) // iterative component

{

**if**(num[i]>target) **return**;

**if**(i&&num[i]==num[i-1]&&i>order) **continue**; // check duplicate combination

local.push\_back(num[i]),

findCombination(res,i+1,target-num[i],local,num); // recursive componenet

local.pop\_back();

}

}

}

};

### Combination Sum III

[My Submissions](https://leetcode.com/problems/combination-sum-iii/submissions/)

QuestionEditorial Solution

Total Accepted: **30697** Total Submissions: **85911** Difficulty: **Medium**

Find all possible combinations of ***k*** numbers that add up to a number ***n***, given that only numbers from 1 to 9 can be used and each combination should be a unique set of numbers.

Ensure that numbers within the set are sorted in ascending order.

***Example 1:***

Input: ***k*** = 3, ***n*** = 7

Output:

[[1,2,4]]

***Example 2:***

Input: ***k*** = 3, ***n*** = 9

Output:

[[1,2,6], [1,3,5], [2,3,4]]

我的做法用了cnt计数，其实用最下面的方法，直接去考虑cur的大小是否为k即可。

public class Solution {

List<List<Integer>> res=new ArrayList<List<Integer>>();

public List<List<Integer>> combinationSum3(int k, int n) {

List<Integer> cur=new ArrayList<Integer>();

combine(1,n,k,cur);

return res;

}

public void combine(int index, int target, int cnt, List<Integer> cur)

{

if(cnt<0) return;

if(target==0 && cnt==0)

{

res.add(new ArrayList<Integer>(cur));

return;

}

for(int i=index;i<10;i++)

{

if(target<i) return;

cur.add(i);

cnt--;

combine(i+1,target-i,cnt,cur);

cnt++;

cur.remove(cur.size()-1);

}

}

}

public List<**List<Integer**>> combinationSum3(int k, int n) {

List<**List<Integer**>> ans = new ArrayList<>();

combination(ans, new ArrayList<**Integer**>(), k, 1, n);

return ans;

}

private void combination(List<**List<Integer**>> ans, List<**Integer**> comb, int k, int start, int n) {

if (comb.size() == k && n == 0) {

List<**Integer**> li = new ArrayList<**Integer**>(comb);

ans.add(li);

return;

}

for (int i = start; i <**=** 9; i++) {

comb.add(i);

combination(ans, comb, k, i+1, n-i);

comb.remove(comb.size() - 1);

}

}

下面这样更好

if you think for loop with multiple conditions is complex, you can add an if condition inside the for loop instead.

private static void combination(List<**List<Integer**>> ans, List<**Integer**> comb, int k, int start, int n) {

if (comb.size() > k) {

return;

}

if (comb.size() == k && n == 0) {

List<**Integer**> li = new ArrayList<**Integer**>(comb);

ans.add(li);

return;

}

for (int i = start; i<**=9;** i++) {

if (n-i >= 0) {

comb.add(i);

combination(ans, comb, k, i+1, n-i);

comb.remove(comb.size() - 1);

}

}

}

### Combinations

[My Submissions](https://leetcode.com/problems/combinations/submissions/)

QuestionEditorial Solution

Total Accepted: **73648** Total Submissions: **214996** Difficulty: **Medium**

Given two integers *n* and *k*, return all possible combinations of *k* numbers out of 1 ... *n*.

For example,  
If *n* = 4 and *k* = 2, a solution is:

[

[2,4],

[3,4],

[2,3],

[1,2],

[1,3],

[1,4],

]

我的做法

public class Solution {

List<List<Integer>> res=new ArrayList<List<Integer>>();

public List<List<Integer>> combine(int n, int k) {

List<Integer> cur=new ArrayList<Integer>();

combine(1,cur,k,n);

return res;

}

public void combine(int index, List<Integer> cur,int k,int n)

{

if(cur.size()>k) return;

if(cur.size()==k)

{

res.add(new ArrayList<Integer>(cur));

return;

}

for(int i=index;i<=n;i++)

{

cur.add(i);

combine(i+1,cur,k,n);

cur.remove(cur.size()-1);

}

}

}

List接口
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A short recursive Java solution based on C(n,k)=C(n-1,k-1)+C(n-1,k)

Basically, this solution follows the idea of the mathematical formula C(n,k)=C(n-1,k-1)+C(n-1,k).

Here C(n,k) is divided into two situations. Situation one, number n is selected, so we only need to select k-1 from n-1 next. Situation two, number n is not selected, and the rest job is selecting k from n-1.

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> combine(int n, int k) {

**if** (k == n || k == 0) {

**List**<Integer> row = **new** LinkedList<>();

**for** (int i = 1; i <= k; ++i) {

row.add(i);

}

**return** **new** LinkedList<>(Arrays.asList(row));

}

**List**<**List**<Integer>> result = **this**.combine(n - 1, k - 1);

result.**forEach**(e -> e.add(n));//情形1，n被选中，剩下的k-1个元素从n-1个元素中选取

result.addAll(**this**.combine(n - 1, k));

**return** result;

}

}

这个写法也很不错啊，比使用cur.size()清晰（和我用cnt相比，因为在新的函数中传入k-1，所以这轮的k值不会受影响。一定要注意，新函数中传入的是k-1，不是k--.）

public static List<**List<Integer**>> combine(int n, int k) {

List<**List<Integer**>> combs = new ArrayList<**List<Integer**>>();

combine(combs, new ArrayList<**Integer**>(), 1, n, k);

return combs;

}

public static void combine(List<**List<Integer**>> combs, List<**Integer**> comb, int start, int n, int k) {

if(k==0) {

combs.add(new ArrayList<**Integer**>(comb));

return;

}

for(int i=start;i<**=n;i++)** {

comb.add(i);

combine(combs, comb, i+1, n, k-1);//注意不可以是k--

comb.remove(comb.size()-1);

}

}

### Letter Combinations of a Phone Number

[My Submissions](https://leetcode.com/problems/letter-combinations-of-a-phone-number/submissions/)

QuestionEditorial Solution

Total Accepted: **78079** Total Submissions: **272244** Difficulty: **Medium**

Given a digit string, return all possible letter combinations that the number could represent.

A mapping of digit to letters (just like on the telephone buttons) is given below.

![http://upload.wikimedia.org/wikipedia/commons/thumb/7/73/Telephone-keypad2.svg/200px-Telephone-keypad2.svg.png](data:image/png;base64,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)

**Input:**Digit string "23"

**Output:** ["ad", "ae", "af", "bd", "be", "bf", "cd", "ce", "cf"].

**Note:**  
Although the above answer is in lexicographical order, your answer could be in any order you want.

我的做法

public class Solution {

public List<String> letterCombinations(String digits) {

String[] str={"abc","def","ghi","jkl","mno","pqrs","tuv","wxyz"};

List<String> res=new ArrayList<String>();

if(digits.equals("")|| digits==null) return res;

combine(0,res,"",str,digits);

return res;

}

public void combine(int index,List<String> res,String cur,String[] str,String digits)

{

if(index>digits.length()) return;

if(index==digits.length())

{

res.add(cur);

return;

}

int num=Integer.parseInt(digits.charAt(index)+"");

for(int i=0;i<str[num-2].length();i++)

{

char ch=str[num-2].charAt(i);

combine(index+1,res,cur+ch,str,digits);

}

}

}

这个方法不错，运用宽搜（队列处理方式）

My java solution with FIFO queue

public List<**String**> letterCombinations(String digits) {

LinkedList<**String**> ans = new LinkedList<**String**>();

String[] mapping = new String[] {"0", "1", "abc", "def", "ghi", "jkl", "mno", "pqrs", "tuv", "wxyz"};

ans.add("");

for(int i =0; i<**digits.length();i++){**

int x = Character.getNumericValue(digits.charAt(i));

while(ans.peek().length()==i){//当队列中存在元素的长度为i时，说明是上一轮还未处理的元素，则仍然需要处理（这里很巧妙）

String t = ans.remove(); //获取并移除list的head

for(char s : mapping[x].toCharArray())

ans.add(t+s); //构造法

}

}

return ans;

}

If you think about the recursive solution similar to a DFS approach, then this would be the equivalent BFS solution (using a queue).

Very good solution!! Thumb up! This is a iterative solution. For each digit added, remove and copy every element in the queue and add the possible letter to each element, then add the updated elements back into queue again. Repeat this procedure until all the digits are iterated.

I did a experiment to compare backtracking(DFS) method and this iterative method. It turns out iterative one is 4 times faster.

One minor bug here. We need to add some code to test whether the input is empty or not. Above ans.add(""); add

**if** (digits.length()==0){

**return** ans;

}

构造法

method **combine** is to add new letters to old list, using 2 for-loop.

for example:

gave digits = "23"

i=0 -> result=combine("abc", [""]) ---> [a,b,c];

i=1 -> result=combine("def", [a,b,c]) ---> [ad,bd,cd, ae,be,ce, af,bf,cf];

public class Solution {

public static List<**String**> letterCombinations(String digits) {

String digitletter[] = {"","","abc","def","ghi","jkl","mno","pqrs","tuv","wxyz"};

List<**String**> result = new ArrayList<**String**>();

if (digits.length()==0) return result;

result.add("");

for (int i=0; i<**digits.length();** i++)

result = combine(digitletter[digits.charAt(i)-'0'],result);

return result;

}

public static List<String> combine(String digit, List<**String**> l) {

List<**String**> result = new ArrayList<**String**>();

for (int i=0; i<**digit.length();** i++)

for (String x : l)

result.add(x+digit.charAt(i));

return result;

}

}

### Generate Parentheses

[My Submissions](https://leetcode.com/problems/generate-parentheses/submissions/)

QuestionEditorial Solution

Total Accepted: **86421** Total Submissions: **233774** Difficulty: **Medium**

Given *n* pairs of parentheses, write a function to generate all combinations of well-formed parentheses.

For example, given *n* = 3, a solution set is:

"((()))", "(()())", "(())()", "()(())", "()()()"

|  |  |
| --- | --- |
| static [**String**](file:///E:\docsJava\api\java\lang\String.html) | [**copyValueOf**](file:///E:\docsJava\api\java\lang\String.html#copyValueOf-char:A-)(char[] data)  Equivalent to [**valueOf(char[])**](file:///E:\docsJava\api\java\lang\String.html#valueOf-char:A-). |

书上做法2

从头开始构造字符串（逐一加入左括号，右括号，只要字符串仍然有效）

当左括号个数大于0时，继续添加左括号；当右括号个数大于左括号时才可以添加右括号

注意这个函数的使用 String.copyValueOf(str)

public class Solution {

List<String> res=new ArrayList<String>();

public List<String> generateParenthesis(int n) {

char[] str=new char[n\*2];//记录中间结果

generate(0,str,n,n);

return res;

}

public void generate(int cnt,char[] str,int left, int right)

{

if(left<0 || right<left) return;

if(left==0 && right==0)

{

String tmp=String.copyValueOf(str);

res.add(tmp);

return;

}

if(left>0)

{

str[cnt]='(';

generate(cnt+1,str,left-1,right);

}

if(right>left)

{

str[cnt]=')';

generate(cnt+1,str,left,right-1);

}

}

}

可以写成字符串作为中间结果的形式

public class Solution {

List<String> res=new ArrayList<String>();

public List<String> generateParenthesis(int n) {

//char[] str=new char[n\*2];//记录中间结果

String str="";

generate(0,str,n,n);

return res;

}

public void generate(int cnt,String str,int left, int right)

{

if(left<0 || right<left) return;

if(left==0 && right==0)

{

//String tmp=String.copyValueOf(str);

res.add(str);

return;

}

if(left>0)

{

//str[cnt]='(';

generate(cnt+1,str+"(",left-1,right);

}

if(right>left)

{

//str[cnt]=')';

generate(cnt+1,str+")",left,right-1);

}

}

}

The idea is intuitive. Use two integers to count the remaining left parenthesis (n) and the right parenthesis (m) to be added. At each function call add a left parenthesis if n >0 and add a right parenthesis if m>0. Append the result and terminate recursive calls when both m and n are zero.

**class** Solution {

**public**:

**vector**<**string**> generateParenthesis(**int** n) {

**vector**<**string**> res;

addingpar(res, "", n, 0);

**return** res;

}

**void** addingpar(**vector**<**string**> &v, **string** str, **int** n, **int** m){

**if**(n==0 && m==0) {

v.push\_back(str);

**return**;

}

**if**(m > 0){ addingpar(v, str+")", n, m-1); }

**if**(n > 0){ addingpar(v, str+"(", n-1, m+1); }

}

};

My method is DP. First consider how to get the result f(n) from previous result f(0)...f(n-1). Actually, the result f(n) will be put an extra () pair to f(n-1). Let the "(" always at the first position, to produce a valid result, we can only put ")" in a way that there will be i pairs () inside the extra () and n - 1 - i pairs () outside the extra pair.

Let us consider an example to get clear view:

f(0): ""

f(1): "("f(0)")"

f(2): "("f(0)")"f(1), "("f(1)")"

f(3): "("f(0)")"f(2), "("f(1)")"f(1), "("f(2)")"

So f(n) = "("f(0)")"f(n-1) , "("f(1)")"f(n-2) "("f(2)")"f(n-3) ... "("f(i)")"f(n-1-i) ... "(f(n-1)")"

Below is my code:

**public** **class** **Solution**

{

**public** **List**<String> generateParenthesis(int n)

{

**List**<**List**<String>> lists = **new** ArrayList<>();

lists.add(Collections.singletonList(""));

**for** (int i = 1; i <= n; ++i)

{

**final** **List**<String> **list** = **new** ArrayList<>();

**for** (int j = 0; j < i; ++j)

{

**for** (**final** String first : lists.get(j))

{

**for** (**final** String second : lists.get(i - 1 - j))

{

**list**.add("(" + first + ")" + second);

}

}

}

lists.add(**list**);

}

**return** lists.get(lists.size() - 1);

}

}

I think it's useful to prove this equation.

The equation is equivalent to the following one:

f(n) = (f(0))f(n-1) + (f(1))f(n-2) + ... + (f(n-2))f(1) + (f(n-1))f(0)

First, let f(n) to be a correct solution set when there is n pair of parentheses. This means every combination in f(n) is a valid combination, and any combination which isn't in f(n) is not a valid combination for n. And we can easily get the first three solution sets i.e. f(0) = {""}, f(1) = {"()"} f(2) = {"()()", "(())"}.

For any n > 2, each combination of f(n) can be divided into two parts p0 and p1. p0 and p1 has several properties:

1. Parentheses in both p0 and p1 can match wel
2. p0 should be as short as possible but not empty. This means that p0 belongs to (f(l0-1)) where l0 is the number of pairs in p0. This property can be proved easily. Shortest means the first left parenthesis in this combination always matches the last right parenthesis. So without these two, what left is also a legal combination.

Now, let's reorganize f(n) by p0. Put those combinations with same length of p0 into a same set, and then f(n) is divided into several subsets. Each combination in subset s whose p0 has l0 pair of parentheses also belongs to the set (f(l0-1))f(n-l0). So we can get f(n) belongs to (f(0))f(n-1) + (f(1))f(n-2) + ... + (f(n-2))f(1) + (f(n-1))f(0).

OK, the only thing to prove now is (f(0))f(n-1) + (f(1))f(n-2) + ... + (f(n-2))f(1) + (f(n-1))f(0) also belongs to f(n). Notice that each combination in (f(i))f(n-1-i) is a legal combination for n, and we've declared before that each legal combination for n belongs to f(n). So each combination in the left side of equation belongs to f(n), and the left side as a whole set belongs to f(n).

Prove complete.

public List<String> generateParenthesis(int n) {

List<String> list = new ArrayList<String>();

backtrack(list, "", 0, 0, n);

**return** list;

}

public void backtrack(List<String> list, String str, int open, int close, int max){

**if**(str.length() == max\*2){

list.add(str);

**return**;

}

**if**(open < max)

backtrack(list, str+"(", open+1, close, max);

**if**(close < open)

backtrack(list, str+")", open, close+1, max);

}

The idea here is to only add '(' and ')' that we know will guarantee us a solution (instead of adding 1 too many close). Once we add a '(' we will then discard it and try a ')' which can only close a valid '('. Each of these steps are recursively called.

For 2, it should place one "()" and add another one insert it but none tail it,

'(' f(1) ')' f(0)

or add none insert it but tail it by another one,

'(' f(0) ')' f(1)

Thus for n, we can insert f(i) and tail f(j) and i+j=n-1,

'(' f(i) ')' f(j)

public List<**String**> generateParenthesis(int n) {

List<**String**> result = new ArrayList<**String**>();

if (n == 0) {

result.add("");

} else {

for (int i = n - 1; i >= 0; i--) {

List<**String**> insertSub = generateParenthesis(i);

List<**String**> tailSub = generateParenthesis(n - 1 - i);

for (String insert : insertSub) {

for (String tail : tailSub) {

result.add("(" + insert + ")" + tail);

}

}

}

}

return result;

}

It's better to use dynamic programming to avoid computing result for same i.

### Subsets II

[My Submissions](https://leetcode.com/problems/subsets-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **66157** Total Submissions: **216852** Difficulty: **Medium**

Given a collection of integers that might contain duplicates, ***nums***, return all possible subsets.

**Note:**

* Elements in a subset must be in non-descending order.
* The solution set must not contain duplicate subsets.

For example,  
If ***nums*** = [1,2,2], a solution is:

[

[2],

[1],

[1,2,2],

[2,2],

[1,2],

[]

]

To solve this problem, it is helpful to first think how many subsets are there. If there is no duplicate element, the answer is simply 2^n, where n is the number of elements. This is because you have two choices for each element, either putting it into the subset or not. So all subsets for this no-duplicate set can be easily constructed: num of subset

* (1 to 2^0) empty set is the first subset
* (2^0+1 to 2^1) add the first element into subset from (1)
* (2^1+1 to 2^2) add the second element into subset (1 to 2^1)
* (2^2+1 to 2^3) add the third element into subset (1 to 2^2)
* ....
* (2^(n-1)+1 to 2^n) add the nth element into subset(1 to 2^(n-1))

Then how many subsets are there if there are duplicate elements? We can treat duplicate element as a spacial element. For example, if we have duplicate elements (5, 5), instead of treating them as two elements that are duplicate, we can treat it as one special element 5, but this element has more than two choices: you can either NOT put it into the subset, or put ONE 5 into the subset, or put TWO 5s into the subset. Therefore, we are given an array (a1, a2, a3, ..., an) with each of them appearing (k1, k2, k3, ..., kn) times, the number of subset is (k1+1)*(k2+1)*...(kn+1). We can easily see how to write down all the subsets similar to the approach above.

public class Solution {

public List<**List<Integer**>> subsetsWithDup(int[] num) {

List<**List<Integer**>> result = new ArrayList<**List<Integer**>>();

List<**Integer**> empty = new ArrayList<**Integer**>();

result.add(empty);

Arrays.sort(num);

for (int i = 0; i < num.length; i++) {

int dupCount = 0;

while( ((i+1) < num.length) && num[i+1] == num[i]) {

dupCount++;

i++;

}

int prevNum = result.size();

for (int j = 0; j < prevNum; j++) {

List<Integer> element = new ArrayList<**Integer**>(result.get(j));

for (int t = 0; t <**=** dupCount; t++) {

element.add(num[i]);

result.add(new ArrayList<Integer>(element));

}

}

}

return result;

}

}

I have a question regarding the link of code for(int j=0; j<count; j++) in C++ version. if duplication count is zero, how do we add the new subset to the total set? I am thinking at least we need to jump into for loop at least one time even for the non-duplicate set .

这个方法非常不错,如果当前数与前一个数重复，则只需要从上一轮插入的元素里再操作就行。

If we want to insert an element which is a dup, we can only insert it after the newly inserted elements from last step.

**Java** version of the elegant solution. you are welcome!

public List<**List<Integer**>> subsetsWithDup(int[] num) {

Arrays.sort(num);

List<**List<Integer**>> ret = new ArrayList<>();

ret.add(new ArrayList<**Integer**>());

int size = 0, startIndex;

for(int i = 0; i < num.length; i++) {

startIndex = (i >= 1 && num[i] == num[i - 1]) ? size : 0;//此时的size是上一轮的大小

size = ret.size();

for(int j = startIndex; j < size; j++) {

List<Integer> temp = new ArrayList<>(ret.get(j));

temp.add(num[i]);

ret.add(temp);

}

}

return ret;

}

public List<**List<Integer**>> subsetsWithDup(int[] nums) {

Arrays.sort(nums);

List<**List<Integer**>> res = new ArrayList<>();

List<**Integer**> each = new ArrayList<>();

helper(res, each, 0, nums);

return res;

}

public void helper(List<**List<Integer**>> res, List<**Integer**> each, int pos, int[] n) {

if (pos <**=** n.length) {

res.add(each);

}

int i = pos;

while (i < n.length) {

each.add(n[i]);

helper(res, new ArrayList<>(each), i + 1, n);

each.remove(each.size() - 1);

i++;

while (i < n.length && n[i] == n[i - 1]) {i++;}

}

return;

}

The Basic idea is: use "while (i < n.length && n[i] == n[i - 1]) {i++;}" to avoid the duplicate. For example, the input is 2 2 2 3 4. Consider the helper function. The process is:

* each.add(n[i]); --> add first 2 (index 0)
* helper(res, new ArrayList<>(each), i + 1, n); --> go to recursion part, list each is <2 (index 0)>
* while (i < n.length && n[i] == n[i - 1]) {i++;} --> after this, i == 3, add the element as in subset I

### 列举所有出栈顺序（微软面试）

**这个方法也不错**

**将字符串（入栈序列）不断减短，当剩下的字符串长度为0，进行出栈打印处理。**

**1、算法：**

import java.util.Stack;

public class OrderOut {  
 public static void orderList(Stack<String> stack,String result,String input){  
  //利用对象克隆的方法，先把栈复制下来以免操作后影响下面  
  Stack<String> temp=(Stack<String>)stack.clone();  
  String subStr=input.substring(0,1);  
  input=input.substring(1);  
  temp.push(subStr);  
  if(input.length()==0){  
   while(!temp.isEmpty()){  
    result+=temp.pop().toString();  
   }  
   System.out.println(result);  
  }  
  else{  
   orderList(temp,result,input);  
   while(!temp.isEmpty()){  
    result+=temp.pop();  
    orderList(temp,result,input);  
   }  
  }  
 }  
}

**2、测试：**

import java.util.Stack;  
import xuzhenzhen.datastructure.model.OrderOut;

public class StackOutTest {

 public static void main(String[] args) {  
  //测试列举所有出栈顺序  
  Stack<String> stack=new Stack<String>();  
  OrderOut.orderList(stack, "", "1234");  
 }

}

**3、结果：**

4321  
3421  
3241  
3214  
2431  
2341  
2314  
2143  
2134  
1432  
1342  
1324  
1243  
1234

下面这个方法非常好，类似于打印n对括号

将出栈序列，转换成求0,1序列（有效的左右括号序列）。正确的出栈，前缀子序列中1的个数必大于0的个数。

网上有很多解法，但个人感觉不够清晰。下面本人献丑来写下自己的解法。力求简明易懂。首先这是个卡特兰数，学过组合数学的同学都知道。没学过的可以看下下面这个例子。

有2n个人排成一队进入剧场。入场费5元。其中只有n个人有一张5元钞票，另外n人只有10元钞票，剧院无其它钞票可找零，问有多少中方法使得只要有10元的人买票，售票处就有5元的钞票找零？(将持5元者到达视作将5元入栈，持10元者到达视作使栈中某5元出栈)。

对于这个例子，剧院要想总有零钱可找，那么目前进入剧院的人数中，揣着10元钞票的人数必须少于等于揣着5元钞票的，不然肯定在某个人那出现没零钱找的情况。

现在回到正题上来对于一个给定入栈序列，怎么求它的出栈序列呢？

我们可以把入栈记为1，出栈记为0.那么前缀子序列中1的个数必须大于等于0的个数，即入栈次数要大于等于出栈次数,如1 1 0 1 0 0，它的任意前缀序列中1的个数是大于等于0的个数的。

我们来看个例子:对于1 2 3这个入栈序列，1 1 0 1 0 0就是一个入栈出栈序列，第一个1代表元素1入栈，然后第二个1代表元素2入栈，然后第三个是0，代表出栈，即元素2出栈，然后第四个是1，代表元素3入栈，然后第五个是0，代表出栈，即元素3出栈，然后第六个是0，代表元素1出栈。最后1 1 0 1 0 0就代表了出栈序列2 3 1。

那么现在的问题就转换为如何求出所有符合条件的0 1序列了。其实这和以下问题相同:给定括号对数，输出所有符合要求的序列。如2对括号，输出有()()或者(())两种。1可以看成'('，0可以看成‘)’。

下面贴上本人的程序，并给出详细注释。

#include <iostream>  
#include <vector>  
using namespace std;  
  
  
void func(vector<char>kind,int count[],int n)  
{  
    if(count[0]>=1)  
    {  
        kind.push\_back('(');  
        count[0]--;  
        func(kind,count,n);  
        count[0]++;  
        kind.pop\_back();  
    }  
    if((count[1]>=1) && (count[1]>count[0]))  
    {  
        kind.push\_back(')');  
        count[1]--;  
        func(kind,count,n);  
        count[1]++;  
        kind.pop\_back();  
    }  
    if(kind.size()==2\*n)  
    {  
        vector<char>::iterator iter;  
        for(iter=kind.begin();iter!=kind.end();iter++)  
        {  
            cout<<(\*iter)<<" ";  
        }  
        cout<<endl;  
    }  
}  
  
  
int main()  
{  
    int n;  
    cout << "please input the number of ():" << endl;  
    cin>>n;  
    int count[2]={n-1,n};  
    vector<char>kind;  
    kind.push\_back('(');  
    func(kind,count,n);  
    return 0;  
}

count[0]存着左括号数目，count[1]存着右括号数目。一开始kind中压入左括号，因为第一个肯定是左括号。然后count数组初始化为n-1个左括号，n个右括号。然后我们递归的处理。如果剩余左括号数count[0]大于0，就可以把左括号压栈。而对于右括号，栈中左括号个数必须多于右括号个数，也就是剩余右括号个数大于左括号个数，即count[1]>count[0]时，才能将右括号压栈。如果栈中元素个数达到2n时，就把栈中元素输出。

下面贴出出栈序列代码，几乎和上面相同。

#include <iostream>  
#include <stack>  
#include <vector>  
using namespace std;  
  
  
int number=0;  
void func(vector<int>kind,int count[],int n,int A[])  
{  
    if(count[0]>=1)  
    {  
        kind.push\_back(1);  
        count[0]--;  
        func(kind,count,n,A);  
        count[0]++;  
        kind.pop\_back();  
    }  
    if((count[1]>=1) && (count[1]>count[0]))  
    {  
        kind.push\_back(0);  
        count[1]--;  
        func(kind,count,n,A);  
        count[1]++;  
        kind.pop\_back();  
    }  
    if(kind.size()==2\*n)  
    {  
        vector<int>::iterator iter;  
        stack<int>stk;  
        int j=0;  
        for(iter=kind.begin();iter!=kind.end();iter++)  
        {  
            //cout<<(\*iter)<<" ";  
            if(1==(\*iter))  
            {  
                stk.push(A[j]);  
                j++;  
            }  
            else  
            {  
                cout<<stk.top()<<" ";  
                stk.pop();  
            }  
        }  
        number++;  
        cout<<endl;  
    }  
}  
  
  
int main()  
{  
    int n,i;  
    cout << "please input the number:" << endl;  
    cin>>n;  
    int A[n];  
    cout << "please input the push sequence:" << endl;  
    for(i=0;i<n;i++)  
    {  
        cin>>A[i];  
    }  
    int count[2]={n-1,n};  
    vector<int>kind;  
    kind.push\_back(1);

    cout<<"the result is:"<<endl;  
    func(kind,count,n,A);  
    cout<<"total:"<<number<<endl;  
    return 0;  
}  
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### Permutations

[My Submissions](https://leetcode.com/problems/permutations/submissions/)

QuestionEditorial Solution

Total Accepted: **98018** Total Submissions: **274245** Difficulty: **Medium**

Given a collection of **distinct** numbers, return all possible permutations.

For example,  
[1,2,3] have the following permutations:  
[1,2,3], [1,3,2], [2,1,3], [2,3,1], [3,1,2], and [3,2,1].

This recursive solution is the my first response for this problem. I was surprised when I found no similar solution posted here. It is much easier to understand than DFS-based ones, at least in my opinion. Please find more explanations [here](http://xiaohuiliucuriosity.blogspot.com/2014/12/permutations.html). All comments are welcome.

**class** Solution {

**public**:

**vector**<**vector**<**int**> > permute(**vector**<**int**> &num) {

**vector**<**vector**<**int**> > result;

permuteRecursive(num, 0, result);

**return** result;

}

// permute num[begin..end]

// invariant: num[0..begin-1] have been fixed/permuted

**void** permuteRecursive(**vector**<**int**> &num, **int** begin, **vector**<**vector**<**int**> > &result) {

**if** (begin >= num.size()) {

// one permutation instance

result.push\_back(num);

**return**;

}

**for** (**int** i = begin; i < num.size(); i++) {

swap(num[begin], num[i]);

permuteRecursive(num, begin + 1, result);

// reset

swap(num[begin], num[i]);

}

}

};

If you don't reset then you will never get those permutation starting with the 3rd number because you are changing the state of the array. for example: 123 -> 132 -> then what ? So you need to reset so that you first get all the permutations starting with 1 then 2 and then 3.

in case of string this would not be the case coz they are immutable.

这个方法也很不错

不断换新的数到位置1，位置1固定后，之后的位置再排列

Thanks for smart code. Following is the Java version.

public class Solution {

public List<**List<Integer**>> permute(int[] num) {

List<**List<Integer**>> result = new ArrayList<**List<Integer**>>();

permute(num,0,result);

return result;}

public void permute(int[] num, int begin, List<**List<Integer**>> result){

if(begin>=num.length){

List<**Integer**> list = new ArrayList<**Integer**>();

for(int i=0;i<**num.length;i++){**

list.add(num[i]);

}

result.add(list);

return;

}

for(int i=begin;i<num.length;i++){

swap(begin,i,num);

permute(num,begin+1,result);

swap(begin,i,num);

}

}

public void swap (int x, int y,int[] num){

int temp = num[x];

num[x]=num[y];

num[y]=temp;

} }

my AC simple iterative java/python solution

the basic idea is, to permute n numbers, we can add the nth number into the resultingList<List<Integer>> from the n-1 numbers, in every possible position.

For example, if the input num[] is {1,2,3}: First, add 1 into the initial List<List<Integer>> (let's call it "answer").

Then, 2 can be added in front or after 1. So we have to copy the List in answer (it's just {1}), add 2 in position 0 of {1}, then copy the original {1} again, and add 2 in position 1. Now we have an answer of {{2,1},{1,2}}. There are 2 lists in the current answer.

Then we have to add 3. first copy {2,1} and {1,2}, add 3 in position 0; then copy {2,1} and {1,2}, and add 3 into position 1, then do the same thing for position 3. Finally we have 2\*3=6 lists in answer, which is what we want.

public List<**List<Integer**>> permute(int[] num) {

List<**List<Integer**>> ans = new ArrayList<**List<Integer**>>();

if (num.length ==0) return ans;

List<**Integer**> l0 = new ArrayList<**Integer**>();

l0.add(num[0]);

ans.add(l0);

for (int i = 1; i< num.length; ++i){

List<List<Integer>> new\_ans = new ArrayList<**List<Integer**>>();

for (int j = 0; j<**=i;** ++j){

for (List<Integer> l : ans){

List<**Integer**> new\_l = new ArrayList<**Integer**>(l);

new\_l.add(j,num[i]);

new\_ans.add(new\_l);

}

}

ans = new\_ans;

}

return ans;

}

A tiny improvement for Java solution, we don't really need the special case for the first element. Justans.add(l0); add the empty list and let the loop starts from 0 for (int i = 0; i< num.length; ++i){ :)

这个递归写法也不错(比迭代容易些)

I used your idea of adding each next value to every possible position of current list, but have done it with recursion.

ArrayList方法

![](data:image/png;base64,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)

public List<**List<Integer**>> permute(int[] nums) {

List<**List<Integer**>> result = new ArrayList<**List<Integer**>>();

if (nums.length == 0) return result;

backtrack(result, nums, new ArrayList<**Integer**>(), 0);

return result;

}

private void backtrack(List<**List<Integer**>> result, int[] nums, List<**Integer**> currentList, int index) {

if (currentList.size() == nums.length) {

result.add(currentList);

return;

}

int n = nums[index];

for (int i = 0; i <**=** currentList.size(); i++) {

List<Integer> copy = new ArrayList<**Integer**>(currentList);

copy.add(i, n);

backtrack(result, nums, copy, index + 1);

}

}

I guess both solutions have the same complexity

这个写法不错

原先构造一个空的list，将第一个数放入。

放入第二个数时，考虑可以插入到第一个数的哪个位子上。

放入第三个数时，考虑在原先的两种情况下，分别放入第三个数的位子。

有点类似宽搜，层次遍历

public List<**List<Integer**>> permute(int[] num) {

LinkedList<**List<Integer**>> res = new LinkedList<**List<Integer**>>();

res.add(new ArrayList<**Integer**>());

for (int n : num) {

int size = res.size();

for (; size > 0; size--) {

List<**Integer**> r = res.pollFirst();//记得出栈之前元素

for (int i = 0; i <**=** r.size(); i++) {

List<Integer> t = new ArrayList<**Integer**>(r);

t.add(i, n);

res.add(t);

}

}

}

return res;

}

**Bottom up? approach - 280ms**

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> permute(int[] nums) {

**List**<**List**<Integer>> permutations = **new** ArrayList<>();

**if** (nums.length == 0) {

**return** permutations;

}

collectPermutations(nums, 0, **new** ArrayList<>(), permutations);

**return** permutations;

}

**private** void collectPermutations(int[] nums, int start, **List**<Integer> permutation,

**List**<**List**<Integer>> permutations) {

**if** (permutation.size() == nums.length) {

permutations.add(permutation);

**return**;

}

**for** (int i = 0; i <= permutation.size(); i++) {

**List**<Integer> newPermutation = **new** ArrayList<>(permutation);

newPermutation.add(i, nums[start]);

collectPermutations(nums, start + 1, newPermutation, permutations);

}

}

}

***Code flow***

nums = 1,2,3

start = 0, permutation = []

i = 0, newPermutation = [1]

start = 1, permutation = [1]

i = 0, newPermutation = [2, 1]

start = 2, permutation = [2, 1]

i = 0, newPermutation = [3, 2, 1]

i = 1, newPermutation = [2, 3, 1]

i = 2, newPermutation = [2, 1, 3]

i = 1, newPermutation = [1, 2]

start = 2, permutation = [1, 2]

i = 0, newPermutation = [3, 1, 2]

i = 1, newPermutation = [1, 3, 2]

i = 2, newPermutation = [1, 2, 3]

**Base case and build approach - 524ms**

public class Solution {

public List<**List<Integer**>> permute(int[] nums) {

return permute(Arrays.stream(nums).boxed().collect(Collectors.toList()));

}

private List<**List<Integer**>> permute(List<**Integer**> nums) {

List<**List<Integer**>> permutations = new ArrayList<>();

if (nums.size() == 0) {

return permutations;

}

if (nums.size() == 1) {

List<**Integer**> permutation = new ArrayList<>();

permutation.add(nums.get(0));

permutations.add(permutation);

return permutations;

}

List<**List<Integer**>> smallPermutations = permute(nums.subList(1, nums.size()));

int first = nums.get(0);

for(List<**Integer**> permutation : smallPermutations) {

for (int i = 0; i <**=** permutation.size(); i++) {

List<Integer> newPermutation = new ArrayList<>(permutation);

newPermutation.add(i, first);

permutations.add(newPermutation);

}

}

return permutations;

}

}

***Code flow***

nums = 1,2,3

smallPermutations(2, 3)

smallPermutations(3)

**return** [[3]]

first = 2

permutation = [3]

i = 0, newPermutation = [2, 3]

i = 1, newPermutation = [3, 2]

**return** [[2, 3], [3, 2]]

first = 1

permutation = [2, 3]

i = 0, newPermutation = [1, 2, 3]

i = 1, newPermutation = [2, 1, 3]

i = 2, newPermutation = [2, 3, 1]

permutation = [3, 2]

i = 0, newPermutation = [1, 3, 2]

i = 1, newPermutation = [3, 1, 2]

i = 2, newPermutation = [3, 2, 1]

### Permutations II

[My Submissions](https://leetcode.com/problems/permutations-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **69644** Total Submissions: **248784** Difficulty: **Medium**

Given a collection of numbers that might contain duplicates, return all possible unique permutations.

For example,  
[1,1,2] have the following unique permutations:  
[1,1,2], [1,2,1], and [2,1,1].

下面的方法不太理解

**class** Solution {

**public**:

**void** recursion(**vector**<**int**> num, **int** i, **int** j, **vector**<**vector**<**int**> > &res) {

**if** (i == j-1) {

res.push\_back(num);

**return**;

}

**for** (**int** k = i; k < j; k++) {//现在要排位置i，后面的数与i对应处相等时，不用处理

**if** (i != k && num[i] == num[k]) **continue**;

swap(num[i], num[k]);

recursion(num, i+1, j, res);//处理后也不用交换回来

}

}

**vector**<**vector**<**int**> > permuteUnique(**vector**<**int**> &num) {

sort(num.begin(), num.end());

**vector**<**vector**<**int**> >res;

recursion(num, 0, num.size(), res);

**return** res;

}

};

Backtracking is a nightmare for this problem.

The solution of "backtracking" is not efficient in spece since its creating arrays memories for each depth of the recursion function. If you do not pass by value, the swap action will disturb the sorted sequence and you are going to meet repeating answers.

One way to do it is to take advantage of nextPermutaion, which is to find the next larger permutation. And loop the nextPermutation function to find the complete unique permutation sequences.

Another way to solve it is DFS. DFS does not swap the array elements and preserves the sorted property.

For example you have want to solve permuteUnique[3,2,0,3,1,0,1]

Sort it you get

permuteUnique[0,0,1,1,2,3,3] =

0, permuteUnique[0,1,1,2,3,3]

1, permuteUnique[0,0,1,2,3,3]

2, permuteUnique[0,0,1,1,3,3]

3, permuteUnique[0,0,1,1,2,3]

and then you solve the sub question.

Sidenote: make sure in the current-depth DFS you don’t pick multiple duplicate and dig into sub-question.

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> permuteUnique(int[] nums) {

Arrays.sort(nums);

**List**<**List**<Integer>> ans = **new** ArrayList<**List**<Integer>>();

**List**<Integer> cur = **new** ArrayList<Integer>();

boolean[] used = **new** boolean[nums.length];

solve(0, nums, ans, cur, used);

**return** ans;

}

**private** void solve(int depth, int[] nums, **List**<**List**<Integer>> ans, **List**<Integer> cur, boolean[] used) {

**if** (depth == nums.length) {

ans.add(**new** ArrayList<Integer>(cur));

**return**;

}

**for** (int i = 0; i < nums.length; i++) {

**if** (used[i] || (i > 0 && nums[i - 1] == nums[i] && !used[i - 1])) **continue**;

used[i] = **true**; cur.add(nums[i]);

solve(depth + 1, nums, ans, cur, used);

used[i] = **false**; cur.remove(cur.size() - 1);

}

}

}

这个方法也不错

Use an extra boolean array " boolean[] used" to indicate whether the value is added to list.

Sort the array "int[] nums" to make sure we can skip the same value.

when a number has the same value with its previous, we can use this number only if his previous is used

**public** **class** **Solution** {

**public** **List**<**List**<Integer>> permuteUnique(int[] nums) {

**List**<**List**<Integer>> res = **new** ArrayList<**List**<Integer>>();

**if**(nums==**null** || nums.length==0) **return** res;

boolean[] used = **new** boolean[nums.length];

**List**<Integer> **list** = **new** ArrayList<Integer>();

Arrays.sort(nums);

dfs(nums, used, **list**, res);

**return** res;

}

**public** void dfs(int[] nums, boolean[] used, **List**<Integer> **list**, **List**<**List**<Integer>> res){

**if**(**list**.size()==nums.length){

res.add(**new** ArrayList<Integer>(**list**));

**return**;

}

**for**(int i=0;i<nums.length;i++){

**if**(used[i]) **continue**;

**if**(i>0 &&nums[i-1]==nums[i] && !used[i-1]) **continue**;

used[i]=**true**;

**list**.add(nums[i]);

dfs(nums,used,**list**,res);

used[i]=**false**;

**list**.remove(**list**.size()-1);

}

}

}

Hi guys!

Here's an iterative solution which doesn't use nextPermutation helper. It builds the permutations for i-1 first elements of an input array and tries to insert the ith element into all positions of each prebuilt i-1 permutation. I couldn't come up with more effective controling of uniqueness than just using a Set.

See the code below!

public class Solution {

public List<**List<Integer**>> permuteUnique(int[] num) {

LinkedList<**List<Integer**>> res = new LinkedList<>();

res.add(new ArrayList<>());

for (int i = 0; i < num.length; i++) {

Set<String> cache = new HashSet<>();

while (res.peekFirst().size() == i) {

List<**Integer**> l = res.removeFirst();

for (int j = 0; j <**=** l.size(); j++) {

List<Integer> newL = new ArrayList<>(l.subList(0,j));

newL.add(num[i]);

newL.addAll(l.subList(j,l.size()));

if (cache.add(newL.toString())) res.add(newL);

}

}

}

return res;

}

}

**和上一题方法类似，只不过使用一个set集合记录所有不同的数**

**Set来标记在这个位置已经有这些元素了，如果重复，则跳过**

**这个方法不错**

**public** **class** **Solution** {

**public** List<List<Integer>> permuteUnique(**int**[] nums) {

List<List<Integer>> ans = **new** ArrayList<>();

**if** (nums==**null** || nums.length==0) { **return** ans; }

permute(ans, nums, 0);

**return** ans;

}

**private** **void** permute(List<List<Integer>> ans, **int**[] nums, **int** index) {

**if** (index == nums.length) {

List<Integer> temp = **new** ArrayList<>();

**for** (**int** num: nums) { temp.add(num); }

ans.add(temp);

**return**;

}

Set<Integer> appeared = **new** HashSet<>();//每轮排位置使用一个set

**for** (**int** i=index; i<nums.length; ++i) {

**if** (appeared.add(nums[i])) {

swap(nums, index, i);

permute(ans, nums, index+1);

swap(nums, index, i);

}

}

}

**private** **void** swap(**int**[] nums, **int** i, **int** j) {

**int** save = nums[i];

nums[i] = nums[j];

nums[j] = save;

}

}

Since we only need permutations of the array, the actual "content" does not change, we could find each permutation by swapping the elements in the array.

The idea is for each recursion level, swap the **current element at 1st index** with each element that comes after it (including itself). For example, permute[1,2,3]:

At recursion level 0, current element at 1st index is 1, there are 3 possibilities: [1] + permute[2,3], [2] + permute[1,3], [3] + permute[2,1].

Take "2+permute[1,3]" as the example at recursion level 0. At recursion level 1, current elemenet at 1st index is 1, there are 2 possibilities: [2,1] + permute[3], [2,3] + permute[1].

... and so on.

Let's look at another example, permute[1,2,3,4,1].

At recursion level 0, we have [1] + permute[2,3,4,1], [2] + permute[1,3,4,1], [3] + permute[2,1,4,1], [4] + permute[2,3,1,1], **[1] + permute[2,3,4,1]**.

1 has already been at the 1st index of current recursion level, so the last possibility is redundant. We can use a hash set to mark which elements have been at the 1st index of current recursion level, so that if we meet the element again, we can just skip it.

### Next Permutation

[My Submissions](https://leetcode.com/problems/next-permutation/submissions/)

QuestionEditorial Solution

Total Accepted: **64695** Total Submissions: **244159** Difficulty: **Medium**

Implement next permutation, which rearranges numbers into the lexicographically next greater permutation of numbers.

If such arrangement is not possible, it must rearrange it as the lowest possible order (ie, sorted in ascending order).

The replacement must be in-place, do not allocate extra memory.

Here are some examples. Inputs are in the left-hand column and its corresponding outputs are in the right-hand column.  
1,2,3 → 1,3,2  
3,2,1 → 1,2,3  
1,1,5 → 1,5,1

Share my O(n) time solution

这个方法不错

1 从最后一个元素开始，寻找索引i，使得索引i到n-1逆向有序。

2索引i到n-1的变换不会产生比其大的排列组合，所以我们希望，改变i-1处的值，需要从索引i到n-1的值中找到大于i-1处的值的最小值，两者交换（交换后索引i到n-1的值依然是逆序排列的，即索引i处的值最大，括号里的话有问题吧）

3 逆向排序索引i到n-1的值，使正序

My idea is for an array:

1. Start from its last element, traverse backward to find the first one with index i that satisfy num[i-1] < num[i]. So, elements from num[i] to num[n-1] is reversely sorted.
2. To find the next permutation, we have to swap some numbers at different positions, to minimize the increased amount, we have to make the highest changed position as high as possible. Notice that index larger than or equal to i is not possible as num[i,n-1] is reversely sorted. So, we want to increase the number at index i-1, clearly, swap it with the smallest number between num[i,n-1] that is larger than num[i-1]. For example, original number is 121543321, we want to swap the '1' at position 2 with '2' at position 7.
3. The last step is to make the remaining higher position part as small as possible, we just have to reversely sort the num[i,n-1]

The following is my code:

public void nextPermutation(**int**[] num) {

**int** n=num.**length**;

**if**(n<2)

**return**;

**int** **index**=n-1;

**while**(**index**>0){

**if**(num[**index**-1]<num[**index**])

break;

**index**--;

}

**if**(**index**==0){

reverseSort(num,0,n-1);

**return**;

}

**else**{

**int** val=num[**index**-1];

**int** j=n-1;

**while**(j>=**index**){ //从逆序数里（最小的开始）找大于位置index-1的数

**if**(num[j]>val)

break;

j--;

}

swap(num,j,**index**-1);

reverseSort(num,**index**,n-1);

**return**;

}

}

public void swap(**int**[] num, **int** i, **int** j){

**int** temp=0;

temp=num[i];

num[i]=num[j];

num[j]=temp;

}

public void reverseSort(**int**[] num, **int** start, **int** end){ //记住反转函数

**if**(start>end)

**return**;

**for**(**int** i=start;i<=(end+start)/2;i++)

swap(num,i,start+end-i);

}

Similar Solution, a bit fewer lines of code. Three steps:

1. Reverse find first number which breaks descending order.
2. Exchange this number with the least number that's greater than this number.
3. Reverse sort the numbers after the exchanged number.

**public** **class** **Solution** {

**public** **static** **void** nextPermutation(**int**[] num) {

**int** i = num.length - 2;

**for**(; i >= 0 && num[i] >= num[i+1]; i--)

;

**if**(i >= 0) {

**int** j = i + 1;

**for**(; j<num.length && num[i] < num[j]; j++)

;

exchange(num, i, j-1);

}

i ++ ;

**int** k = num.length - 1;

**for**(; i<k; i++, k--)

exchange(num, i, k);

}

**private** **static** **void** exchange(**int**[] num, **int** i, **int** j) {

**int** t = num[i];

num[i] = num[j];

num[j] = t;

}

}

### Permutation Sequence

[My Submissions](https://leetcode.com/problems/permutation-sequence/submissions/)

QuestionEditorial Solution

Total Accepted: **53519** Total Submissions: **212569** Difficulty: **Medium**

The set [1,2,3,…,*n*] contains a total of *n*! unique permutations.

By listing and labeling all of the permutations in order,  
We get the following sequence (ie, for *n* = 3):

1. "123"
2. "132"
3. "213"
4. "231"
5. "312"
6. "321"

Given *n* and *k*, return the *k*th permutation sequence.

**Note:** Given *n* will be between 1 and 9 inclusive.

String valueOf方法（注意最后一条）
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这个方法好

1,首先计算好阶乘，方便后续查看，k—

2，将数字放在ArrayList中，如果被使用则需要移除

3, 根据k的值依次除以阶乘数找到对应的index，并更新k

"Explain-like-I'm-five" Java Solution in O(n)

I'm sure somewhere can be simplified so it'd be nice if anyone can let me know. The pattern was that:

say n = 4, you have {1, 2, 3, 4}

If you were to list out all the permutations you have

1 + (permutations of 2, 3, 4)   
2 + (permutations of 1, 3, 4)   
3 + (permutations of 1, 2, 4)   
4 + (permutations of 1, 2, 3)

We know how to calculate the number of permutations of n numbers... n! So each of those with permutations of 3 numbers means there are 6 possible permutations. Meaning there would be a total of 24 permutations in this particular one. So if you were to look for the (k = 14) 14th permutation, it would be in the

3 + (permutations of 1, 2, 4) subset.

To programmatically get that, you take k = 13 (subtract 1 because of things always starting at 0) and divide that by the 6 we got from the factorial, which would give you the index of the number you want. In the array {1, 2, 3, 4}, k/(n-1)! = 13/(4-1)! = 13/3! = 13/6 = 2. The array {1, 2, 3, 4} has a value of 3 at index 2. So the first number is a 3.

Then the problem repeats with less numbers.

The permutations of {1, 2, 4} would be:

1 + (permutations of 2, 4)   
2 + (permutations of 1, 4)   
4 + (permutations of 1, 2)

But our k is no longer the 14th, because in the previous step, we've already eliminated the 12 4-number permutations starting with 1 and 2. So you subtract 12 from k.. which gives you 1. Programmatically that would be...

k = k - (index from previous) \* (n-1)! = k - 2(n-1)! = 13 - 2(3)! = 1

In this second step, permutations of 2 numbers has only 2 possibilities, meaning each of the three permutations listed above a has two possibilities, giving a total of 6. We're looking for the first one, so that would be in the 1 + (permutations of 2, 4) subset.

Meaning: index to get number from is k / (n - 2)! = 1 / (4-2)! = 1 / 2! = 0.. from {1, 2, 4}, index 0 is 1

so the numbers we have so far is 3, 1... and then repeating without explanations.

{2, 4}   
k = k - (index from pervious) \* (n-2)! = k - 0 \* (n - 2)! = 1 - 0 = 1;   
third number's index = k / (n - 3)! = 1 / (4-3)! = 1/ 1! = 1... from {2, 4}, index 1 has 4   
Third number is 4

{2}   
k = k - (index from pervious) \* (n - 3)! = k - 1 \* (4 - 3)! = 1 - 1 = 0;   
third number's index = k / (n - 4)! = 0 / (4-4)! = 0/ 1 = 0... from {2}, index 0 has 2   
Fourth number is 2

Giving us 3142. If you manually list out the permutations using DFS method, it would be 3142. Done! It really was all about pattern finding.

**public** **class** **Solution** {

**public** String getPermutation(**int** n, **int** k) {

**int** pos = 0;

List<Integer> numbers = **new** ArrayList<>(); //巧妙

**int**[] factorial = **new** **int**[n+1];

StringBuilder sb = **new** StringBuilder();

// create an array of factorial lookup

**int** sum = 1;

factorial[0] = 1;

**for**(**int** i=1; i<=n; i++){

sum \*= i;

factorial[i] = sum;

}

// factorial[] = {1, 1, 2, 6, 24, ... n!}

// create a list of numbers to get indices

**for**(**int** i=1; i<=n; i++){

numbers.add(i);

}

// numbers = {1, 2, 3, 4}

k--;

**for**(**int** i = 1; i <= n; i++){

**int** index = k/factorial[n-i];

sb.append(String.valueOf(numbers.get(index)));

numbers.remove(index);

k-=index\*factorial[n-i];

}

**return** String.valueOf(sb);

}

}

Recursion will use more memory, while this problem can be solved by iteration. I solved this problem before, but I didn't realize that using k = k-1 would avoid dealing with case k%(n-1)!==0. Rewrote this code, should be pretty concise now.

Only thing is that I have to use a list to store the remaining numbers, neither linkedlist nor arraylist are very efficient, anyone has a better idea?

The logic is as follows: for n numbers the permutations can be divided to (n-1)! groups, for n-1 numbers can be divided to (n-2)! groups, and so on. Thus k/(n-1)! indicates the index of current number, and k%(n-1)! denotes remaining index for the remaining n-1 numbers. We keep doing this until n reaches 0, then we get n numbers permutations that is kth.

**public** String getPermutation(**int** n, **int** k) {

List<Integer> num = **new** LinkedList<Integer>();

**for** (**int** i = 1; i <= n; i++) num.add(i);

**int**[] fact = **new** **int**[n]; // factorial

fact[0] = 1;

**for** (**int** i = 1; i < n; i++) fact[i] = i\*fact[i-1];

k = k-1;

StringBuilder sb = **new** StringBuilder();

**for** (**int** i = n; i > 0; i--){

**int** ind = k/fact[i-1];

k = k%fact[i-1];

sb.append(num.**get**(ind));

num.remove(ind);

}

**return** sb.toString();

}

### Hard

### First Missing Positive

[My Submissions](https://leetcode.com/problems/first-missing-positive/submissions/)

QuestionEditorial Solution

Total Accepted: **63852** Total Submissions: **267731** Difficulty: **Hard**

Given an unsorted integer array, find the first missing positive integer.

For example,  
Given [1,2,0] return 3,  
and [3,4,-1,1] return 2.

Your algorithm should run in *O*(*n*) time and uses constant space.

这个方法好

遍历数组中的每个数

不断变化位置i处的数字，目的是使其被放置在正确的位置上

A[i]应该放置元素i+1

即1,2,3,…是正确的序列

之后只需要检查一遍数组，看哪个位置元素不是预期的

Put each number in its right place.

For example:

When we find 5, then swap it with A[4].

At last, the first place where its number is not right, return the place + 1.

**class** **Solution**

{

**public**:

**int** firstMissingPositive(**int** A[], **int** n)

{

**for**(**int** i = 0; i < n; ++ i)

**while**(A[i] > 0 && A[i] <= n && A[A[i] - 1] != A[i])

swap(A[i], A[A[i] - 1]);

**for**(**int** i = 0; i < n; ++ i)

**if**(A[i] != i + 1)

**return** i + 1;

**return** n + 1;

}

};

The basic idea is **for any k positive numbers (duplicates allowed), the first missing positive number must be within [1,k+1]**. The reason is like you put k balls into k+1 bins, there must be a bin empty, the empty bin can be viewed as the missing number.

1. Unfortunately, there are 0 and negative numbers in the array, so firstly I think of using partition technique (used in quick sort) to put all positive numbers together in one side. This can be finished in O(n) time, O(1) space.
2. After partition step, you get all the positive numbers lying within A[0,k-1]. Now, According to the basic idea, I infer the first missing number must be within [1,k+1]. I decide to use A[i] (0<=i<=k-1) to indicate whether the number (i+1) exists. But here I still have to main the original information A[i] holds. Fortunately, A[i] are all positive numbers, so I can set them to negative to indicate the existence of (i+1) and I can still use abs(A[i]) to get the original information A[i] holds.
3. After step 2, I can again scan all elements between A[0,k-1] to find the first positive element A[i], that means (i+1) doesn't exist, which is what I want.

**public** **int** firstMissingPositive(**int**[] A) {

**int** n=A.length;

**if**(n==0)

**return** 1;

**int** k=partition(A)+1;

**int** temp=0;

**int** first\_missing\_Index=k;

**for**(**int** i=0;i<k;i++){

temp=Math.abs(A[i]);

**if**(temp<=k)

A[temp-1]=(A[temp-1]<0)?A[temp-1]:-A[temp-1];

}

**for**(**int** i=0;i<k;i++){

**if**(A[i]>0){

first\_missing\_Index=i;

**break**;

}

}

**return** first\_missing\_Index+1;

}

**public** **int** partition(**int**[] A){

**int** n=A.length;

**int** q=-1;

**for**(**int** i=0;i<n;i++){

**if**(A[i]>0){

q++;

swap(A,q,i);

}

}

**return** q;

}

**public** **void** swap(**int**[] A, **int** i, **int** j){

**if**(i!=j){

A[i]^=A[j];

A[j]^=A[i];

A[i]^=A[j];

}

}

The key here is to use swapping to keep constant space and also make use of the length of the array, which means there can be at most n positive integers. So each time we encounter an valid integer, find its correct position and swap. Otherwise we continue.

**public** **class** **Solution** {

**public** **int** firstMissingPositive(**int**[] A) {

**int** i = 0;

**while**(i < A.length){

**if**(A[i] == i+1 || A[i] <= 0 || A[i] > A.length) i++;

**else** **if**(A[A[i]-1] != A[i]) swap(A, i, A[i]-1);

**else** i++;

}

i = 0;

**while**(i < A.length && A[i] == i+1) i++;

**return** i+1;

}

**private** **void** swap(**int**[] A, **int** i, **int** j){

**int** temp = A[i];

A[i] = A[j];

A[j] = temp;

}

}

**class** Solution {

**public**:

**int** firstMissingPositive(**vector**<**int**>& nums) {

**for**(**int** i=0; i<nums.size(); i++){

**if**(i+1==nums[i]) **continue**;

**int** x = nums[i];

**while**(x>=1 && x<=nums.size() && x!=nums[x-1]){

swap(x, nums[x-1]);

}

}

**for**(**int** i=0; i<nums.size(); i++){

**if**(i+1!=nums[i]) **return** i+1;

}

**return** nums.size()+1;

}

};

Since we can not use extra space, so thinking about using the nums vector itself to record a positive number occurred.

The key here is to use swapping to keep constant space and also make use of the length of the array, which means there can be at most n positive integers. So each time we encounter an valid integer, find its correct position and swap. Otherwise we continue.

**public** **class** **Solution** {

**public** **int** firstMissingPositive(**int**[] A) {

**int** i = 0;

**while**(i < A.length){

**if**(A[i] == i+1 || A[i] <= 0 || A[i] > A.length) i++;

**else** **if**(A[A[i]-1] != A[i]) swap(A, i, A[i]-1);

**else** i++;

}

i = 0;

**while**(i < A.length && A[i] == i+1) i++;

**return** i+1;

}

**private** **void** swap(**int**[] A, **int** i, **int** j){

**int** temp = A[i];

A[i] = A[j];

A[j] = temp;

}

}

### Find the Duplicate Number

[My Submissions](https://leetcode.com/problems/find-the-duplicate-number/submissions/)

QuestionEditorial Solution

Total Accepted: **26751** Total Submissions: **68937** Difficulty: **Hard**

Given an array *nums* containing *n* + 1 integers where each integer is between 1 and *n* (inclusive), prove that at least one duplicate number must exist. Assume that there is only one duplicate number, find the duplicate one.

**Note:**

1. You **must not** modify the array (assume the array is read only).
2. You must use only constant, *O*(1) extra space.
3. Your runtime complexity should be less than O(n2).
4. There is only one duplicate number in the array, but it could be repeated more than once.

这个写法好

关键是初值的设定

元素i，下一跳是在nums[i]处，这样形成链表。重复元素，下一跳会相遇在相同地方，即有重复元素，则会形成循环链表。

整数1~n（包括）直接，有一个重复元素，数组大小是n+1，则nums[n]存在，即，所有元素之间可以进行跳转。

The main idea is the same with problem ***Linked List Cycle II***,*https://leetcode.com/problems/linked-list-cycle-ii/*. Use two pointers the fast and the slow. The fast one goes forward two steps each time, while the slow one goes only step each time. They must meet the same item when slow==fast. In fact, they meet in a circle, the duplicate number must be the entry point of the circle when visiting the array from nums[0]. Next we just need to find the entry point. We use a point(we can use the fast one before) to visit form begining with one step each time, do the same job to slow. When fast==slow, they meet at the entry point of the circle. The easy understood code is as follows.

**int** findDuplicate3(**vector**<**int**>& nums)

{

**if** (nums.size() > 1)

{

**int** slow = nums[0];

**int** fast = nums[nums[0]];

**while** (slow != fast)

{

slow = nums[slow];

fast = nums[nums[fast]];

}

fast = 0;

**while** (fast != slow)

{

fast = nums[fast];

slow = nums[slow];

}

**return** slow;

}

**return** -1;

}

suppose the array is

*index: 0 1 2 3 4 5*

*value: 2 5 1 1 4 3*

first subtract 1 from each element in the array, so it is much easy to understand. use the value as pointer. the array becomes:

*index: 0 1 2 3 4 5*

*value: 1 4 0 0 3 2*
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Second if the array is

*index: 0 1 2 3 4 5*

*value: 0 1 2 4 2 3*

we must choose the last element as the head of the linked list. If we choose 0, we can not detect the cycle.

Now the problem is the same as find the cycle in linkedlist!

public **int** findDuplicate(**int**[] nums) {

**int** n = nums.**length**;

**for**(**int** i=0;i<nums.**length**;i++) nums[i]--;

**int** slow = n-1;

**int** fast = n-1;

**do**{

slow = nums[slow];

fast = nums[nums[fast]];

}**while**(slow != fast);

slow = n-1;

**while**(slow != fast){

slow = nums[slow];

fast = nums[fast];

}

**return** slow+1;

}

One condition is we cannot modify the array. So the solution is

**public** **int** findDuplicate(**int**[] nums) {

**int** n = nums.length;

**int** slow = n;

**int** fast = n;

**do**{

slow = nums[slow-1];

fast = nums[nums[fast-1]-1];

}**while**(slow != fast);

slow = n;

**while**(slow != fast){

slow = nums[slow-1];

fast = nums[fast-1];

}

**return** slow;

}

## 二分查找

### First Bad Version

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/first-bad-version/submissions/)

* Total Accepted: **66737**
* Total Submissions: **279879**
* Difficulty: **Easy**
* Contributors: **Admin**

You are a product manager and currently leading a team to develop a new product. Unfortunately, the latest version of your product fails the quality check. Since each version is developed based on the previous version, all the versions after a bad version are also bad.

Suppose you have n versions [1, 2, ..., n] and you want to find out the first bad one, which causes all the following ones to be bad.

You are given an API bool isBadVersion(version) which will return whether version is bad. Implement a function to find the first bad version. You should minimize the number of calls to the API.

**The binary search code:**

**public** **int** **firstBadVersion**(**int** n) {

**int** start = 1, end = n;

**while** (start < end) {

**int** mid = start + (end-start) / 2;

**if** (!isBadVersion(mid)) start = mid + 1;//mid版是好的时

**else** end = mid;

}

**return** start;

}

### Search for a Range

[My Submissions](https://leetcode.com/problems/search-for-a-range/submissions/)

QuestionEditorial Solution

Total Accepted: **80546** Total Submissions: **276949** Difficulty: **Medium**

Given a sorted array of integers, find the starting and ending position of a given target value.

Your algorithm's runtime complexity must be in the order of *O*(log *n*).

If the target is not found in the array, return [-1, -1].

For example,  
Given [5, 7, 7, 8, 8, 10] and target value 8,  
return [3, 4].

The problem can be simply broken down as two binary searches for the begining and end of the range, respectively:

First let's find the left boundary of the range. We initialize the range to [i=0, j=n-1]. In each step, calculate the middle element [mid = (i+j)/2]. Now according to the relative value of A[mid] to target, there are three possibilities:

1. If A[mid] < target, then the range must begins on the ***right*** of mid (hence i = mid+1 for the next iteration)
2. If A[mid] > target, it means the range must begins on the ***left*** of mid (j = mid-1)
3. If A[mid] = target, then the range must begins ***on the left of or at*** mid (j= mid)

Since we would move the search range to the same side for case 2 and 3, we might as well merge them as one single case so that less code is needed:

2\*. If A[mid] >= target, j = mid;

Surprisingly, 1 and 2\* are the only logic you need to put in loop while (i < j). When the while loop terminates, the value of i/j is where the start of the range is. Why?

No matter what the sequence originally is, as we narrow down the search range, eventually we will be at a situation where there are only two elements in the search range. Suppose our target is 5, then we have only 7 possible cases:

case 1: [5 7] (A[i] = target < A[j])

case 2: [5 3] (A[i] = target > A[j])

case 3: [5 5] (A[i] = target = A[j])

case 4: [3 5] (A[j] = target > A[i])

case 5: [3 7] (A[i] < target < A[j])

case 6: [3 4] (A[i] < A[j] < target)

case 7: [6 7] (target < A[i] < A[j])

For case 1, 2 and 3, if we follow the above rule, since mid = i => A[mid] = target in these cases, then we would set j = mid. Now the loop terminates and i and j both point to the first 5.

For case 4, since A[mid] < target, then set i = mid+1. The loop terminates and both i and j point to 5.

For all other cases, by the time the loop terminates, A[i] is not equal to 5. So we can easily know 5 is not in the sequence if the comparison fails.

In conclusion, when the loop terminates, if A[i]==target, then i is the left boundary of the range; otherwise, just return -1;

For the right of the range, we can use a similar idea. Again we can come up with several rules:

1. If A[mid] > target, then the range must begins on the ***left*** of mid (j = mid-1)
2. If A[mid] < target, then the range must begins on the ***right*** of mid (hence i = mid+1 for the next iteration)
3. If A[mid] = target, then the range must begins ***on the right of or at*** mid (i= mid)

Again, we can merge condition 2 and 3 into:

2\* If A[mid] <**=** target, then i = mid;

However, the terminate condition on longer works this time. Consider the following case:

[5 7], target = 5

Now A[mid] = 5, then according to rule 2, we set i = mid. This practically does nothing because i is already equal to mid. As a result, the search range is not moved at all!

The solution is by using a small trick: instead of calculating mid as mid = (i+j)/2, we now do:

mid = (i+j)/2+1

Why does this trick work? When we use mid = (i+j)/2, the mid is rounded to the lowest integer. In other words, mid is always *biased* towards the left. This means we could have i == mid when j - i == mid, but we NEVER have j == mid. So in order to keep the search range moving, you must make sure the new i is set to something different than mid, otherwise we are at the risk that i gets stuck. But for the new j, it is okay if we set it to mid, since it was not equal to mid anyways. Our two rules in search of the left boundary happen to satisfy these requirements, so it works perfectly in that situation. Similarly, when we search for the right boundary, we must make sure i won't get stuck when we set the new i to i = mid. The easiest way to achieve this is by making mid *biased* to the right, i.e. mid = (i+j)/2+1.

All this reasoning boils down to the following simple code:

**vector**<**int**> searchRange(**int** A[], **int** n, **int** target) {

**int** i = 0, j = n - 1;

**vector**<**int**> ret(2, -1);

// Search for the left one

**while** (i < j)

{

**int** mid = (i + j) /2;

**if** (A[mid] < target) i = mid + 1;

**else** j = mid;

}

**if** (A[i]!=target) **return** ret;

**else** ret[0] = i;

// Search for the right one

j = n-1; // We don't have to set i to 0 the second time.

**while** (i < j)

{

**int** mid = (i + j) /2 + 1; // Make mid biased to the right

**if** (A[mid] > target) j = mid - 1;

**else** i = mid; // So that this won't make the search range stuck.

}

ret[1] = j;

**return** ret;

}

这个容易理解些

搜索两遍。

记住这个找第一个大于等于目标的数的方法

找到第一个这样的数然后，找大于等于目标加1数

A very simple Java solution, with only one binary search algorithm

**public** **class** **Solution** {

**public** **int**[] searchRange(**int**[] A, **int** target) {

**int** start = Solution.firstGreaterEqual(A, target);

**if** (start == A.length || A[start] != target) {

**return** **new** **int**[]{-1, -1};

}

**return** **new** **int**[]{start, Solution.firstGreaterEqual(A, target + 1) - 1};

}

//find the first number that is greater than or equal to target.

//could return A.length if target is greater than A[A.length-1].

//actually this is the same as lower\_bound in C++ STL.

**private** **static** **int** firstGreaterEqual(**int**[] A, **int** target) {

**int** low = 0, high = A.length;

**while** (low < high) {

**int** mid = low + ((high - low) >> 1);

//low <= mid < high

**if** (A[mid] < target) {

low = mid + 1;

} **else** {

//should not be mid-1 when A[mid]==target.

//could be mid even if A[mid]>target because mid<high.

high = mid;

}

}

**return** low;

}

}

basically it is the same idea with using separate binary search for left and right bounds. The good point here is the lower\_bound and the search for (target+1)

this is a trick of preventing possible overflow. Imagine a case where low = Integer.MAX\_VALUE - 10, high = Integer.MAX\_VALUE – 5

### Guess Number Higher or Lower

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/guess-number-higher-or-lower/submissions/)

* Total Accepted: **14162**
* Total Submissions: **45301**
* Difficulty: **Easy**

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to ***n***. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number is higher or lower.

You call a pre-defined API guess(int num) which returns 3 possible results (-1, 1, or 0):

-1 : My number is lower

1 : My number is higher

0 : Congrats! You got it!

**Example:**

n = 10, I pick 6.

Return 6.

-1 : My number is lower  
1 : My number is higher  
0 : Congrats! You got it!

Here "My" means the number which is given for you to guess not the number you put into **guess(int num).**

**即guess(int num)返回1表示，num小于实际值**

Using binary search to find the smallest number that's not too small.

**def** **guessNumber**(self, n):

**class** **C**: \_\_getitem\_\_ = **lambda** \_, i: -guess(i)

**return** bisect.bisect(C(), -1, 1, n)

Alternatively, without using the library:

**def** **guessNumber**(self, n):

lo, hi = 1, n

**while** lo < hi:

mid = (lo + hi) / 2

**if** guess(mid) == 1:

lo = mid + 1

**else**:

hi = mid

**return** lo

Funny variation:

**def** **guessNumber**(self, n):

lo, hi = 1, n

**while** lo < hi:

mid = (lo + hi) / 2

lo, hi = ((mid, mid), (mid+1, hi), (lo, mid-1))[guess(mid)]

**return** lo

这个方法好，但是要注意mid的写法

This problem is a binary search problem has an O(logn) complexity.

**public** **int** **guessNumber**(**int** n) {

**int** i = 1, j = n;

**while**(i < j) {

**int** mid = i + (j - i) / 2;

**if**(guess(mid) == 0) {

**return** mid;

} **else** **if**(guess(mid) == 1) {

i = mid + 1;

} **else** {

j = mid;

}

}

**return** i;

}

for the testcase:

2126753390（2147483647最大int）  
1702766719

if I use the line "int mid = i + (j - i) / 2", then it can pass

if I replace it with "int mid = (j + i) / 2", which mathematically are the same it will return Time Limit Exceeded error. And this line works fine if the input number is not that big...

注意，重要

"i + (j - i) / 2" is faster than "(i + j) / 2" because the latter one could have integer overflow (becoming negative). that could result infinite loop...

With this test case, due to integer overflow (when j+i becomes a negative number), you get into an infinite loop. So the problem is not that computing "(j + i) / 2" is slower but that it leads to integer overflow. Here is the sequence of 'mids' that you get:

1063376695  
-552418605  
787167393  
-690523256  
718115067  
-725049419  
700851986  
-733680959  
696536216  
-735838844  
695457273  
-736378316  
695187537  
-736513184  
695120103  
-736546901  
695103245  
-736555330  
695099030  
-736557437  
695097977  
-736557964  
695097713  
-736558096  
695097647  
-736558129  
695097631  
-736558137  
695097627  
-736558139  
695097626  
-736558139  
695097626  
and so on...

### Find Peak Element

[My Submissions](https://leetcode.com/problems/find-peak-element/submissions/)

QuestionEditorial Solution

Total Accepted: **62931** Total Submissions: **190894** Difficulty: **Medium**

A peak element is an element that is greater than its neighbors.

Given an input array where num[i] ≠ num[i+1], find a peak element and return its index.

The array may contain multiple peaks, in that case return the index to any one of the peaks is fine.

You may imagine that num[-1] = num[n] = -∞.

For example, in array [1, 2, 3, 1], 3 is a peak element and your function should return the index number 2.

[click to show spoilers.](https://leetcode.com/problems/find-peak-element/)

**Note:**

Your solution should be in logarithmic complexity.

Find the maximum by binary search (recursion and iteration)

Consider that each local maximum is one valid peak. My solution is to find one local maximum with binary search. Binary search satisfies the O(logn) computational complexity.

Binary Search: recursion

**class** Solution {

**public**:

**int** findPeakElement(**const** **vector**<**int**> &num) {

**return** Helper(num, 0, num.size()-1);

}

**int** Helper(**const** **vector**<**int**> &num, **int** low, **int** high)

{

**if**(low == high)

**return** low;

**else**

{

**int** mid1 = (low+high)/2;

**int** mid2 = mid1+1;

**if**(num[mid1] > num[mid2])

**return** Helper(num, low, mid1);

**else**

**return** Helper(num, mid2, high);

}

}

};

Binary Search: iteration

**class** Solution {

**public**:

**int** findPeakElement(**const** **vector**<**int**> &num)

{

**int** low = 0;

**int** high = num.size()-1;

**while**(low < high)

{

**int** mid1 = (low+high)/2;

**int** mid2 = mid1+1;

**if**(num[mid1] < num[mid2])

low = mid2;

**else**

high = mid1;

}

**return** low;

}

};

Sequential Search:

**class** Solution {

**public**:

**int** findPeakElement(**const** **vector**<**int**> &num) {

**for**(**int** i = 1; i < num.size(); i ++)

{

**if**(num[i] < num[i-1])

{// <

**return** i-1;

}

}

**return** num.size()-1;

}

};

This problem is similar to Local Minimum. And according to the given condition, num[i] != num[i+1], there must exist a O(logN) solution. So we use binary search for this problem.

* If num[i-1] < num[i] > num[i+1], then num[i] is peak
* If num[i-1] < num[i] < num[i+1], then num[i+1...n-1] must contains a peak
* If num[i-1] > num[i] > num[i+1], then num[0...i-1] must contains a peak
* If num[i-1] > num[i] < num[i+1], then both sides have peak (n is num.length)

Here is the code

**public** **int** findPeakElement(**int**[] num) {

**return** helper(num,0,num.length-1);

}

**public** **int** helper(**int**[] num,**int** start,**int** end){

**if**(start == end){

**return** start;

}**else** **if**(start+1 == end){

**if**(num[start] > num[end]) **return** start;

**return** end;

}**else**{

**int** m = (start+end)/2;

**if**(num[m] > num[m-1] && num[m] > num[m+1]){

**return** m;

}**else** **if**(num[m-1] > num[m] && num[m] > num[m+1]){

**return** helper(num,start,m-1);

}**else**{

**return** helper(num,m+1,end);

}

}

}

My Iterative code with similar idea.

**public** **class** **Solution** {

**public** **int** findPeakElement(**int**[] nums) {

**int** lo = 0, hi = nums.length-1;

**while**(lo < hi){

**if**(lo +1== hi)

**return** nums[lo] > nums[hi]? lo : hi;

**int** mid = lo + (hi - lo)/2;

**if**(nums[mid] > nums[mid-1] && nums[mid] > nums[mid+1])

**return** mid;

**else** **if**(nums[mid] > nums[mid-1] && nums[mid] < nums[mid+1])

lo = mid+1;

**else**

hi = mid-1;

}

**return** lo;

}

}

I find it useful to reason about binary search problems using invariants. While there are many solutions posted here, neither of them provide (in my opinion) a good explanation about why they work. I just spent some time thinking about this and I thought it might be a good idea to share my thoughts.

Assume we initialize left = 0, right = nums.length - 1. The invariant I'm using is the following:

**nums[left - 1] < nums[left] && nums[right] > nums[right + 1]**

That basically means that in the current interval we're looking, [left, right] the function started increasing to left and will eventually decrease at right. The behavior between [left, right] falls into the following 3 categories:

1) nums[left] > nums[left + 1]. From the invariant, nums[left - 1] < nums[left] => left is a peak

2) The function is increasing from left to right i.e. nums[left] < nums[left + 1] < .. < nums[right - 1] < nums[right]. From the invariant, nums[right] > nums[right + 1] => right is a peak

3) the function increases for a while and then decreases (in which case the point just before it starts decreasing is a peak) e.g. 2 5 6 3 (6 is the point in question)

As shown, if the invariant above holds, there is at least a peak between [left, right]. Now we need to show 2 things:

I) the invariant is initially true. Since left = 0 and right = nums.length - 1 initially and we know that nums[-1] = nums[nums.length] = -oo, this is obviously true

II) At every step of the loop the invariant gets reestablished. If we consider the code in the loop, we have mid = (left + right) / 2 and the following 2 cases:

a) nums[mid] < nums[mid + 1]. It turns out that the interval [mid + 1, right] respects the invariant (nums[mid] < nums[mid + 1] -> part of the cond + nums[right] > nums[right + 1] -> part of the invariant in the previous loop iteration)

b) nums[mid] > nums[mid + 1]. Similarly, [left, mid] respects the invariant (nums[left - 1] < nums[left] -> part of the invariant in the previous loop iteration and nums[mid] > nums[mid + 1] -> part of the cond)

As a result, the invariant gets reestablished and it will also hold when we exit the loop. In that case we have an interval of length 2 i.e. right = left + 1. If nums[left] > nums[right], using the invariant (nums[left - 1] < nums[left]), we get that left is a peak. Otherwise right is the peak (nums[left] < nums[right] and nums[right] < nums[right + 1] from the invariant).

**public** **int** findPeakElement(**int**[] nums) {

**int** N = nums.length;

**if** (N == 1) {

**return** 0;

}

**int** left = 0, right = N - 1;

**while** (right - left > 1) {

**int** mid = left + (right - left) / 2;

**if** (nums[mid] < nums[mid + 1]) {

left = mid + 1;

} **else** {

right = mid;

}

}

**return** (left == N - 1 || nums[left] > nums[left + 1]) ? left : right;

}

I hope this makes things clear despite the long explanation.

**class** Solution {

**public**:

**int** findPeakElement(**const** **vector**<**int**> &num) {

**int** low = 0, high = num.size() - 1;

**while** (low < high - 1) {

**int** mid = (low + high) / 2;

**if** (num[mid] > num[mid - 1] && num[mid] > num[mid + 1])

**return** mid;

**else** **if** (num[mid] > num[mid + 1])

high = mid - 1;

**else**

low = mid + 1;

}

**return** num[low] > num[high] ? low : high;

}

};

这个写法好，但是要注意是否+1，及是否=的细节

**public** **int** findPeakElement(**int**[] a) {

**int** low = 0, mid = 0, high = a.length - 1;

**while**(low < high) {

mid = low + (high-low)/2;

**if**(a[mid] < a[mid+1]) low = mid+1;

**else** high = mid;

}

**return** low;

}

Key point here is that, at each mid, if you move towards the direction of semi-peak (5,7,x - > move right), you'll end up at some peak.

注意题目中，num[-1] = num[n] = -∞，而且只有一个peak点，说明，数组中的最后两个数是下降的，数组最后的开始两个数是上升的。

### Search Insert Position

[My Submissions](https://leetcode.com/problems/search-insert-position/submissions/)

QuestionEditorial Solution

Total Accepted: **103264** Total Submissions: **276894** Difficulty: **Medium**

Given a sorted array and a target value, return the index if the target is found. If not, return the index where it would be if it were inserted in order.

You may assume no duplicates in the array.

Here are few examples.  
[1,3,5,6], 5 → 2  
[1,3,5,6], 2 → 1  
[1,3,5,6], 7 → 4  
[1,3,5,6], 0 → 0

我的做法，类似找到第一个比target大的index

public int searchInsert(int[] nums, int target) {

int low=0;

int high=nums.length;

while(low<high)

{

int mid=low+(high-low)/2;

if(nums[mid]<target)

{

low=mid+1;

}

else

{

high=mid;

}

}

return low;

}

这个方法也不错，原来常规解法就可以返回目标不存在时的插入index

**public** **int** searchInsert(**int**[] A, **int** target) {

**int** low = 0, high = A.length-1;

**while**(low<=high){

**int** mid = (low+high)/2; // 或者int mid=low+(high-low)/2;

**if**(A[mid] == target) **return** mid;

**else** **if**(A[mid] > target) high = mid-1;

**else** low = mid+1;

}

**return** low;

}

**C++ O(logn) Binary Search that handles duplicate**

If there are duplicate elements equal to target, my code will always return the one with smallest index.

**class** Solution {

**public**:

**int** searchInsert(**vector**<**int**>& nums, **int** target) {

**int** low = 0, high = nums.size()-1;

// Invariant（不变）: the desired index is between [low, high+1]

**while** (low <= high) {

**int** mid = low + (high-low)/2;

**if** (nums[mid] < target)

low = mid+1;

**else**

high = mid-1;

}

// (1) At this point, low > high. That is, low >= high+1

// (2) From the invariant, we know that the index is between [low, high+1], so low <= high+1. Follwing from (1), now we know low == high+1.

// (3) Following from (2), the index is between [low, high+1] = [low, low], which means that low is the desired index

// Therefore, we return low as the answer. You can also return high+1 as the result, since low == high+1

**return** low;

}

};

## 深搜

### Number of Islands

[My Submissions](https://leetcode.com/problems/number-of-islands/submissions/)

QuestionEditorial Solution

Total Accepted: **42005** Total Submissions: **153005** Difficulty: **Medium**

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

***Example 1:***

11110  
11010  
11000  
00000

Answer: 1

***Example 2:***

11000  
11000  
00100  
00011

Answer: 3

**public** **class** Solution {

**private** **int** n;

**private** **int** m;

**public** **int** numIslands(**char**[][] grid) {

**int** count = 0;

n = grid.length;

**if** (n == 0) **return** 0;

m = grid[0].length;

**for** (**int** i = 0; i < n; i++){

**for** (**int** j = 0; j < m; j++)

**if** (grid[i][j] == '1') {

DFSMarking(grid, i, j);

++count;

}

}

**return** count;

}

**private** **void** DFSMarking(**char**[][] grid, **int** i, **int** j) {

**if** (i < 0 || j < 0 || i >= n || j >= m || grid[i][j] != '1') **return**;

grid[i][j] = '0';

DFSMarking(grid, i + 1, j);

DFSMarking(grid, i - 1, j);

DFSMarking(grid, i, j + 1);

DFSMarking(grid, i, j - 1);

}

**public** **class** **NumberofIslands** {

**static** **int**[] dx = {-1,0,0,1};

**static** **int**[] dy = {0,1,-1,0};

**public** **static** **int** numIslands(**char**[][] grid) {

**if**(grid==**null** || grid.length==0) **return** 0;

**int** islands = 0;

**for**(**int** i=0;i<grid.length;i++) {

**for**(**int** j=0;j<grid[i].length;j++) {

**if**(grid[i][j]=='1') {

explore(grid,i,j);

islands++;

}

}

}

**return** islands;

}

**public** **static** **void** explore(**char**[][] grid, **int** i, **int** j) {

grid[i][j]='x';

**for**(**int** d=0;d<dx.length;d++) {

**if**(i+dy[d]<grid.length && i+dy[d]>=0 && j+dx[d]<grid[0].length && j+dx[d]>=0 && grid[i+dy[d]][j+dx[d]]=='1') {

explore(grid,i+dy[d],j+dx[d]);

}

}

}

}

The algorithm works as follow:

1. Scan each cell in the grid.
2. If the cell value is '1' explore that island.
3. Mark the explored island cells with 'x'.
4. Once finished exploring that island, increment islands counter.

The arrays dx[], dy[] store the possible moves from the current cell. Two land cells ['1'] are considered from the same island if they are horizontally or vertically adjacent (possible moves (-1,0),(0,1),(0,-1),(1,0)). Two '1' diagonally adjacent are not considered from the same island.

这个写法不错

遍历图中的每一个元素，是小岛，则计数，同时，基于这个点进行扩散标记（标记成海）

**public** **class** Solution {

**public** **int** numIslands(**char**[][] grid) {

**int** count = 0;

**for** (**int** i = 0; i < grid.length; i++) {

**for** (**int** j = 0; j < grid[i].length; j++) {

**if** (grid[i][j] == '1') {

count++;

clearRestOfLand(grid, i, j);

}

}

}

**return** count;

}

**private** **void** clearRestOfLand(**char**[][] grid, **int** i, **int** j) {

**if** (i < 0 || j < 0 || i >= grid.length || j >= grid[i].length || grid[i][j] == '0') **return**;

grid[i][j] = '0';

clearRestOfLand(grid, i+1, j);

clearRestOfLand(grid, i-1, j);

clearRestOfLand(grid, i, j+1);

clearRestOfLand(grid, i, j-1);

**return**;

}

}

### House Robber III

[My Submissions](https://leetcode.com/problems/house-robber-iii/submissions/)

QuestionEditorial Solution

Total Accepted: **6679** Total Submissions: **18058** Difficulty: **Medium**

The thief has found himself a new place for his thievery again. There is only one entrance to this area, called the "root." Besides the root, each house has one and only one parent house. After a tour, the smart thief realized that "all houses in this place forms a binary tree". It will automatically contact the police if two directly-linked houses were broken into on the same night.

Determine the maximum amount of money the thief can rob tonight without alerting the police.

**Example 1:**

3

/ \

2 3

\ \

3 1

Maximum amount of money the thief can rob = 3 + 3 + 1 = **7**.

**Example 2:**

3

/ \

4 5

/ \ \

1 3 1

Maximum amount of money the thief can rob = 4 + 5 = **9**.

**Step I -- Think naively**

At first glance, the problem exhibits the feature of "optimal substructure": if we want to "rob" maximum amount of money from current binary tree (rooted at "root"), we surely hope that we can do the same to its left and right subtrees.

So going along this line, let's define the function rob(root) which will return the maximum amount of money that we can rob for the binary tree rooted at "root"; the key now is to construct the solution to the original problem from solutions to its subproblems, i.e., how to get rob(root)from rob(root.left), rob(root.right), ... etc.

Apparently the analyses above suggest a recursive solution. And for recursion, it's always worthwhile to figure out the following two properties:

1. Termination condition: when do we know the answer to rob(root) without any calculation? Of course when the tree is empty -- we've got nothing to rob so the amount of money is zero.
2. Recurrence relation: i.e., how to get rob(root) from rob(root.left), rob(root.right), ... etc. From the point of view of the tree root, there are only two scenarios at the end: "root" is robbed or is not. If it is, due to the constraint that "we cannot rob any two directly-linked houses", the next level of subtrees that are available would be the four "grandchild-subtrees" (root.left.left, root.left.right, root.right.left, root.right.right). However if root is not robbed, the next level of available subtrees would just be the two "child-subtrees" (root.left, root.right). We only need to choose the scenario which yields the larger amount of money.

Here is the program for the ideas above:

**public** **int** rob(TreeNode root) {

**if** (root == **null**) {

**return** 0;

}

**int** val = 0;

**if** (root.left != **null**) {

val += rob(root.left.left) + rob(root.left.right);

}

**if** (root.right != **null**) {

val += rob(root.right.left) + rob(root.right.right);

}

**return** Math.max(val + root.val, rob(root.left) + rob(root.right));

}

However the solution runs very slow (1186 ms) and barely got accepted.

**Step II -- Think one step further**

In step I, we only considered the aspect of "optimal substructure", but think little about the possibilities of overlapping of the subproblems. For example, to obtain rob(root), we needrob(root.left), rob(root.right), rob(root.left.left), rob(root.left.right), rob(root.right.left), rob(root.right.right); but to get rob(root.left), we also needrob(root.left.left), rob(root.left.right), similarly for rob(root.right). The naive solution above computed these subproblems repeatedly, which resulted in bad time performance. Now if you recall the two conditions for dynamic programming: "**optimal substructure**" + "**overlapping of subproblems**", we actually have a DP problem. A naive way to implement DP here is to use a hash map to record the results for visited subtrees.

And here is the improved solution:

**public** **int** rob(TreeNode root) {

Map<TreeNode, Integer> **map** = **new** HashMap<>();

**return** robSub(root, **map**);

}

**private** **int** robSub(TreeNode root, Map<TreeNode, Integer> **map**) {

**if** (root == null) **return** 0;

**if** (**map**.containsKey(root)) **return** **map**.get(root);

**int** val = 0;

**if** (root.left != null) {

val += robSub(root.left.left, **map**) + robSub(root.left.right, **map**);

}

**if** (root.right != null) {

val += robSub(root.right.left, **map**) + robSub(root.right.right, **map**);

}

val = Math.max(val + root.val, robSub(root.left, **map**) + robSub(root.right, **map**));

**map**.put(root, val);

**return** val;

}

The runtime is sharply reduced to 9ms, at the expense of O(n) space cost (n is the total number of nodes; stack cost for recursion is not counted).

**Step III -- Think one step back**

In step I, we defined our problem as rob(root), which will yield the maximum amount of money that can be robbed of the binary tree rooted at "root". This leads to the DP problem summarized in step II.

Now let's take one step back and ask why do we have overlapping subproblems? If you trace all the way back to the beginning, you'll find the answer lies in the way how we have definedrob(root). As I mentioned, for each tree root, there are two scenarios: it is robbed or is not.rob(root) does not distinguish between these two cases, so "information is lost as the recursion goes deeper and deeper", which resulted in repeated subproblems.

If we were able to maintain the information about the two scenarios for each tree root, let's see how it plays out. Redefine rob(root) as a new function which will return an array of two elements, the first element of which denotes the maximum amount of money that can be robbed if "root" is **not robbed**, while the second element signifies the maximum amount of money robbed if root is **robbed**.

Let's relate rob(root) to rob(root.left) and rob(root.right), etc. For the 1st element ofrob(root), we only need to sum up the larger elements of rob(root.left) androb(root.right), respectively, since root is not robbed and we are free to rob the left and right subtrees. For the 2nd element of rob(root), however, we only need to add up the 1st elements of rob(root.left) and rob(root.right), respectively, plus the value robbed from "root" itself, since in this case it's guaranteed that we cannot rob the nodes of root.left and root.right.

As you can see, by keeping track of the information of both scenarios, we decoupled the subproblems and the solution essentially boiled down to a greedy one. Here is the program:

**public** **int** rob(TreeNode root) {

**int**[] res = robSub(root);

**return** Math.max(res[0], res[1]);

}

**private** **int**[] robSub(TreeNode root) {

**if** (root == **null**) {

**return** **new** **int**[2];

}

**int**[] left = robSub(root.left);

**int**[] right = robSub(root.right);

**int**[] res = **new** **int**[2];

res[0] = Math.max(left[0], left[1]) + Math.max(right[0], right[1]);

res[1] = root.val + left[0] + right[0];

**return** res;

}

dfs all the nodes of the tree, each node return two number, int[] num, num[0] is the max value while rob this node, num[1] is max value while not rob this value. Current node return value only depend on its children's value. Transform function should be very easy to understand.

**public** **class** **Solution** {

**public** **int** rob(TreeNode root) {

**int**[] num = dfs(root);

**return** Math.max(num[0], num[1]);

}

**private** **int**[] dfs(TreeNode x) {

**if** (x == **null**) **return** **new** **int**[2];

**int**[] left = dfs(x.left);

**int**[] right = dfs(x.right);

**int**[] res = **new** **int**[2];

res[0] = left[1] + right[1] + x.val;

res[1] = Math.max(left[0], left[1]) + Math.max(right[0], right[1]);

**return** res;

}

}

/\*\*

\* Definition for a binary tree node.

\* struct TreeNode {

\* int val;

\* TreeNode \*left;

\* TreeNode \*right;

\* TreeNode(int x) : val(x), left(NULL), right(NULL) {}

\* };

\*/

**class** **Solution** {

**public**:

**int** tryRob(TreeNode\* root, **int**& l, **int**& r) {

**if** (!root)

**return** 0;

**int** ll = 0, lr = 0, rl = 0, rr = 0;

l = tryRob(root->left, ll, lr);

r = tryRob(root->right, rl, rr);

**return** max(root->val + ll + lr + rl + rr, l + r);

}

**int** rob(TreeNode\* root) {

**int** l, r;

**return** tryRob(root, l, r);

}

};

Basically you want to compare which one is bigger between 1) you + sum of your grandchildren and 2) sum of your children. Personally I like my solution better than the most voted solution because I don't need complex data structures like map.

这个解释比较清晰

Let

f1(node) be the value of maximum money we can rob from the subtree with node as root ( we can rob node if necessary).

f2(node) be the value of maximum money we can rob from the subtree with node as root but without robbing node.

Then we have

f2(node) = f1(node.left) + f1(node.right) and

f1(node) = max( f2(node.left)+f2(node.right)+node.value, f2(node) ).

JAVA

**public** **class** **Solution** {

**public** **int** rob(TreeNode root) {

**return** robDFS(root)[1];

}

**int**[] robDFS(TreeNode node){

**int** [] res = **new** **int**[2];

**if**(node==**null**) **return** res;

**int** [] l = robDFS(node.left);

**int** [] r = robDFS(node.right);

res[0] = l[1] + r[1];

res[1] = Math.max(res[0], l[0] + r[0] + node.val);

**return** res;

}

}

**这个写法不错—>超时？**

robInclude 抢；robExclude该点不抢（不同于前面的状态表示，前面f1(node)表示可以抢也可以不抢）

public class Solution {

**public** **int** rob(TreeNode root) {

**if** (root == **null**) **return** 0;

**return** Math.max(robInclude(root), robExclude(root));

}

**public** **int** robInclude(TreeNode node) {

**if**(node == **null**) **return** 0;

**return** robExclude(node.left) + robExclude(node.right) + node.val;

}

**public** **int** robExclude(TreeNode node) {

**if**(node == **null**) **return** 0;

**return** rob(node.left) + rob(node.right);// //其下两个节点随意，可以包含也可以不包含（关键）

}

}

### Course Schedule

[My Submissions](https://leetcode.com/problems/course-schedule/submissions/)

QuestionEditorial Solution

Total Accepted: **36411** Total Submissions: **136566** Difficulty: **Medium**

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, is it possible for you to finish all courses?

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So it is possible.

2, [[1,0],[0,1]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0, and to take course 0 you should also have finished course 1. So it is impossible.

**Note:**  
The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).

[click to show more hints.](https://leetcode.com/problems/course-schedule/)

**Hints:**

1. This problem is equivalent to finding if a cycle exists in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

下面这个写法比较清晰

首先，计算节点的入度。将入度为0的节点入队（因为所有入度不为0的节点不可能是第一个节点）

然后，删去以该点为尾的边，并修改相应点的入度

如果图中有环，则最后会剩下点

**public** boolean canFinish(**int** numCourses, **int**[][] prerequisites) {

**int**[][] matrix = **new** **int**[numCourses][numCourses]; // i -> j

**int**[] indegree = **new** **int**[numCourses];

**for** (**int** i=0; i<prerequisites.length; i++) {

**int** ready = prerequisites[i][0];

**int** pre = prerequisites[i][1];//注意这里的顺序

**if** (matrix[pre][ready] == 0)

indegree[ready]++; //duplicate case

matrix[pre][ready] = 1;//注意这里，不包含在if语句中。用于处理重复输入，构建图。

}

**int** count = 0;

Queue<Integer> **queue** = **new** LinkedList();

**for** (**int** i=0; i<indegree.length; i++) {

**if** (indegree[i] == 0) **queue**.offer(i);

}

**while** (!**queue**.isEmpty()) {

**int** course = **queue**.poll();

count++;

**for** (**int** i=0; i<numCourses; i++) {

**if** (matrix[course][i] != 0) {

**if** (--indegree[i] == 0)

**queue**.offer(i);

}

}

}

**return** count == numCourses;

}

I rewrote the code, I think that would be O(V + E)

// O(V + E)

List<Integer>[] matrix = **new** List[numCourses];

**int**[] indegree = **new** **int**[numCourses];

// E part

**for** (**int**[] pre : prerequisites) {

**int** preCourse = pre[1];

**int** readyCourse = pre[0];

List<Integer> **list** = matrix[preCourse];

**if** (**list** == null) {

**list** = **new** LinkedList<>();

matrix[preCourse] = **list**;

}

**list**.add(readyCourse);

indegree[readyCourse]++;

}

Queue<Integer> **queue** = **new** LinkedList<>();

**for** (**int** i=0; i<numCourses; i++) {

**if** (indegree[i] == 0) **queue**.offer(i);

}

**int** count = 0;

// V part

**while** (!**queue**.isEmpty()) {

**int** vertex = **queue**.poll();

count++;

List<Integer> adjacent = matrix[vertex];

**if** (adjacent == null) **continue**;

**for** (**int** neighbor : adjacent) {

indegree[neighbor]--;

**if** (indegree[neighbor] == 0)

**queue**.offer(neighbor);

}

}

**return** count == numCourses;

According to my code test, BFS is much faster than DFS. From my perspective DFS searches more branches. EX: 1->3->4 //1->5->3 the first branch we need search 3's children, in second we still need to do so.

BFS:

**public** **class** Solution {

**public** boolean canFinish(**int** numCourses, **int**[][] prerequisites) {

ArrayList[] graph = **new** ArrayList[numCourses];

**int**[] degree = **new** **int**[numCourses];

Queue **queue** = **new** LinkedList();

**int** count=0;

**for**(**int** i=0;i<numCourses;i++)

graph[i] = **new** ArrayList();

**for**(**int** i=0; i<prerequisites.length;i++){

degree[prerequisites[i][1]]++;

graph[prerequisites[i][0]].add(prerequisites[i][1]);

}

**for**(**int** i=0; i<degree.length;i++){

**if**(degree[i] == 0){

**queue**.add(i);

count++;

}

}

**while**(**queue**.size() != 0){

**int** course = (**int**)**queue**.poll();

**for**(**int** i=0; i<graph[course].size();i++){

**int** pointer = (**int**)graph[course].get(i);

degree[pointer]--;

**if**(degree[pointer] == 0){

**queue**.add(pointer);

count++;

}

}

}

**if**(count == numCourses)

**return** **true**;

**else**

**return** **false**;

}

}

DFS:

**public** **class** **Solution** {

**public** **boolean** canFinish(**int** numCourses, **int**[][] prerequisites) {

ArrayList[] graph = **new** ArrayList[numCourses];

**for**(**int** i=0;i<numCourses;i++)

graph[i] = **new** ArrayList();

**boolean**[] visited = **new** **boolean**[numCourses];

**for**(**int** i=0; i<prerequisites.length;i++){

graph[prerequisites[i][1]].add(prerequisites[i][0]);

}

**for**(**int** i=0; i<numCourses; i++){

**if**(!dfs(graph,visited,i))

**return** **false**;

}

**return** **true**;

}

**private** **boolean** dfs(ArrayList[] graph, **boolean**[] visited, **int** course){

**if**(visited[course])

**return** **false**;

**else**

visited[course] = **true**;;

**for**(**int** i=0; i<graph[course].size();i++){

**if**(!dfs(graph,visited,(**int**)graph[course].get(i)))

**return** **false**;

}

visited[course] = **false**;

**return** **true**;

}

}

### Course Schedule II

[My Submissions](https://leetcode.com/problems/course-schedule-ii/submissions/)

QuestionEditorial Solution

Total Accepted: **24786** Total Submissions: **118464** Difficulty: **Medium**

There are a total of *n* courses you have to take, labeled from 0 to n - 1.

Some courses may have prerequisites, for example to take course 0 you have to first take course 1, which is expressed as a pair: [0,1]

Given the total number of courses and a list of prerequisite **pairs**, return the ordering of courses you should take to finish all courses.

There may be multiple correct orders, you just need to return one of them. If it is impossible to finish all courses, return an empty array.

For example:

2, [[1,0]]

There are a total of 2 courses to take. To take course 1 you should have finished course 0. So the correct course order is [0,1]

4, [[1,0],[2,0],[3,1],[3,2]]

There are a total of 4 courses to take. To take course 3 you should have finished both courses 1 and 2. Both courses 1 and 2 should be taken after you finished course 0. So one correct course order is [0,1,2,3]. Another correct ordering is[0,2,1,3].

**Note:**  
The input prerequisites is a graph represented by **a list of edges**, not adjacency matrices. Read more about [how a graph is represented](https://www.khanacademy.org/computing/computer-science/algorithms/graph-representation/a/representing-graphs).

[click to show more hints.](https://leetcode.com/problems/course-schedule-ii/)

**Hints:**

1. This problem is equivalent to finding the topological order in a directed graph. If a cycle exists, no topological ordering exists and therefore it will be impossible to take all courses.
2. [Topological Sort via DFS](https://class.coursera.org/algo-003/lecture/52) - A great video tutorial (21 minutes) on Coursera explaining the basic concepts of Topological Sort.
3. Topological sort could also be done via [BFS](http://en.wikipedia.org/wiki/Topological_sorting#Algorithms).

我的做法，和上一题做法一致，用数组存储图，记录中间结果

[**ArrayList**](file:///E:\docsJava\api\java\util\ArrayList.html#ArrayList-int-)(int initialCapacity)

Constructs an empty list with the specified initial capacity.

This question asks for an order in which prerequisite courses must be taken first. This prerequisite relationship reminds one of directed graphs. Then, the problem reduces to find a topological sort order of the courses, which would be a DAG if it has a valid order.

**public** **int**[] findOrder(**int** numCourses, **int**[][] prerequisites) {

**int**[] incLinkCounts = **new** **int**[numCourses];

List<List<Integer>> adjs = **new** ArrayList<>(numCourses);

initialiseGraph(incLinkCounts, adjs, prerequisites);

//return solveByBFS(incLinkCounts, adjs);

**return** solveByDFS(adjs);

}

The first step is to transform it into a directed graph. Since it is likely to be sparse,we use adjacency list graph data structure. 1 -> 2 means 1 must be taken before 2.

**private** **void** initialiseGraph(**int**[] incLinkCounts, List<List<Integer>> adjs, **int**[][] prerequisites){

**int** n = incLinkCounts.length;

**while** (n-- > 0) adjs.add(**new** ArrayList<>());

**for** (**int**[] edge : prerequisites) {

incLinkCounts[edge[0]]++;//该边对应的入度加1

adjs.**get**(edge[1]).add(edge[0]);

}

}

How can we obtain a topological sort order of a DAG?

We observe that if a node has incoming edges, it has prerequisites. Therefore, the first few in the order must be those with no prerequisites, i.e. no incoming edges. Any non-empty DAG must have at least one node without incoming links. You can draw a small graph to convince yourself. If we visit these few and remove all edges attached to them, we are left with a smaller DAG, which is the same problem. This will then give our BFS solution.

**private** **int**[] solveByBFS(**int**[] incLinkCounts, List<List<Integer>> adjs){

**int**[] order = **new** **int**[incLinkCounts.length];

Queue<Integer> toVisit = **new** ArrayDeque<>();

**for** (**int** i = 0; i < incLinkCounts.length; i++) {

**if** (incLinkCounts[i] == 0) toVisit.offer(i);

}

**int** visited = 0;

**while** (!toVisit.isEmpty()) {

**int** **from** = toVisit.poll();

order[visited++] = **from**;

**for** (**int** to : adjs.**get**(**from**)) {

incLinkCounts[to]--;

**if** (incLinkCounts[to] == 0) toVisit.offer(to);

}

}

**return** visited == incLinkCounts.length ? order : **new** **int**[0];

}

Another way to think about it is the last few in the order must be those which are not prerequisites of other courses. Thinking it recursively means if one node has unvisited child node, you should visit them first before you put this node down in the final order array. This sounds like the post-order of a DFS. Since we are putting nodes down in the reverse order, we should reverse it back to correct ordering or use a stack.

**private** **int**[] solveByDFS(List<List<Integer>> adjs) {

BitSet hasCycle = **new** BitSet(1);

BitSet visited = **new** BitSet(adjs.size());

BitSet onStack = **new** BitSet(adjs.size());

Deque<Integer> order = **new** ArrayDeque<>();

**for** (**int** i = adjs.size() - 1; i >= 0; i--) {

**if** (visited.**get**(i) == **false** && hasOrder(i, adjs, visited, onStack, order) == **false**) **return** **new** **int**[0];

}

**int**[] orderArray = **new** **int**[adjs.size()];

**for** (**int** i = 0; !order.isEmpty(); i++) orderArray[i] = order.pop();

**return** orderArray;

}

**private** boolean hasOrder(**int** **from**, List<List<Integer>> adjs, BitSet visited, BitSet onStack, Deque<Integer> order) {

visited.**set**(**from**);

onStack.**set**(**from**);

**for** (**int** to : adjs.**get**(**from**)) {

**if** (visited.**get**(to) == **false**) {

**if** (hasOrder(to, adjs, visited, onStack, order) == **false**) **return** **false**;

} **else** **if** (onStack.**get**(to) == **true**) {

**return** **false**;

}

}

onStack.clear(**from**);

order.push(**from**);

**return** **true**;

}

**public** **class** **Solution** {

**public** **int**[] findOrder(**int** numCourses, **int**[][] prerequisites) {

List<List<Integer>> adj = **new** ArrayList<>(numCourses);

**for** (**int** i = 0; i < numCourses; i++) adj.add(i, **new** ArrayList<>());

**for** (**int** i = 0; i < prerequisites.length; i++) adj.get(prerequisites[i][1]).add(prerequisites[i][0]);

**boolean**[] visited = **new** **boolean**[numCourses];

Stack<Integer> stack = **new** Stack<>();

**for** (**int** i = 0; i < numCourses; i++) {

**if** (!topologicalSort(adj, i, stack, visited, **new** **boolean**[numCourses])) **return** **new** **int**[0];

}

**int** i = 0;

**int**[] result = **new** **int**[numCourses];

**while** (!stack.isEmpty()) {

result[i++] = stack.pop();

}

**return** result;

}

**private** **boolean** topologicalSort(List<List<Integer>> adj, **int** v, Stack<Integer> stack, **boolean**[] visited, **boolean**[] isLoop) {

**if** (visited[v]) **return** **true**;

**if** (isLoop[v]) **return** **false**;

isLoop[v] = **true**;

**for** (Integer u : adj.get(v)) {

**if** (!topologicalSort(adj, u, stack, visited, isLoop)) **return** **false**;

}

visited[v] = **true**;

stack.push(v);

**return** **true**;

}

}

### Reconstruct Itinerary

[My Submissions](https://leetcode.com/problems/reconstruct-itinerary/submissions/)

QuestionEditorial Solution

Total Accepted: **7363** Total Submissions: **31334** Difficulty: **Medium**

Given a list of airline tickets represented by pairs of departure and arrival airports [from, to], reconstruct the itinerary in order. All of the tickets belong to a man who departs from JFK. Thus, the itinerary must begin with JFK.

**Note:**

1. If there are multiple valid itineraries, you should return the itinerary that has the smallest lexical order when read as a single string. For example, the itinerary ["JFK", "LGA"] has a smaller lexical order than ["JFK", "LGB"].
2. All airports are represented by three capital letters (IATA code).
3. You may assume all tickets form at least one valid itinerary.

**Example 1:**  
tickets = [["MUC", "LHR"], ["JFK", "MUC"], ["SFO", "SJC"], ["LHR", "SFO"]]  
Return ["JFK", "MUC", "LHR", "SFO", "SJC"].

**Example 2:**  
tickets = [["JFK","SFO"],["JFK","ATL"],["SFO","ATL"],["ATL","JFK"],["ATL","SFO"]]  
Return ["JFK","ATL","JFK","SFO","ATL","SFO"].  
Another possible reconstruction is ["JFK","SFO","ATL","JFK","ATL","SFO"]. But it is larger in lexical order.

Just Eulerian path. Greedy DFS, building the route backwards when retreating.

More explanation and example under the codes.

Iterative versions inspired by [fangyang](https://leetcode.com/discuss/84706/share-solution-java-greedy-stack-15ms-with-explanation) (I had only thought of recursion, d'oh).

**Java**

**用这个写法**

public List<**String**> findItinerary(String[][] tickets) {

for (String[] ticket : tickets)

targets.computeIfAbsent(ticket[0], k -> new PriorityQueue()).add(ticket[1]);

visit("JFK");

return route;

}

Map<**String,** PriorityQueue<String>> targets = new HashMap<>();

List<**String**> route = new LinkedList();

void visit(String airport) {

while(targets.containsKey(airport) && !targets.get(airport).isEmpty())

visit(targets.get(airport).poll());

route.add(0, airport);

}

Iterative version:

**public** List<String> findItinerary(String[][] tickets) {

Map<String, PriorityQueue<String>> targets = **new** HashMap<>();

**for** (String[] ticket : tickets)

targets.computeIfAbsent(ticket[0], k -> **new** PriorityQueue()).add(ticket[1]);

List<String> route = **new** LinkedList();

Stack<String> **stack** = **new** Stack<>();

**stack**.push("JFK");

**while** (!**stack**.empty()) {

**while** (targets.containsKey(**stack**.peek()) && !targets.get(**stack**.peek()).isEmpty())

**stack**.push(targets.get(**stack**.peek()).poll());

route.add(0, **stack**.pop());

}

**return** route;

}

**Explanation**

First keep going forward until you get stuck. That's a good main path already. Remaining tickets form cycles which are found on the way back and get merged into that main path. By writing down the path backwards when retreating from recursion, merging the cycles into the main path is easy - the end part of the path has already been written, the start part of the path hasn't been written yet, so just write down the cycle now and then keep backwards-writing the path.

Example:

![enter image description here](data:image/png;base64,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)

From JFK we first visit JFK -> A -> C -> D -> A. There we're stuck, so we write down A as the end of the route and retreat back to D. There we see the unused ticket to B and follow it: D -> B -> C -> JFK -> D. Then we're stuck again, retreat and write down the airports while doing so: Write down D before B, then JFK before D, etc. When we're back from our cycle at D, the written route is D -> B -> C -> JFK -> D -> A. Then we retreat further along the original path, prepending C, A and finally JFK to the route, ending up with the route JFK -> A -> C -> D -> B -> C -> JFK -> D -> A.

Noticed some folks are using Hierholzer's algorithm to find a Eulerian path.

My solution is similar, considering this passenger has to be physically in one place before move to another airport, we are considering using up all tickets and choose lexicographically smaller solution if in tie as two constraints.

Thinking as that passenger, the passenger choose his/her flight greedy as the lexicographical order, once he/she figures out go to an airport without departure with more tickets at hand. the passenger will push current ticket in a stack and look at whether it is possible for him/her to travel to other places from the airport on his/her way.

Please let me know if you have any suggestions.

public List<**String**> findItinerary(String[][] tickets) {

List<**String**> ans = new ArrayList<**String**>();

if(tickets == null || tickets.length == 0) return ans;

Map<**String,** PriorityQueue<String>> ticketsMap = new HashMap<>();

for(int i = 0; i < tickets.length; i++) {

if(!ticketsMap.containsKey(tickets[i][0])) ticketsMap.put(tickets[i][0], new PriorityQueue<String>());

ticketsMap.get(tickets[i][0]).add(tickets[i][1]);

}

String curr = "JFK";

Stack<**String**> drawBack = new Stack<**String**>();

for(int i = 0; i < tickets.length; i++) {

while(!ticketsMap.containsKey(curr) || ticketsMap.get(curr).isEmpty()) {

drawBack.push(curr);

curr = ans.remove(ans.size()-1);

}

ans.add(curr);

curr = ticketsMap.get(curr).poll();

}

ans.add(curr);

while(!drawBack.isEmpty()) ans.add(drawBack.pop());

return ans;

}

**public** **class** Solution {

**public** List<String> findItinerary(String[][] tickets) {

ArrayList<String> result = **new** ArrayList<String>();

**if**(tickets == null || tickets.length == 0){

**return** result;

}

**int** total = tickets.length + 1;

HashMap<String, ArrayList<String>> **map** = **new** HashMap<String, ArrayList<String>>();

**for**(**int** i = 0; i < tickets.length; i++){

**if**(**map**.containsKey(tickets[i][0])){

ArrayList<String> tmp = **map**.get(tickets[i][0]);

listAdd(tickets[i][1], tmp);

}

**else**{

ArrayList<String> tmp = **new** ArrayList<String>();

tmp.add(tickets[i][1]);

**map**.put(tickets[i][0], tmp);

}

}

result.add("JFK");

itineraryHelper("JFK", **map**, result, total, 1);

**return** result;

}

**public** boolean itineraryHelper(String current, HashMap<String, ArrayList<String>> **map**, ArrayList<String> result, **int** total, **int** num){

**if**(num >= total){

**return** **true**;

}

**if**(!**map**.containsKey(current) || **map**.get(current).size() == 0){

**return** **false**;

}

ArrayList<String> curList = **map**.get(current);

**int** i = 0;

**while**(i < curList.size()){

String next = curList.remove(i);

result.add(next);

**if**(itineraryHelper(next, **map**, result, total, num + 1)){

**return** **true**;

}

result.remove(result.size() - 1);

listAdd(next, curList);

i++;

}

**return** **false**;

}

**public** **void** listAdd(String value, ArrayList<String> **list**){

**if**(**list**.size() == 0){

**list**.add(value);

**return**;

}

**else**{

**int** i = 0;

**while**(i < **list**.size()){

**if**(value.compareTo(**list**.get(i)) <= 0){

**list**.add(i, value);

**return**;

}

i++;

}

**list**.add(value);

**return**;

}

}

}

解法II 欧拉通路（Eulerian path）：参考链接：https://leetcode.com/discuss/84659/short-ruby-python-java-c

将机场视为顶点，机票视为看做有向边，可以构成一个有向图。

通过图（无向图或有向图）中所有边且每边仅通过一次的通路称为欧拉通路，相应的回路称为欧拉回路。具有欧拉回路的图称为欧拉图（Euler Graph），具有欧拉通路而无欧拉回路的图称为半欧拉图。

因此题目的实质就是从JFK顶点出发寻找欧拉通路，可以利用Hierholzer算法。

### Clone Graph

[My Submissions](https://leetcode.com/problems/clone-graph/submissions/)

QuestionEditorial Solution

Total Accepted: **63961** Total Submissions: **257443** Difficulty: **Medium**

Clone an undirected graph. Each node in the graph contains a label and a list of its neighbors.

**OJ's undirected graph serialization:**

Nodes are labeled uniquely.

We use # as a separator for each node, and , as a separator for node label and each neighbor of the node.

As an example, consider the serialized graph {0,1,2#1,2#2,2}.

The graph has a total of three nodes, and therefore contains three parts as separated by #.

1. First node is labeled as 0. Connect node 0 to both nodes 1 and 2.
2. Second node is labeled as 1. Connect node 1 to node 2.
3. Third node is labeled as 2. Connect node 2 to node 2 (itself), thus forming a self-cycle.

Visually, the graph looks like the following:

1

/ \

/ \

0 --- 2

/ \

\\_/

**注意要使用map，同时因为每个数字编号是唯一的。不适用缓存直接做，会导致陷入死循环，堆栈溢出**

**public** **class** **Solution** {

**private** HashMap<Integer, UndirectedGraphNode> map = **new** HashMap<>();

**public** UndirectedGraphNode cloneGraph(UndirectedGraphNode node) {

**return** **clone**(node);

}

**private** UndirectedGraphNode **clone**(UndirectedGraphNode node) {

**if** (node == **null**) **return** **null**;

**if** (map.containsKey(node.label)) {

**return** map.get(node.label);

}

UndirectedGraphNode **clone** = **new** UndirectedGraphNode(node.label);

map.put(**clone**.label, **clone**);//需要注意这个的顺序

**for** (UndirectedGraphNode neighbor : node.neighbors) {

**clone**.neighbors.add(**clone**(neighbor));

}

**return** **clone**;

}

}

## 宽搜

### Surrounded Regions

[My Submissions](https://leetcode.com/problems/surrounded-regions/submissions/)

QuestionEditorial Solution

Total Accepted: **51178** Total Submissions: **319242** Difficulty: **Medium**

Given a 2D board containing 'X' and 'O', capture all regions surrounded by 'X'.

A region is captured by flipping all 'O's into 'X's in that surrounded region.

For example,

X X X X

X O O X

X X O X

X O X X

After running your function, the board should be:

X X X X

X X X X

X X X X

X O X X

* First, check the four border of the matrix. If there is a element is 'O', alter it and all its neighbor 'O' elements to '1'.
* Then ,alter all the 'O' to 'X'
* At last,alter all the '1' to 'O'

For example:

X X X X X X X X X X X X

X X O X -> X X O X -> X X X X

X O X X X 1 X X X O X X

X O X X X 1 X X X O X X

**class** Solution {

**public**:

**void** solve(**vector**<**vector**<**char**>>& board) {

**int** i,j;

**int** row=board.size();

**if**(!row)

**return**;

**int** col=board[0].size();

**for**(i=0;i<row;i++){

check(board,i,0,row,col);

**if**(col>1)

check(board,i,col-1,row,col);

}

**for**(j=1;j+1<col;j++){

check(board,0,j,row,col);

**if**(row>1)

check(board,row-1,j,row,col);

}

**for**(i=0;i<row;i++)

**for**(j=0;j<col;j++)

**if**(board[i][j]=='O')

board[i][j]='X';

**for**(i=0;i<row;i++)

**for**(j=0;j<col;j++)

**if**(board[i][j]=='1')

board[i][j]='O';

}

**void** check(**vector**<**vector**<**char**> >&vec,**int** i,**int** j,**int** row,**int** col){

**if**(vec[i][j]=='O'){

vec[i][j]='1';

**if**(i>1)

check(vec,i-1,j,row,col);

**if**(j>1)

check(vec,i,j-1,row,col);

**if**(i+1<row)

check(vec,i+1,j,row,col);

**if**(j+1<col)

check(vec,i,j+1,row,col);

}

}

};

The algorithm is quite simple: Use BFS starting from 'O's on the boundary and mark them as 'B', then iterate over the whole board and mark 'O' as 'X' and 'B' as 'O'.

**void** bfsBoundary(**vector**<**vector**<**char**> >& board, **int** w, **int** l)

{

**int** width = board.size();

**int** length = board[0].size();

**deque**<pair<**int**, **int**> > q;

q.push\_back(make\_pair(w, l));

board[w][l] = 'B';

**while** (!q.empty()) {

pair<**int**, **int**> cur = q.front();

q.pop\_front();

pair<**int**, **int**> adjs[4] = {{cur.first-1, cur.second},

{cur.first+1, cur.second},

{cur.first, cur.second-1},

{cur.first, cur.second+1}};

**for** (**int** i = 0; i < 4; ++i)

{

**int** adjW = adjs[i].first;

**int** adjL = adjs[i].second;

**if** ((adjW >= 0) && (adjW < width) && (adjL >= 0)

&& (adjL < length)

&& (board[adjW][adjL] == 'O')) {

q.push\_back(make\_pair(adjW, adjL));

board[adjW][adjL] = 'B';

}

}

}

}

**void** solve(**vector**<**vector**<**char**> > &board) {

**int** width = board.size();

**if** (width == 0) //Add this to prevent run-time error!

**return**;

**int** length = board[0].size();

**if** (length == 0) // Add this to prevent run-time error!

**return**;

**for** (**int** i = 0; i < length; ++i)

{

**if** (board[0][i] == 'O')

bfsBoundary(board, 0, i);

**if** (board[width-1][i] == 'O')

bfsBoundary(board, width-1, i);

}

**for** (**int** i = 0; i < width; ++i)

{

**if** (board[i][0] == 'O')

bfsBoundary(board, i, 0);

**if** (board[i][length-1] == 'O')

bfsBoundary(board, i, length-1);

}

**for** (**int** i = 0; i < width; ++i)

{

**for** (**int** j = 0; j < length; ++j)

{

**if** (board[i][j] == 'O')

board[i][j] = 'X';

**else** **if** (board[i][j] == 'B')

board[i][j] = 'O';

}

}

}

Note that one of the test cases is when the board is empty. So if you don't check it in your code, you will encounter an run-time error.

Java DFS + boundary cell turning solution, simple and clean code, commented.

这个思路和第一种做法一样。

从四周开始判断有无‘O’，如果有，则一定无法被X包围，所以先对其标记为\*

再将剩下的无法延伸到的O标记为X

**public** **void** solve(**char**[][] board) {

**if** (board.length == 0 || board[0].length == 0)

**return**;

**if** (board.length < 2 || board[0].length < 2)

**return**;

**int** m = board.length, n = board[0].length;

//Any 'O' connected to a boundary can't be turned to 'X', so ...

//Start from first and last column, turn 'O' to '\*'.

**for** (**int** i = 0; i < m; i++) {

**if** (board[i][0] == 'O')

boundaryDFS(board, i, 0);

**if** (board[i][n-1] == 'O')

boundaryDFS(board, i, n-1);

}

//Start from first and last row, turn '0' to '\*'

**for** (**int** j = 0; j < n; j++) {

**if** (board[0][j] == 'O')

boundaryDFS(board, 0, j);

**if** (board[m-1][j] == 'O')

boundaryDFS(board, m-1, j);

}

//post-prcessing, turn 'O' to 'X', '\*' back to 'O', keep 'X' intact.

**for** (**int** i = 0; i < m; i++) {

**for** (**int** j = 0; j < n; j++) {

**if** (board[i][j] == 'O')

board[i][j] = 'X';

**else** **if** (board[i][j] == '\*')

board[i][j] = 'O';

}

}

}

//Use DFS algo to turn internal however boundary-connected 'O' to '\*';

//如果这个点（i，j）是O，则取判断这个点的上下左右是否为O，如果是则深搜进行标记

**private** **void** boundaryDFS(**char**[][] board, **int** i, **int** j) {

**if** (i < 0 || i > board.length - 1 || j <0 || j > board[0].length - 1)

**return**;

**if** (board[i][j] == 'O')

board[i][j] = '\*';

**if** (i > 1 && board[i-1][j] == 'O')

boundaryDFS(board, i-1, j);

**if** (i < board.length - 2 && board[i+1][j] == 'O')

boundaryDFS(board, i+1, j);

**if** (j > 1 && board[i][j-1] == 'O')

boundaryDFS(board, i, j-1);

**if** (j < board[i].length - 2 && board[i][j+1] == 'O' )

boundaryDFS(board, i, j+1);

}

### Minimum Height Trees

[My Submissions](https://leetcode.com/problems/minimum-height-trees/submissions/)

QuestionEditorial Solution

Total Accepted: **10357** Total Submissions: **38868** Difficulty: **Medium**

For a undirected graph with tree characteristics, we can choose any node as the root. The result graph is then a rooted tree. Among all possible rooted trees, those with minimum height are called minimum height trees (MHTs). Given such a graph, write a function to find all the MHTs and return a list of their root labels.

**Format**  
The graph contains n nodes which are labeled from 0 to n - 1. You will be given the number n and a list of undirected edges (each edge is a pair of labels).

You can assume that no duplicate edges will appear in edges. Since all edges are undirected, [0, 1] is the same as [1, 0] and thus will not appear together in edges.

**Example 1:**

Given n = 4, edges = [[1, 0], [1, 2], [1, 3]]

0

|

1

/ \

2 3

return [1]

**Example 2:**

Given n = 6, edges = [[0, 3], [1, 3], [2, 3], [4, 3], [5, 4]]

0 1 2

\ | /

3

|

4

|

5

return [3, 4]

**Hint:**

1. How many MHTs can a graph have at most?

**Note**:

(1) According to the [definition of tree on Wikipedia](https://en.wikipedia.org/wiki/Tree_(graph_theory)): “a tree is an undirected graph in which any two vertices are connected by *exactly* one path. In other words, any connected graph without simple cycles is a tree.”

(2) The height of a rooted tree is the number of edges on the longest downward path between the root and a leaf.

**See**[**here for a better view**](http://algobox.org/minimum-height-trees/)

First let's review some statement for tree in graph theory:

*(1) A tree is an undirected graph in which any two vertices are connected by exactly one path.*

*(2) Any connected graph who has n nodes with n-1 edges is a tree.*

*(3) The degree of a vertex of a graph is the number of edges incident to the vertex.*

*(4) A leaf is a vertex of degree 1. An internal vertex is a vertex of degree at least 2.*

*(5) A path graph is a tree with two or more vertices that is not branched at all.*

*(6) A tree is called a rooted tree if one vertex has been designated the root.*

*(7) The height of a rooted tree is the number of edges on the longest downward path between root and a leaf.*

OK. Let's stop here and look at our problem.

Our problem want us to find the minimum height trees and return their root labels. First we can think about a simple case -- a path graph.

For a path graph of n nodes, find the minimum height trees is trivial. Just designate the middle point(s) as roots.

Despite its triviality, let design a algorithm to find them.

Suppose we don't know n, nor do we have random access of the nodes. We have to traversal. It is very easy to get the idea of two pointers. One from each end and move at the same speed. When they meet or they are one step away, (depends on the parity of n), we have the roots we want.

This gives us a lot of useful ideas to crack our real problem.

For a tree we can do some thing similar. We start from every end, by end we mean vertex of degree 1 (aka leaves). We let the pointers move the same speed. When two pointers meet, we keep only one of them, until the last two pointers meet or one step away we then find the roots.

It is easy to see that the last two pointers are from the two ends of the longest path in the graph.

The actual implementation is similar to the BFS topological sort. Remove the leaves, update the degrees of inner vertexes. Then remove the new leaves. Doing so level by level until there are 2 or 1 nodes left. What's left is our answer!

The time complexity and space complexity are both O(n).

Note that for a tree we always have V = n, E = n-1.

**Java**

|  |
| --- |
| static <T> [**List**](file:///E:\docsJava\api\java\util\List.html)<T> |
| [singletonList](file:///E:\docsJava\api\java\util\Collections.html#singletonList-T-)(T o)  Returns an immutable list containing only the specified object.  **Set**  boolean  [**remove**](file:///E:\docsJava\api\java\util\Set.html#remove-java.lang.Object-)([**Object**](file:///E:\docsJava\api\java\lang\Object.html) o)  Removes the specified element from this set if it is present (optional operation). |

**List**

E remove(int index)

Removes the element at the specified position in this list (optional operation).

boolean remove(Object o)

Removes the first occurrence of the specified element from this list, if it is present (optional operation).

Interator主要用于遍历Collection集合中的元素

**public** List<Integer> findMinHeightTrees(**int** n, **int**[][] edges) {

**if** (n == 1) **return** Collections.singletonList(0);

List<Set<Integer>> adj = **new** ArrayList<>(n);

**for** (**int** i = 0; i < n; ++i) adj.add(**new** HashSet<>());

**for** (**int**[] edge : edges) {

adj.**get**(edge[0]).add(edge[1]);

adj.**get**(edge[1]).add(edge[0]);

}

List<Integer> leaves = **new** ArrayList<>();

**for** (**int** i = 0; i < n; ++i)

**if** (adj.**get**(i).size() == 1) leaves.add(i);

**while** (n > 2) {

n -= leaves.size();

List<Integer> newLeaves = **new** ArrayList<>();//这个分层的写法也要注意

**for** (**int** i : leaves) {

**int** j = adj.**get**(i).iterator().next();

adj.**get**(j).remove(i);

// int j=list.get(i).get(0); 如果用List不用Set，可以这样处理

//list.get(j).remove((Integer)i);//注意这里，如果不是Integer类型则会应用到移除i索引处的元素

**if** (adj.**get**(j).size() == 1) newLeaves.add(j);

}

leaves = newLeaves;

}

**return** leaves;

}

// Runtime: 53 ms

I am sharing two of my solutions, one is based on the longest path, and the other is related to Tree DP.

**Longest Path**

It is easy to see that the root of an MHT has to be the middle point (or two middle points) of the longest path of the tree. Though multiple longest paths can appear in an unrooted tree, they must share the same middle point(s).

Computing the longest path of a unrooted tree can be done, in O(n) time, by tree dp, or simply 2 tree traversals (dfs or bfs). The following is some thought of the latter.

Randomly select a node x as the root, do a dfs/bfs to find the node y that has the longest distance from x. Then y must be one of the endpoints on some longest path. Let y the new root, and do another dfs/bfs. Find the node z that has the longest distance from y.

Now, the path from y to z is the longest one, and thus its middle point(s) is the answer. [Java Solution](https://github.com/lydxlx1/LeetCode/blob/master/src/_310.java)

**Tree DP**

Alternatively, one can solve this problem directly by tree dp. Let dp[i] be the height of the tree when the tree root is i. We compute dp[0] ... dp[n - 1] by tree dp in a dfs manner.

Arbitrarily pick a node, say node 0, as the root, and do a dfs. When we reach a node u, and let T be the subtree by removing all u's descendant (see the right figure below). We maintain a variable acc that keeps track of the length of the longest path in T with one endpoint being u. Then dp[u] = max(height[u], acc) Note, acc is 0 for the root of the tree.

| |

. .

/|\ /|\

\* u \* \* u \*

/|\

/ | \

\* v \*

. denotes a single node, and \* denotes a subtree (possibly empty).

Now it remains to calculate the new acc for any of u's child, v. It is easy to see that the new acc is the max of the following

1. acc + 1 --- extend the previous path by edge uv;
2. max(height[v'] + 2), where v != v' --- see below for an example.
3. u
4. /|
5. / |
6. v' v
7. |
8. .
9. .
10. .
11. |
12. .

In fact, the second case can be computed in O(1) time instead of spending a time proportional to the degree of u. Otherwise, the runtime can be quadratic when the degree of some node is Omega(n). The trick here is to maintain two heights of each node, the largest height (the conventional height), and the second largest height (the height of the node after removing the branch w.r.t. the largest height).

Therefore, after the dfs, all dp[i]'s are computed, and the problem can be answered trivially. The total runtime is still O(n). [Java Solution](https://github.com/lydxlx1/LeetCode/blob/master/src/_310_1.java)

### Word Ladder II

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/word-ladder-ii/submissions/)

* Total Accepted: **49311**
* Total Submissions: **358978**
* Difficulty: **Hard**

Given two words (*beginWord* and *endWord*), and a dictionary's word list, find all shortest transformation sequence(s) from *beginWord* to*endWord*, such that:

1. Only one letter can be changed at a time
2. Each intermediate word must exist in the word list

For example,

Given:  
*beginWord* = "hit"  
*endWord* = "cog"  
*wordList* = ["hot","dot","dog","lot","log"]

Return

[

["hit","hot","dot","dog","cog"],

["hit","hot","lot","log","cog"]

]

**Note:**

* All words have the same length.
* All words contain only lowercase alphabetic characters.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

Hide Tags

[Array](https://leetcode.com/tag/array/) [Backtracking](https://leetcode.com/tag/backtracking/) [Breadth-first Search](https://leetcode.com/tag/breadth-first-search/) [String](https://leetcode.com/tag/string/)

窗体顶端

窗体底端

The solution contains two steps 1 Use BFS to construct a graph. 2. Use DFS to construct the paths from end to start.Both solutions got AC within 1s.

The first step BFS is quite important. I summarized three tricks

1) Using a **MAP** to store the min ladder of each word, or use a **SET** to store the words visited in current ladder, when the current ladder was completed, delete the visited words from unvisited. That's why I have two similar solutions.

2) Use **Character iteration** to find all possible paths. Do not compare one word to all the other words and check if they only differ by one character.

3) One word is allowed to be inserted into the queue only **ONCE**. See my comments.

这个写法不错

1，重点是ladder存放单词到int的map。

每一轮，step++；

当出现与end相同的new\_word时，记录min=step。

下一轮当step>min时结束整个循环

2，用map存放单词到list的映射。用来回溯序列。

3，整体采用宽搜，使用队列。

public class Solution {

Map<String,List<String>> map;

List<List<String>> results;

public List<List<String>> findLadders(String start, String end, Set<String> dict) {

results= new ArrayList<List<String>>();

if (dict.size() == 0)

return results;

int min=Integer.MAX\_VALUE;

Queue<String> queue= new ArrayDeque<String>();

queue.add(start);

map = new HashMap<String,List<String>>();

Map<String,Integer> ladder = new HashMap<String,Integer>();

for (String string:dict)

ladder.put(string, Integer.MAX\_VALUE);

ladder.put(start, 0);

dict.add(end);

//BFS: Dijisktra search

while (!queue.isEmpty()) {

String word = queue.poll();

int step = ladder.get(word)+1;//'step' indicates how many steps are needed to travel to one word.

if (step>min) break;

for (int i = 0; i < word.length(); i++){//单词每次只改变一位

StringBuilder builder = new StringBuilder(word);

for (char ch='a'; ch <= 'z'; ch++){

builder.setCharAt(i,ch);

String new\_word=builder.toString();

if (ladder.containsKey(new\_word)) {

if (step>ladder.get(new\_word))//Check if it is the shortest path to one word. 如果曾经访问过这个词，则跳过

continue;

else if (step<ladder.get(new\_word)){

queue.add(new\_word);

ladder.put(new\_word, step);

}else;// It is a KEY line. If one word already appeared in one ladder,

// Do not insert the same word inside the queue twice. Otherwise it gets TLE.

if (map.containsKey(new\_word)) //Build adjacent Graph

map.get(new\_word).add(word);

else{

List<String> list= new LinkedList<String>();

list.add(word);

map.put(new\_word,list);

//It is possible to write three lines in one:

//map.put(new\_word,new LinkedList<String>(Arrays.asList(new String[]{word})));

//Which one is better?

}

if (new\_word.equals(end))

min=step;

}//End if dict contains new\_word

}//End:Iteration from 'a' to 'z'

}//End:Iteration from the first to the last

}//End While

//BackTracking

LinkedList<String> result = new LinkedList<String>();

backTrace(end,start,result);

return results;

}

private void backTrace(String word,String start,List<String> list){

if (word.equals(start)){

list.add(0,start);

results.add(new ArrayList<String>(list));

list.remove(0);

return;

}

list.add(0,word);

if (map.get(word)!=null)

for (String s:map.get(word))

backTrace(s,start,list);

list.remove(0);

}

}

Another solution using two sets. This is similar to the answer in the most viewed thread. While I found my solution more readable and efficient.

public class Solution {

List<List<String>> results;

List<String> list;

Map<String,List<String>> map;

public List<List<String>> findLadders(String start, String end, Set<String> dict) {

results= new ArrayList<List<String>>();

if (dict.size() == 0)

return results;

int curr=1,next=0;

boolean found=false;

list = new LinkedList<String>();

map = new HashMap<String,List<String>>();

Queue<String> queue= new ArrayDeque<String>();

Set<String> unvisited = new HashSet<String>(dict);

Set<String> visited = new HashSet<String>();

queue.add(start);

unvisited.add(end);

unvisited.remove(start);

//BFS

while (!queue.isEmpty()) {

String word = queue.poll();

curr--;

for (int i = 0; i < word.length(); i++){

StringBuilder builder = new StringBuilder(word);

for (char ch='a'; ch <= 'z'; ch++){

builder.setCharAt(i,ch);

String new\_word=builder.toString();

if (unvisited.contains(new\_word)){

//Handle queue

if (visited.add(new\_word)){//Key statement,Avoid Duplicate queue insertion

next++;

queue.add(new\_word);

}

if (map.containsKey(new\_word))//Build Adjacent Graph

map.get(new\_word).add(word);

else{

List<String> l= new LinkedList<String>();

l.add(word);

map.put(new\_word, l);

}

if (new\_word.equals(end)&&!found) found=true;

}

}//End:Iteration from 'a' to 'z'

}//End:Iteration from the first to the last

if (curr==0){

if (found) break;

curr=next;

next=0;

unvisited.removeAll(visited);

visited.clear();

}

}//End While

backTrace(end,start);

return results;

}

private void backTrace(String word,String start){

if (word.equals(start)){

list.add(0,start);

results.add(new ArrayList<String>(list));

list.remove(0);

return;

}

list.add(0,word);

if (map.get(word)!=null)

for (String s:map.get(word))

backTrace(s,start);

list.remove(0);

}

}

For your first solution, in the backTrace function, how do you make sure the paths being put in result are shortest paths?

It is a Directed Graph, all the path starts from the'end' and ends at'start'. All of them are the shortest, otherwise it wll not be added to the graph.

if dict.size()== 0 return an empty list.

Nice answer. But for your first solution can you explain me how the ‘end’ is added to map as a key for latter backtrace? Since the ladder in initialized before the end is added to the dict, In the nested for loops, you check if the new\_word is in ladder and then add it to the map as key. There should be no way for the end to be added because it is not even in the ladder.

I know it work but I just couldn’t figure it out.

Hi, nice solution, but seems that line

dict.add(end);

should be before the for loop, otherwise the graph doesn't contain end at all. It will pass OJ through, probably because in all test cases dict already contains end

Can't agree with you more! It seems like that the OJ doesn't include sample test case.

Hi, thank you for sharing, but I have a little double about your first solution. In your first solution, you use a map : String -> List of Strings to store the shortest path from start to the current word. But what if there are multiple shortest paths out there? Because you use the map to backtrack the final results, I'm afraid you may miss some of the paths due to the reason that you only record one of the shortest paths for every word?

Hi, it seems to me that the map does not really store the shortest path from start to the current word. Instead, as suggested by the code comment, the map stores an adjacency list (to represent a directed graph). Then the directed graph is used to construct the shortest paths.

## 设计

### Implement Queue using Stacks

[My Submissions](https://leetcode.com/problems/implement-queue-using-stacks/submissions/)

QuestionEditorial Solution

Total Accepted: **40159** Total Submissions: **118336** Difficulty: **Easy**

Implement the following operations of a queue using stacks.

* push(x) -- Push element x to the back of queue.
* pop() -- Removes the element from in front of queue.
* peek() -- Get the front element.
* empty() -- Return whether the queue is empty.

**Notes:**

* You must use *only* standard operations of a stack -- which means only push to top, peek/pop from top, size, and is empty operations are valid.
* Depending on your language, stack may not be supported natively. You may simulate a stack by using a list or deque (double-ended queue), as long as you use only standard operations of a stack.
* You may assume that all operations are valid (for example, no pop or peek operations will be called on an empty queue).

书

class MyQueue {

LinkedList<Integer> stack1=new LinkedList<Integer>();

LinkedList<Integer> stack2=new LinkedList<Integer>();

// Push element x to the back of queue.

public void push(int x) {

stack1.push(x);

}

// Removes the element from in front of queue.

public void pop() {

if(stack2.isEmpty())

{

shift();

}

stack2.pop();

}

public void shift()

{

while(!stack1.isEmpty())

{

stack2.push(stack1.pop());

}

}

// Get the front element.

public int peek() {

if(stack2.isEmpty())

{

shift();

}

return stack2.peek();

}

// Return whether the queue is empty.

public boolean empty() {

return stack1.isEmpty() && stack2.isEmpty();

}

}

**Java**

**class** **MyQueue** {

Stack<Integer> input = **new** Stack();

Stack<Integer> output = **new** Stack();

**public** **void** push(**int** x) {

input.push(x);

}

**public** **void** pop() {

peek();

output.pop();

}

**public** **int** peek() {

**if** (output.empty())

**while** (!input.empty())

output.push(input.pop());

**return** output.peek();

}

**public** **boolean** empty() {

**return** input.empty() && output.empty();

}

}

### Implement Stack using Queues

[My Submissions](https://leetcode.com/problems/implement-stack-using-queues/submissions/)

QuestionEditorial Solution

Total Accepted: **36651** Total Submissions: **119904** Difficulty: **Easy**

Implement the following operations of a stack using queues.

* push(x) -- Push element x onto stack.
* pop() -- Removes the element on top of the stack.
* top() -- Get the top element.
* empty() -- Return whether the stack is empty.

**Notes:**

* You must use *only* standard operations of a queue -- which means only push to back, peek/pop from front, size, and is empty operations are valid.
* Depending on your language, queue may not be supported natively. You may simulate a queue by using a list or deque (double-ended queue), as long as you use only standard operations of a queue.
* You may assume that all operations are valid (for example, no pop or top operations will be called on an empty stack).

**Update (2015-06-11):**  
The class name of the **Java** function had been updated to **MyStack** instead of Stack.

每次放入元素时，将队列中的元素依次pop并入队（除新加入元素外）

**class** Stack {

**public**:

**queue**<**int**> que;

// Push element x onto stack.

**void** push(**int** x) {

que.push(x);

**for**(**int** i=0;i<que.size()-1;++i){

que.push(que.front());

que.pop();

}

}

// Removes the element on top of the stack.

**void** pop() {

que.pop();

}

// Get the top element.

**int** top() {

**return** que.front();

}

// Return whether the stack is empty.

**bool** empty() {

**return** que.empty();

}

};

**Only push is O(n), others are O(1). Using one queue. Combination of two shared solutions**

**class** MyStack

{

Queue<Integer> **queue**;

**public** MyStack()

{

**this**.**queue**=**new** LinkedList<Integer>();

}

// Push element x onto stack.

**public** **void** push(**int** x)

{

**queue**.add(x);

**for**(**int** i=0;i<**queue**.size()-1;i++)

{

**queue**.add(**queue**.poll());

}

}

// Removes the element on top of the stack.

**public** **void** pop()

{

**queue**.poll();

}

// Get the top element.

**public** **int** top()

{

**return** **queue**.peek();

}

// Return whether the stack is empty.

**public** boolean empty()

{

**return** **queue**.isEmpty();

}

}

Then, two queue ways.

1 Push method is inefficient.

保持一个队列为空，push时，将新元素放入空队列，再将另一个队列中的元素push进这个队列。

when you push an element, choose one empty queue(whichever when both are empty) to add this element, and then push all elements of the other queue into the chosen queue. After that, the newest element is at the head of the chosen queue so that whenever you want to do pop() or top(), you always get the newest element.

For example,

push(1):

[ , ,1] [ , , ]

push(2):

[ , , ] [ ,1,2]

push(3):

[ 1, 2,3 ] [ , , ]

**class** **MyStack** {

//using two queue. The push is inefficient.

**private** Queue<Integer> q1 = **new** LinkedList<Integer>();

**private** Queue<Integer> q2 = **new** LinkedList<Integer>();

**public** **void** push(**int** x) {

**if**(q1.isEmpty()) {

q1.add(x);

**for**(**int** i = 0; i < q2.size(); i ++)

q1.add(q2.poll());

}**else** {

q2.add(x);

**for**(**int** i = 0; i < q1.size(); i++)

q2.add(q1.poll());

}

}

**public** **void** pop() {

**if**(!q1.isEmpty())

q1.poll();

**else**

q2.poll();

}

**public** **int** top() {

**return** q1.isEmpty() ? q2.peek() : q1.peek();

}

**public** **boolean** empty() {

**return** q1.isEmpty() && q2.isEmpty();

}

}

2 pop() and top() are inefficient

始终保持一个队列是空的

When you push elements, choose a queue which is not empty(whichever when both are empty). When you do pop() or top(), first pop all elements of the queue except the tail into another empty queue, and then pop the tail which is your want.

For example:

push(1):

[ , , 1] [ , , ]

push(2):

[ ,2,1] [ , , ]

top();

[ , , 2] [ , ,1] -> [ , , ] [ ,2,1]

pop():

[ , , 1] [ , ,2] -> [ , ,1] [ , , ]

push(3) :

[ ,3,1] [ , , ]

**class** **MyStack**{

//using two queue. The pop and top are inefficient.

**private** Queue<Integer> q1 = **new** LinkedList<Integer>();

**private** Queue<Integer> q2 = **new** LinkedList<Integer>();

**public** **void** push(**int** x) {

**if**(!q1.isEmpty())

q1.add(x);

**else**

q2.add(x);

}

**public** **void** pop() {

**if**(q1.isEmpty()) {

**int** size = q2.size();

**for**(**int** i = 1; i < size; i ++) {

q1.add(q2.poll());

}

q2.poll();

}**else** {

**int** size = q1.size();

**for**(**int** i = 1; i < size; i ++) {

q2.add(q1.poll());

}

q1.poll();

}

}

**public** **int** top() {

**int** res;

**if**(q1.isEmpty()) {

**int** size = q2.size();

**for**(**int** i = 1; i < size; i ++) {

q1.add(q2.poll());

}

res = q2.poll();

q1.add(res);

}**else** {

**int** size = q1.size();

**for**(**int** i = 1; i < size; i ++) {

q2.add(q1.poll());

}

res = q1.poll();

q2.add(res);

}

**return** res;

}

**public** **boolean** empty() {

**return** q1.isEmpty() && q2.isEmpty();

}

}

class MyStack {

Queue<Integer> q1=new LinkedList<Integer>();

Queue<Integer> q2=new LinkedList<Integer>();

// Push element x onto stack.

public void push(int x) {

if(q1.isEmpty())

{

q1.add(x);

while(!q2.isEmpty())

{

q1.add(q2.poll());

}

}

else

{

q2.add(x);

while(!q1.isEmpty())

{

q2.add(q1.poll());

}

}

}

// Removes the element on top of the stack.

public void pop() {

if(!q1.isEmpty()) q1.poll();

if(!q2.isEmpty()) q2.poll();

}

// Get the top element.

public int top() {

if(!q1.isEmpty()) return q1.peek();

if(!q2.isEmpty()) return q2.peek();

return Integer.MAX\_VALUE;

}

// Return whether the stack is empty.

public boolean empty() {

return q1.isEmpty()&&q2.isEmpty();

}

}

### Binary Search Tree Iterator

[My Submissions](https://leetcode.com/problems/binary-search-tree-iterator/submissions/)

QuestionEditorial Solution

Total Accepted: **46053** Total Submissions: **134033** Difficulty: **Medium**

Implement an iterator over a binary search tree (BST). Your iterator will be initialized with the root node of a BST.

Calling next() will return the next smallest number in the BST.

**Note:**next() and hasNext() should run in average O(1) time and uses O(*h*) memory, where *h* is the height of the tree.

我的做法，就是基于中序遍历，将遍历结果存在list中。（但是不符合空间复杂度要求）

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

public class BSTIterator {

LinkedList<TreeNode> stack=new LinkedList<TreeNode>();

LinkedList<Integer> res=new LinkedList<>();

public void inorder(TreeNode root)

{

TreeNode p=root;

while(!stack.isEmpty() || p!=null)

{

if(p!=null)

{

stack.push(p);

p=p.left;

}

else

{

p=stack.pop();

res.add(p.val);

p=p.right;

}

}

}

public BSTIterator(TreeNode root) {

inorder(root);

}

/\*\* @return whether we have a next smallest number \*/

public boolean hasNext() {

return !res.isEmpty();

}

/\*\* @return the next smallest number \*/

public int next() {

return res.remove(0);

}

}

/\*\*

\* Your BSTIterator will be called like this:

\* BSTIterator i = new BSTIterator(root);

\* while (i.hasNext()) v[f()] = i.next();

\*/

下面这个方法好

I use Stack to store directed left children from root. When next() be called, I just pop one element and process its right child as new root. The code is pretty straightforward.

So this can satisfy O(h) memory, hasNext() in O(1) time, But next() is O(h) time.

I can't find a solution that can satisfy both next() in O(1) time, space in O(h).

Java:

**public** **class** **BSTIterator** {

**private** Stack<TreeNode> stack = **new** Stack<TreeNode>();

**public** BSTIterator(TreeNode root) {

pushAll(root);

}

/\*\* **@return** whether we have a next smallest number \*/

**public** **boolean** hasNext() {

**return** !stack.isEmpty();

}

/\*\* **@return** the next smallest number \*/

**public** **int** next() {//方法不错

TreeNode tmpNode = stack.pop();

pushAll(tmpNode.right);

**return** tmpNode.val;

}

**private** **void** pushAll(TreeNode node) {

**for** (; node != **null**; stack.push(node), node = node.left);

}

}

My idea comes from this: My first thought was to use inorder traversal to put every node into an array, and then make an index pointer for the next() and hasNext(). That meets the O(1) run time but not the O(h) memory. O(h) is really much more less than O(n) when the tree is huge.

This means I cannot use a lot of memory, which suggests that I need to make use of the tree structure itself. And also, one thing to notice is the "average O(1) run time". It's weird to say average O(1), because there's nothing below O(1) in run time, which suggests in most cases, I solve it in O(1), while in some cases, I need to solve it in O(n) or O(h). These two limitations are big hints.

Before I come up with this solution, I really draw a lot binary trees and try inorder traversal on them. We all know that, once you get to a TreeNode, in order to get the smallest, you need to go all the way down its left branch. So our first step is to point to pointer to the left most TreeNode. The problem is how to do back trace. Since the TreeNode doesn't have father pointer, we cannot get a TreeNode's father node in O(1) without store it beforehand. Back to the first step, when we are traversal to the left most TreeNode, we store each TreeNode we met ( They are all father nodes for back trace).

After that, I try an example, for next(), I directly return where the pointer pointing at, which should be the left most TreeNode I previously found. What to do next? After returning the smallest TreeNode, I need to point the pointer to the next smallest TreeNode. When the current TreeNode has a right branch (It cannot have left branch, remember we traversal to the left most), we need to jump to its right child first and then traversal to its right child's left most TreeNode. When the current TreeNode doesn't have a right branch, it means there cannot be a node with value smaller than itself father node, point the pointer at its father node.

The overall thinking leads to the structure Stack, which fits my requirement so well.

/\*\*

\* Definition for binary tree

\* public class TreeNode {

\* int val;

\* TreeNode left;

\* TreeNode right;

\* TreeNode(int x) { val = x; }

\* }

\*/

**public** **class** **BSTIterator** {

**private** Stack<TreeNode> stack;

**public** BSTIterator(TreeNode root) {

stack = **new** Stack<>();

TreeNode cur = root;

**while**(cur != **null**){

stack.push(cur);

**if**(cur.left != **null**)

cur = cur.left;

**else**

**break**;

}

}

/\*\* **@return** whether we have a next smallest number \*/

**public** **boolean** hasNext() {

**return** !stack.isEmpty();

}

/\*\* **@return** the next smallest number \*/

**public** **int** next() {

TreeNode node = stack.pop();

TreeNode cur = node;

// traversal right branch

**if**(cur.right != **null**){

cur = cur.right;

**while**(cur != **null**){

stack.push(cur);

**if**(cur.left != **null**)

cur = cur.left;

**else**

**break**;

}

}

**return** node.val;

}

}

/\*\*

\* Your BSTIterator will be called like this:

\* BSTIterator i = new BSTIterator(root);

\* while (i.hasNext()) v[f()] = i.next();

\*/

### Peeking Iterator

[My Submissions](https://leetcode.com/problems/peeking-iterator/submissions/)

QuestionEditorial Solution

Total Accepted: **18369** Total Submissions: **54977** Difficulty: **Medium**

Given an Iterator class interface with methods: next() and hasNext(), design and implement a PeekingIterator that support the peek()operation -- it essentially peek() at the element that will be returned by the next call to next().

Here is an example. Assume that the iterator is initialized to the beginning of the list: [1, 2, 3].

Call next() gets you 1, the first element in the list.

Now you call peek() and it returns 2, the next element. Calling next() after that ***still*** return 2.

You call next() the final time and it returns 3, the last element. Calling hasNext() after that should return false.

**Hint:**

1. Think of "looking ahead". You want to cache the next element.
2. Is one variable sufficient? Why or why not?
3. Test your design with call order of peek() before next() vs next() before peek().
4. For a clean implementation, check out [Google's guava library source code](https://github.com/google/guava/blob/703ef758b8621cfbab16814f01ddcc5324bdea33/guava-gwt/src-super/com/google/common/collect/super/com/google/common/collect/Iterators.java#L1125).

**Follow up**: How would you extend your design to be generic and work with all types, not just integer?

关键是next初值的设定

**class** **PeekingIterator** **implements** **Iterator**<**Integer**> {

**private** Integer next = **null**;//存放指向的下一个元素

**private** Iterator<Integer> iter;

**public** PeekingIterator(Iterator<Integer> iterator) {

// initialize any member here.

iter = iterator;

**if** (iter.hasNext())

next = iter.next();

}

// Returns the next element in the iteration without advancing the iterator.

**public** Integer peek() {

**return** next;

}

// hasNext() and next() should behave the same as in the Iterator interface.

// Override them if needed.

@Override

**public** Integer next() {

Integer res = next;

next = iter.hasNext() ? iter.next() : **null**;

**return** res;

}

@Override

**public** **boolean** hasNext() {

**return** next != **null**;

}

}

cache the next element. If next is null, there is no more elements in iterator.

### Insert Delete GetRandom O(1)

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/insert-delete-getrandom-o1/submissions/)

* Total Accepted: **1255**
* Total Submissions: **3671**
* Difficulty: **Medium**

Design a data structure that supports all following operations in *average* **O(1)** time.

1. insert(val): Inserts an item val to the set if not already present.
2. remove(val): Removes an item val from the set if present.
3. getRandom: Returns a random element from current set of elements. Each element must have the**same probability** of being returned.

**Example:**

// Init an empty set.

RandomizedSet randomSet = new RandomizedSet();

// Inserts 1 to the set. Returns true as 1 was inserted successfully.

randomSet.insert(1);

// Returns false as 2 does not exist in the set.

randomSet.remove(2);

// Inserts 2 to the set, returns true. Set now contains [1,2].

randomSet.insert(2);

// getRandom should return either 1 or 2 randomly.

randomSet.getRandom();

// Removes 1 from the set, returns true. Set now contains [2].

randomSet.remove(1);

// 2 was already in the set, so return false.

randomSet.insert(2);

// Since 1 is the only number in the set, getRandom always return 1.

randomSet.getRandom();

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question
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我的做法（因为set记不住放入元素的顺序，获取随机值时是使用随机选择一个索引值得方式，所以这里没有用set，而是使用ArrayList）

注意ArrayList的一些方法
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窗体底端

public class RandomizedSet {

ArrayList<Integer> set;

/\*\* Initialize your data structure here. \*/

public RandomizedSet() {

set=new ArrayList<>();

}

/\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/

public boolean insert(int val) {

if(set.contains((Integer)val)) return false;

else

{

set.add((Integer)val);

return true;

}

}

/\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/

public boolean remove(int val) {

return set.remove((Integer)val);

}

/\*\* Get a random element from the set. \*/

public int getRandom() {

int j = (int)Math.random() % set.size();

int x = set.get(j);

return x;

}

}

/\*\*

\* Your RandomizedSet object will be instantiated and called as such:

\* RandomizedSet obj = new RandomizedSet();

\* boolean param\_1 = obj.insert(val);

\* boolean param\_2 = obj.remove(val);

\* int param\_3 = obj.getRandom();

\*/

HashMap<放入的元素，当时元素个数>

ArrayList：放入的元素

获得随机数时，从ArrayList中返回随机索引对应的值

删除元素：（不是很理解这么处理的原因）在map中找到要删除的元素的放入位置，如果不是最后一个数，则将最后一个数放到要删除的数的位置。然后删除最后一个数。

用ArrayList来记住存入的顺序？？

**Java solution using a HashMap and a ArrayList. (131 ms)**

I got a similar question for my phone interview. The difference is that the duplicated number is allowed. So, think that it is a follow-up of this question.  
How do you modify your code to allow duplicated number?

**public** **class** **RandomizedSet** {

ArrayList<Integer> nums;

HashMap<Integer, Integer> locs;

java.util.Random rand = **new** java.util.Random();

*/\*\* Initialize your data structure here. \*/*

**public** **RandomizedSet**() {

nums = **new** ArrayList<Integer>();

locs = **new** HashMap<Integer, Integer>();

}

*/\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/*

**public** boolean **insert**(**int** val) {

boolean contain = locs.containsKey(val);

**if** ( contain ) **return** false;

locs.put( val, nums.size());

nums.add(val);

**return** true;

}

*/\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/*

**public** boolean **remove**(**int** val) {

boolean contain = locs.containsKey(val);

**if** ( ! contain ) **return** false;

**int** loc = locs.**get**(val);

**if** (loc < nums.size() - 1 ) { *// not the last one than swap the last one with this val*

**int** lastone = nums.**get**(nums.size() - 1 );

nums.**set**( loc , lastone );

locs.put(lastone, loc);

}

locs.remove(val);

nums.remove(nums.size() - 1);

**return** true;

}

*/\*\* Get a random element from the set. \*/*

**public** **int** **getRandom**() {

**return** nums.**get**( rand.nextInt(nums.size()) );

}

}

The follow-up: allowing duplications.  
For example, after insert(1), insert(1), insert(2), getRandom() should have 2/3 chance return 1 and 1/3 chance return 2.  
Then, remove(1), 1 and 2 should have an equal chance of being selected by getRandom().

The idea is to add a set to the hashMap to remember all the locations of a duplicated number.

**public** **class** **RandomizedSet** {

ArrayList<Integer> nums;

HashMap<Integer, Set<Integer>> locs;

java.util.Random rand = **new** java.util.Random();

*/\*\* Initialize your data structure here. \*/*

**public** **RandomizedSet**() {

nums = **new** ArrayList<Integer>();

locs = **new** HashMap<Integer, Set<Integer>>();

}

*/\*\* Inserts a value to the set. Returns true if the set did not already contain the specified element. \*/*

**public** boolean **insert**(**int** val) {

boolean contain = locs.containsKey(val);

**if** ( ! contain ) locs.put( val, **new** HashSet<Integer>() );

locs.**get**(val).add(nums.size());

nums.add(val);

**return** ! contain ;

}

*/\*\* Removes a value from the set. Returns true if the set contained the specified element. \*/*

**public** boolean **remove**(**int** val) {

boolean contain = locs.containsKey(val);

**if** ( ! contain ) **return** false;

**int** loc = locs.**get**(val).iterator().next();

**if** (loc < nums.size() - 1 ) {

**int** lastone = nums.**get**(nums.size() - 1 );

nums.**set**( loc , lastone );

locs.**get**(lastone).remove(nums.size() - 1);

locs.**get**(lastone).add(loc);

}

nums.remove(nums.size() - 1);

locs.**get**(val).remove(loc);

**if** (locs.**get**(val).isEmpty()) locs.remove(val);

**return** true;

}

*/\*\* Get a random element from the set. \*/*

**public** **int** **getRandom**() {

**return** nums.**get**( rand.nextInt(nums.size()) );

}

}

### Design Twitter

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/design-twitter/submissions/)

* Total Accepted: **8811**
* Total Submissions: **37086**
* Difficulty: **Medium**

Design a simplified version of Twitter where users can post tweets, follow/unfollow another user and is able to see the 10 most recent tweets in the user's news feed. Your design should support the following methods:

1. **postTweet(userId, tweetId)**: Compose a new tweet.
2. **getNewsFeed(userId)**: Retrieve the 10 most recent tweet ids in the user's news feed. Each item in the news feed must be posted by users who the user followed or by the user herself. Tweets must be ordered from most recent to least recent.
3. **follow(followerId, followeeId)**: Follower follows a followee.
4. **unfollow(followerId, followeeId)**: Follower unfollows a followee.

**Example:**

Twitter twitter = new Twitter();

// User 1 posts a new tweet (id = 5).

twitter.postTweet(1, 5);

// User 1's news feed should return a list with 1 tweet id -> [5].

twitter.getNewsFeed(1);

// User 1 follows user 2.

twitter.follow(1, 2);

// User 2 posts a new tweet (id = 6).

twitter.postTweet(2, 6);

// User 1's news feed should return a list with 2 tweet ids -> [6, 5].

// Tweet id 6 should precede tweet id 5 because it is posted after tweet id 5.

twitter.getNewsFeed(1);

// User 1 unfollows user 2.

twitter.unfollow(1, 2);

// User 1's news feed should return a list with 1 tweet id -> [5],

// since user 1 is no longer following user 2.

twitter.getNewsFeed(1);

[Hash Table](https://leetcode.com/tag/hash-table/) [Heap](https://leetcode.com/tag/heap/) [Design](https://leetcode.com/tag/design/)

下面这个方法比较全面。

1，Tweet（有时间戳字段，初始化tweet后自增）之间用链表的形式连接，且是头插式，这样可以让新的tweet保持在链表的最前方。

2，设user class。

3，getNewsFeed时，需要合并好几人的tweet。合并方法是：使用优先队列（有个构造方法，很不错，记住）；将所有followers的tweet\_head加入优先队列。

因为只需要返回最新的10个推特，所以计数，并依次将选中tweet的next加入到优先列表。窗体顶端

窗体底端

**Java OO Design with most efficient function getNewsFeed**

**public** **class** **Twitter** {

**private** **static** **int** timeStamp=0;

*// easy to find if user exist*

**private** Map<Integer, User> userMap;

*// Tweet link to next Tweet so that we can save a lot of time*

*// when we execute getNewsFeed(userId)*

**private** **class** **Tweet**{

**public** **int** id;

**public** **int** time;

**public** Tweet next;

**public** **Tweet**(**int** id){

**this**.id = id;

time = timeStamp++;

next=null;

}

}

*// OO design so User can follow, unfollow and post itself*

**public** **class** **User**{

**public** **int** id;

**public** Set<Integer> followed;

**public** Tweet tweet\_head;

**public** **User**(**int** id){

**this**.id=id;

followed = **new** HashSet<>();

follow(id); *// first follow itself*

tweet\_head = null;

}

**public** **void** **follow**(**int** id){

followed.add(id);

}

**public** **void** **unfollow**(**int** id){

followed.remove(id);

}

*// everytime user post a new tweet, add it to the head of tweet list.*

**public** **void** **post**(**int** id){

Tweet t = **new** Tweet(id);

t.next=tweet\_head;

tweet\_head=t; //头插式（新发布的消息，放在消息列表的头部）

}

}

*/\*\* Initialize your data structure here. \*/*

**public** **Twitter**() {

userMap = **new** HashMap<Integer, User>();

}

*/\*\* Compose a new tweet. \*/*

**public** **void** **postTweet**(**int** userId, **int** tweetId) {

**if**(!userMap.containsKey(userId)){

User u = **new** User(userId);

userMap.put(userId, u);

}

userMap.**get**(userId).post(tweetId);

}

*// Best part of this.*

*// first get all tweets lists from one user including itself and all people it followed.*

*// Second add all heads into a max heap. Every time we poll a tweet with*

*// largest time stamp from the heap, then we add its next tweet into the heap.*

*// So after adding all heads we only need to add 9 tweets at most into this*

*// heap before we get the 10 most recent tweet.*

**public** List<Integer> **getNewsFeed**(**int** userId) {

List<Integer> res = **new** LinkedList<>();

**if**(!userMap.containsKey(userId)) **return** res;

Set<Integer> users = userMap.**get**(userId).followed;

PriorityQueue<Tweet> q = **new** PriorityQueue<Tweet>(users.size(), (a,b)->(b.time-a.time));

**for**(**int** user: users){

Tweet t = userMap.**get**(user).tweet\_head;

*// very imporant! If we add null to the head we are screwed.*

**if**(t!=null){

q.add(t);

}

}

**int** n=0;

**while**(!q.isEmpty() && n<10){

Tweet t = q.poll();

res.add(t.id);

n++;

**if**(t.next!=null)

q.add(t.next);

}

**return** res;

}

*/\*\* Follower follows a followee. If the operation is invalid, it should be a no-op. \*/*

*//将*followerId、followeeId都放入用户表里

**public** **void** **follow**(**int** followerId, **int** followeeId) {

**if**(!userMap.containsKey(followerId)){

User u = **new** User(followerId);

userMap.put(followerId, u);

}

**if**(!userMap.containsKey(followeeId)){

User u = **new** User(followeeId);

userMap.put(followeeId, u);

}

userMap.**get**(followerId).follow(followeeId);

}

*/\*\* Follower unfollows a followee. If the operation is invalid, it should be a no-op. \*/*

**public** **void** **unfollow**(**int** followerId, **int** followeeId) {

**if**(!userMap.containsKey(followerId) || followerId==followeeId)

**return**;

userMap.**get**(followerId).unfollow(followeeId);

}

}

*/\*\**

*\* Your Twitter object will be instantiated and called as such:*

*\* Twitter obj = new Twitter();*

*\* obj.postTweet(userId,tweetId);*

*\* List<Integer> param\_2 = obj.getNewsFeed(userId);*

*\* obj.follow(followerId,followeeId);*

*\* obj.unfollow(followerId,followeeId);*

*\*/*
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I think if you maintain an additional set of newsFeed under User, the function getNewsFeed will be even more efficient.

The idea is upon tweet creation, broadcast it to all followers' newsFeed. Upon follow, add followee's tweets to follower's newsFeed, and delete them upon unfollow. The assumption is that these 3 functions are called much less frequent than getNewsFeed.

**class** **Twitter**(object):

**def** **\_\_init\_\_**(self):

self.timer = itertools.count(step=-1)

self.tweets = collections.defaultdict(collections.deque)

self.followees = collections.defaultdict(set)

**def** **postTweet**(self, userId, tweetId):

self.tweets[userId].appendleft((next(self.timer), tweetId))

**def** **getNewsFeed**(self, userId):

tweets = heapq.merge(\*(self.tweets[u] **for** u **in** self.followees[userId] | {userId}))

**return** [t **for** \_, t **in** itertools.islice(tweets, 10)]

**def** **follow**(self, followerId, followeeId):

self.followees[followerId].add(followeeId)

**def** **unfollow**(self, followerId, followeeId):

self.followees[followerId].discard(followeeId)

**Java Solutions with Two Maps and PriorityQueue**

I use a map to track the tweets for each user. When we need to generate a news feed, I merge the news feed for all the followees and take the most recent 10. This is unlikely to perform, but the code passes the OJ. I'm sure design interviews ask for performance trade-offs and just posting this code in a design interview will not help you get an offer.

**public** **class** **Twitter** {

Map<Integer, Set<Integer>> fans = **new** HashMap<>();

Map<Integer, LinkedList<Tweet>> tweets = **new** HashMap<>();

**int** cnt = 0;

**public** **void** **postTweet**(**int** userId, **int** tweetId) {

**if** (!fans.containsKey(userId)) fans.put(userId, **new** HashSet<>());

fans.get(userId).add(userId);

**if** (!tweets.containsKey(userId)) tweets.put(userId, **new** LinkedList<>());

tweets.get(userId).addFirst(**new** Tweet(cnt++, tweetId));

}

**public** List<Integer> **getNewsFeed**(**int** userId) {

**if** (!fans.containsKey(userId)) **return** **new** LinkedList<>();

PriorityQueue<Tweet> feed = **new** PriorityQueue<>((t1, t2) -> t2.time - t1.time);

fans.get(userId).stream()

.filter(f -> tweets.containsKey(f))

.forEach(f -> tweets.get(f).forEach(feed::add));

List<Integer> res = **new** LinkedList<>();

**while** (feed.size() > 0 && res.size() < 10) res.add(feed.poll().id);

**return** res;

}

**public** **void** **follow**(**int** followerId, **int** followeeId) {

**if** (!fans.containsKey(followerId)) fans.put(followerId, **new** HashSet<>());

fans.get(followerId).add(followeeId);

}

**public** **void** **unfollow**(**int** followerId, **int** followeeId) {

**if** (fans.containsKey(followerId) && followeeId != followerId) fans.get(followerId).remove(followeeId);

}

**class** **Tweet** {

**int** time;

**int** id;

Tweet(**int** time, **int** id) {

**this**.time = time;

**this**.id = id;

}

}

}

Great solution. There are two possible places I think can improve the time complexity as well as space.

A. Since we will get 10 most tweets from each user. We can just save up to 10 tweets for each user. And we can use Dqueue to do that.

B. In getNewsFeed(). we can use minHeap instead so that PQueue only needs to save 10 tweets. And after each iteration if PQueue's size is bigger than 10, take the tweet with the min timestamp out of PQ.

## Trie

Trie;  又称单词查找树;  是一种树形结构;  用于保存大量的字符串。它的优点是：利用字符串的公共前缀来节约存储空间。

<http://www.cnblogs.com/huangxincheng/archive/2012/11/25/2788268.html>

### Implement Trie (Prefix Tree)

[My Submissions](https://leetcode.com/problems/implement-trie-prefix-tree/submissions/)

QuestionEditorial Solution

Total Accepted: **33890** Total Submissions: **133605** Difficulty: **Medium**

Implement a trie with insert, search, and startsWith methods.

**Note:**  
You may assume that all inputs are consist of lowercase letters a-z.

**class** TrieNode

{

**public**:

TrieNode \*next[26];

**bool** is\_word;

// Initialize your data structure here.

TrieNode(**bool** b = **false**)

{

memset(next, 0, **sizeof**(next));

is\_word = b;

}

};

**class** Trie

{

TrieNode \*root;

**public**:

Trie()

{

root = **new** TrieNode();

}

// Inserts a word into the trie.

**void** insert(**string** s)

{

TrieNode \*p = root;

**for**(**int** i = 0; i < s.size(); ++ i)

{

**if**(p -> next[s[i] - 'a'] == NULL)

p -> next[s[i] - 'a'] = **new** TrieNode();

p = p -> next[s[i] - 'a'];

}

p -> is\_word = **true**;

}

// Returns if the word is in the trie.

**bool** search(**string** key)

{

TrieNode \*p = find(key);

**return** p != NULL && p -> is\_word;

}

// Returns if there is any word in the trie

// that starts with the given prefix.

**bool** startsWith(**string** prefix)

{

**return** find(prefix) != NULL;

}

**private**:

TrieNode\* find(**string** key)

{

TrieNode \*p = root;

**for**(**int** i = 0; i < key.size() && p != NULL; ++ i)

p = p -> next[key[i] - 'a'];

**return** p;

}

};

Java

**class** **TrieNode** {

**public** **boolean** isWord;

**public** TrieNode[] children = **new** TrieNode[26];

**public** TrieNode() {}

}

**public** **class** **Trie** {

**private** TrieNode root;

**public** Trie() {

root = **new** TrieNode();

}

**public** **void** insert(String word) {

TrieNode ws = root;

**for**(**int** i = 0; i < word.length(); i++){

**char** c = word.charAt(i);

**if**(ws.children[c - 'a'] == **null**){

ws.children[c - 'a'] = **new** TrieNode();

}

ws = ws.children[c - 'a'];

}

ws.isWord = **true**;

}

**public** **boolean** search(String word) {

TrieNode ws = root;

**for**(**int** i = 0; i < word.length(); i++){

**char** c = word.charAt(i);

**if**(ws.children[c - 'a'] == **null**) **return** **false**;

ws = ws.children[c - 'a'];

}

**return** ws.isWord;

}

**public** **boolean** startsWith(String prefix) {

TrieNode ws = root;

**for**(**int** i = 0; i < prefix.length(); i++){

**char** c = prefix.charAt(i);

**if**(ws.children[c - 'a'] == **null**) **return** **false**;

ws = ws.children[c - 'a'];

}

**return** **true**;

}

}

With my solution I took the simple approach of giving each TrieNode a 26 element array of each possible child node it may have. I only gave 26 children nodes because we are only working with lowercase 'a' - 'z'. If you are uncertain why I made the root of my Trie an empty character this is a standard/typical approach for building out a Trie it is somewhat arbitrary what the root node is.

For insert I used the following algorithm. Loop through each character in the word being inserted check if the character is a child node of the current TrieNode i.e. check if the array has a populated value in the index of this character. If the current character ISN'T a child node of my current node add this character representation to the corresponding index location then set current node equal to the child that was added. However if the current character IS a child of the current node only set current node equal to the child. After evaluating the entire String the Node we left off on is marked as a word this allows our Trie to know which words exist in our "dictionary"

For search I simply navigate through the Trie if I discover the current character isn't in the Trie I return false. After checking each Char in the String I check to see if the Node I left off on was marked as a word returning the result.

Starts with is identical to search except it doesn't matter if the Node I left off was marked as a word or not if entire string evaluated i always return true;

### Add and Search Word - Data structure design

[My Submissions](https://leetcode.com/problems/add-and-search-word-data-structure-design/submissions/)

QuestionEditorial Solution

Total Accepted: **23128** Total Submissions: **114183** Difficulty: **Medium**

Design a data structure that supports the following two operations:

void addWord(word)

bool search(word)

search(word) can search a literal word or a regular expression string containing only letters a-z or .. A . means it can represent any one letter.

For example:

addWord("bad")

addWord("dad")

addWord("mad")

search("pad") -> false

search("bad") -> true

search(".ad") -> true

search("b..") -> true

**Note:**  
You may assume that all words are consist of lowercase letters a-z.

[click to show hint.](https://leetcode.com/problems/add-and-search-word-data-structure-design/)

You should be familiar with how a Trie works. If not, please work on this problem: [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/) first.

我的做法（基于实现Trie的做法）

// Adds a word into the data structure.

public void addWord(String word) {

insert(word);

}

// Returns if the word is in the data structure. A word could

// contain the dot character '.' to represent any one letter.

public boolean search(TrieNode root, String word) {

if(word.length()==0) return root.isWord;

if(word.charAt(0)=='.')

{

for(int i=0;i<26;i++)

{

if(root.children[i]!=null)

{

if(search(root.children[i],word.substring(1)))//如果真

{

return true;

}

}

}

return false;

}

int k = word.charAt(0) - 'a';

if(root.children[k]==null) return false;

String nextWord = word.substring(1);

return search(root.children[k],nextWord);

}

public boolean search(String word)

{

return search(root,word);

}

This problem is an application of the Trie data structure. In the following, it is assumed that you have solved [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/).

Now, let's first look at the TrieNode class. I define it as follows.

**class** **TrieNode** {

**public**:

bool isKey;

TrieNode\* children[26];

TrieNode(): isKey(**false**) {

memset(children, **NULL**, sizeof(TrieNode\*) \* 26);

}

};

The field isKey is to label whether the string comprised of characters starting from root to the current node is a key (word that has been added). In this problem, only lower-case letters a - zneed to be considered, so each TrieNode has at most 26 children. I store it in an array ofTrieNode\*: children[i] corresponds to letter 'a' + i. The remaining code defines the constructor of the TrieNode class.

Adding a word can be done in the same way as in [Implement Trie (Prefix Tree)](https://leetcode.com/problems/implement-trie-prefix-tree/). The basic idea is to create a TrieNode corresponding to each letter in the word. When we are done, label the last node to be a key (set isKey = true). The code is as follows.

**void** addWord(**string** word) {

TrieNode\* run = root;

**for** (**char** c : word) {

**if** (!(run -> children[c - 'a']))

run -> children[c - 'a'] = **new** TrieNode();

run = run -> children[c - 'a'];

}

run -> isKey = **true**;

}

By the way, root is defined as private data of WordDictionary:

**private**:

TrieNode\* root;

And the WordDictionary class has a constructor to initialize root:

WordDictionary() {

root = **new** TrieNode();

}

Now we are left only with search. Let's do it. The basic idea is still the same as typical search operations in a Trie. The critical part is how to deal with the dots .. Well, my solution is very naive in this place. Each time when we reach a ., just traverse all the children of the current node and recursively search the remaining substring in word starting from that children. So I define a helper function query for search that takes in a string and a starting node. And the initial call to query is like query(word, root).

By the way, I pass a char\* instead of string to query and it greatly speeds up the code. So the initial call to query is actually query(word.c\_str(), root).

Now I put all the codes together below. Hope it to be useful!

**class** TrieNode {

**public**:

**bool** isKey;

TrieNode\* children[26];

TrieNode(): isKey(**false**) {

memset(children, NULL, **sizeof**(TrieNode\*) \* 26);

}

};

**class** WordDictionary {

**public**:

WordDictionary() {

root = **new** TrieNode();

}

// Adds a word into the data structure.

**void** addWord(**string** word) {

TrieNode\* run = root;

**for** (**char** c : word) {

**if** (!(run -> children[c - 'a']))

run -> children[c - 'a'] = **new** TrieNode();

run = run -> children[c - 'a'];

}

run -> isKey = **true**;

}

// Returns if the word is in the data structure. A word could

// contain the dot character '.' to represent any one letter.

**bool** search(**string** word) {

**return** query(word.c\_str(), root);

}

**private**:

TrieNode\* root;

**bool** query(**const** **char**\* word, TrieNode\* node) {

TrieNode\* run = node;

**for** (**int** i = 0; word[i]; i++) {

**if** (run && word[i] != '.')

run = run -> children[word[i] - 'a'];

**else** **if** (run && word[i] == '.') {

TrieNode\* tmp = run;

**for** (**int** j = 0; j < 26; j++) {

run = tmp -> children[j];

**if** (query(word + i + 1, run))

**return** **true**;

}

}

**else** **break**;

}

**return** run && run -> isKey;

}

};

// Your WordDictionary object will be instantiated and called as such:

// WordDictionary wordDictionary;

// wordDictionary.addWord("word");

// wordDictionary.search("pattern");

**public** **class** **WordDictionary** {

WordNode root = **new** WordNode();

**public** **void** addWord(String word) {

**char** chars[] = word.toCharArray();

addWord(chars, 0, root);

}

**private** **void** addWord(**char**[] chars, **int** index, WordNode parent) {

**char** c = chars[index];

**int** idx = c-'a';

WordNode node = parent.children[idx];

**if** (node == **null**){

node = **new** WordNode();

parent.children[idx]=node;

}

**if** (chars.length == index+1){

node.isLeaf=**true**;

**return**;

}

addWord(chars, ++index, node);

}

**public** **boolean** search(String word) {

**return** search(word.toCharArray(), 0, root);

}

**private** **boolean** search(**char**[] chars, **int** index, WordNode parent){

**if** (index == chars.length){

**if** (parent.isLeaf){

**return** **true**;

}

**return** **false**;

}

WordNode[] childNodes = parent.children;

**char** c = chars[index];

**if** (c == '.'){

**for** (**int** i=0;i<childNodes.length;i++){

WordNode n = childNodes[i];

**if** (n !=**null**){

**boolean** b = search(chars, index+1, n);

**if** (b){

**return** **true**;

}

}

}

**return** **false**;

}

WordNode node = childNodes[c-'a'];

**if** (node == **null**){

**return** **false**;

}

**return** search(chars, ++index, node);

}

**private** **class** **WordNode**{

**boolean** isLeaf;

WordNode[] children = **new** WordNode[26];

}

}

Using backtrack to check each character of word to search.

**public** **class** **WordDictionary** {

**public** **class** **TrieNode** {

**public** TrieNode[] children = **new** TrieNode[26];

**public** String item = "";

}

**private** TrieNode root = **new** TrieNode();

**public** **void** addWord(String word) {

TrieNode node = root;

**for** (**char** c : word.toCharArray()) {

**if** (node.children[c - 'a'] == **null**) {

node.children[c - 'a'] = **new** TrieNode();

}

node = node.children[c - 'a'];

}

node.item = word;

}

**public** **boolean** search(String word) {

**return** match(word.toCharArray(), 0, root);

}

**private** **boolean** match(**char**[] chs, **int** k, TrieNode node) {

**if** (k == chs.length) **return** !node.item.equals("");

**if** (chs[k] != '.') {

**return** node.children[chs[k] - 'a'] != **null** && match(chs, k + 1, node.children[chs[k] - 'a']);

} **else** {

**for** (**int** i = 0; i < node.children.length; i++) {

**if** (node.children[i] != **null**) {

**if** (match(chs, k + 1, node.children[i])) {

**return** **true**;

}

}

}

}

**return** **false**;

}

}

## 贪心

### Patching Array

[My Submissions](https://leetcode.com/problems/patching-array/submissions/)

QuestionEditorial Solution

Total Accepted: **7403** Total Submissions: **25745** Difficulty: **Medium**

Given a sorted positive integer array *nums* and an integer *n*, add/patch elements to the array such that any number in range [1, n] inclusive can be formed by the sum of some elements in the array. Return the minimum number of patches required.

**Example 1:**  
*nums* = [1, 3], *n* = 6  
Return 1.

Combinations of *nums* are [1], [3], [1,3], which form possible sums of: 1, 3, 4.  
Now if we add/patch 2 to *nums*, the combinations are: [1], [2], [3], [1,3], [2,3], [1,2,3].  
Possible sums are 1, 2, 3, 4, 5, 6, which now covers the range [1, 6].  
So we only need 1 patch.

**Example 2:**  
*nums* = [1, 5, 10], *n* = 20  
Return 2.  
The two patches can be [2, 4].

**Example 3:**  
*nums* = [1, 2, 2], *n* = 5  
Return 0.

这个方法不错

遍历数组，每一轮，确定数组元素0到元素i可以构成的最大数miss（[1,miss）；

如果下一个数组元素值比miss小，则直接构造该轮，加入该数组元素后能构造的最大数miss；

否则，需要打补丁元素miss。然后继续判断，直到到达目标值。

**Solution**

**int** minPatches(**vector**<**int**>& nums, **int** n) {

**long** miss = 1, added = 0, i = 0;//注意miss需要设成long类型

**while** (miss <= n) { //因为miss值取不到，所以miss>n才能退出循环。注意miss的初值设定为1

**if** (i < nums.size() && nums[i] <= miss) {

miss += nums[i++];

} **else** {

miss += miss;

added++;

}

}

**return** added;

}

**Explanation**

Let miss be the smallest sum in [0,n] that we might be missing. Meaning we already know we can build all sums in [0,miss). Then if we have a number num <= miss in the given array, we can add it to those smaller sums to build all sums in [0,miss+num). If we don't, then we must add such a number to the array, and it's best to add miss itself, to maximize the reach.

**Example:** Let's say the input is nums = [1, 2, 4, 13, 43] and n = 100. We need to ensure that all sums in the range [1,100] are possible.

Using the given numbers 1, 2 and 4, we can already build all sums from 0 to 7, i.e., the range [0,8). But we can't build the sum 8, and the next given number (13) is too large. So we insert 8 into the array. Then we can build all sums in [0,16).

Do we need to insert 16 into the array? No! We can already build the sum 3, and adding the given 13 gives us sum 16. We can also add the 13 to the other sums, extending our range to [0,29).

And so on. The given 43 is too large to help with sum 29, so we must insert 29 into our array. This extends our range to [0,58). But then the 43 becomes useful and expands our range to [0,101). At which point we're done.

我写的java版，注意miss<=n，再翻一番后可能会超过int表达的最大数，所以一定要有long

public class Solution {

public int minPatches(int[] nums, int n) {

long miss=1;

int i=0, add=0;

while(miss<=n)

{

if(i<nums.length && nums[i]<=miss)

{

miss+=nums[i];

i++;

}

else

{

miss+=miss;

add++;

}

}

return add;

}

}

**Another implementation**, though I prefer the above one.

**int** minPatches(**vector**<**int**>& nums, **int** n) {

**int** count = 0, i = 0;

**for** (**long** miss=1; miss <= n; count++)

miss += (i < nums.size() && nums[i] <= miss) ? nums[i++] : miss;

**return** count - i;

}

The question asked for the "**minimum** number of patches required". In other words, it asked for an optimal solution. Lots of problems involving optimal solution can be solved by dynamic programming and/or greedy algorithm. I started with greedy algorithm which is conceptually easy to design. Typically, a greedy algorithm needs selection of best moves for a subproblem. So what is our best move?

Think about this example: nums = [1, 2, 3, 9]. We naturally want to iterate through nums from left to right and see what we would discover. After we encountered 1, we know 1...1 is patched completely. After encountered 2, we know 1...3 (1+2) is patched completely. After we encountered 3, we know 1...6 (1+2+3) is patched completely. After we encountered 9, the smallest number we can get is 9. So we must patch a new number here so that we don't miss 7, 8. To have 7, the numbers we can patch is 1, 2, 3 ... 7. Any number greater than 7 won't help here. Patching 8 will not help you get 7. So we have 7 numbers (1...7) to choose from. I hope you can see number 7 works best here because if we chose number 7, we can move all the way up to 1+2+3+7 = 13. (1...13 is patched completely) and it makes us reach n as quickly as possible. After we patched 7 and reach 13, we can consider last element 9 in nums. Having 9 makes us reach 13+9 = 22, which means 1...22 is completely patched. If we still did't reach n, we can then patch 23, which makes 1...45 (22+23) completely patched. We continue until we reach n.

### Jump Game

[My Submissions](https://leetcode.com/problems/jump-game/submissions/)

QuestionEditorial Solution

Total Accepted: **75122** Total Submissions: **266988** Difficulty: **Medium**

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Determine if you are able to reach the last index.

For example:  
A = [2,3,1,1,4], return true.

A = [3,2,1,0,4], return false.

I just iterate and update the maximal index that I can reach

**bool** canJump(**int** A[], **int** n) {

**int** i = 0;

**for** (**int** reach = 0; i < n && i <= reach; ++i)

reach = max(i + A[i], reach);

**return** i == n;

}

public boolean canJump(int[] A) {

int max = 0;

**for**(int i=0;i<A.length;i++){

**if**(i>max) {**return** **false**;}

max = Math.max(A[i]+i,max);

}

**return** **true**;

}

### Jump Game II

[My Submissions](https://leetcode.com/problems/jump-game-ii/submissions/)

Question

Total Accepted: **57090** Total Submissions: **229702** Difficulty: **Hard**

Given an array of non-negative integers, you are initially positioned at the first index of the array.

Each element in the array represents your maximum jump length at that position.

Your goal is to reach the last index in the minimum number of jumps.

For example:  
Given array A = [2,3,1,1,4]

The minimum number of jumps to reach the last index is 2. (Jump 1 step from index 0 to 1, then 3 steps to the last index.)

**Note:**  
You can assume that you can always reach the last index.

I try to change this problem to a BFS problem, where nodes in level i are all the nodes that can be reached in i-1th jump. for example. 2 3 1 1 4 , is 2|| 3 1|| 1 4 ||

clearly, the minimum jump of 4 is 2 since 4 is in level 3. my ac code.

这个方法好，当前位置加上当前索引，可以得出当前能到的最远索引。用i作为全局索引

int jump(int A[], int n) {

**if**(n<2)**return** 0;

int level=0,currentMax=0,i=0,nextMax=0;// //能到的最大索引，当前索引

**while**(currentMax-i+1>0){ //nodes count of current level>0

level++;

**for**(;i<=currentMax;i++){ //traverse current level , **and** update the max reach of next level

nextMax=max(nextMax,A[i]+i);

**if**(nextMax>=n-1)**return** level; // **if** last element is **in** level+1, **then** the min jump=level

}

currentMax=nextMax;

}

**return** 0;

}

Hi All, below is my AC solution:

*public* ***int*** *jump(****int****[] A) {*

***int*** *maxReach = A[0];*

***int*** *edge = 0;*

***int*** *minstep = 0;*

***for****(****int*** *i = 1; i < A.****length****; i++) {*

***if*** *(i > edge) {*

*minstep += 1;*

*edge = maxReach;*

***if****(edge > A.****length*** *- 1)*

***return*** *minstep;*

*}*

*maxReach = Math.max(maxReach, A[i] + i);*

***if*** *(maxReach == i):*

***return*** *-1;*

*}*

***return*** *minstep;*

*}*

When iterate the array, I set an edge for the Search phase, which means that if I exceeds the edge, the minstep must add one and the maxReach will be update. And when the last index is within the range of the edge, output the minstep.

[2, 3, 1, 1, 4]

First, the edge is 0; Second, after start iterate the array, it exceeds the edge 0 when reaching the A[0] and update the edge to 2; Third, after it reach the A[2], it exceeds the edge 2 and update the new edge to the maxReach 4. Finally, end of the array is inside the edge, output the minstep.

### Gas Station

[My Submissions](https://leetcode.com/problems/gas-station/submissions/)

QuestionEditorial Solution

Total Accepted: **59292** Total Submissions: **217675** Difficulty: **Medium**

There are *N* gas stations along a circular route, where the amount of gas at station *i* is gas[i].

You have a car with an unlimited gas tank and it costs cost[i] of gas to travel from station *i* to its next station (*i*+1). You begin the journey with an empty tank at one of the gas stations.

Return the starting gas station's index if you can travel around the circuit once, otherwise return -1.

**Note:**  
The solution is guaranteed to be unique.

题目假定车往一个方向开。

如果gas总和大于等于cost总和，则一定可以开完一圈。

用total记录总的油的使用。若为负，则说明，到不了一圈。

用tank记录每次油的使用。用start记录结果。

从i处开始往下走，如果总汽油为负，则不从i处开始走，从它的下一个点开始走，tank要归零。

I have thought for a long time and got two ideas:

* If car starts at A and can not reach B. Any station between A and B can not reach B.(B is the first station that A can not reach.)
* If the total number of gas is bigger than the total number of cost. There must be a solution.
* (Should I prove them?)

Here is my solution based on those ideas:

**class** Solution {

**public**:

**int** canCompleteCircuit(**vector**<**int**> &gas, **vector**<**int**> &cost) {

**int** start(0),total(0),tank(0);

//if car fails at 'start', record the next station

**for**(**int** i=0;i<gas.size();i++)

**if**((tank=tank+gas[i]-cost[i])<0)

{start=i+1;total+=tank;tank=0;}

**return** (total+tank<0)? -1:start;

}

};

I have got one solution to this problem. I am not sure whether somebody has already posted this solution.

**class** Solution {

**public**:

**int** canCompleteCircuit(**vector**<**int**> &gas, **vector**<**int**> &cost) {

**int** start = gas.size()-1;

**int** end = 0;

**int** sum = gas[start] - cost[start];

**while** (start > end) {

**if** (sum >= 0) {

sum += gas[end] - cost[end];

++end;

}

**else** {

--start;

sum += gas[start] - cost[start];

}

}

**return** sum >= 0 ? start : -1;

}

};

**class** Solution {

**public**:

**int** canCompleteCircuit(**vector**<**int**>& gas, **vector**<**int**>& cost) {

**int** size=gas.size();

**int** sum=0;

**int** res=0;

**int** total=0;

**for**(**int** i=0; i<size; ++i){

sum+=gas[i]-cost[i];

**if**(sum<0){

total+=sum;

sum=0;

res=i+1;

}

}

total+=sum;

**return** total<0?-1:res;

}};

The idea is simple.

1. Whenever the sum is negative, reset it and let the car start from next point.
2. In the mean time, add up all of the left gas to total. If it's negative finally, return -1 since it's impossible to finish.
3. If it's non-negative, return the last point saved in res;

### Hard

### Remove Duplicate Letters

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/remove-duplicate-letters/submissions/)

* Total Accepted: **17005**
* Total Submissions: **63797**
* Difficulty: **Hard**

Given a string which contains only lowercase letters, remove duplicate letters so that every letter appear once and only once. You must make sure your result is the smallest in lexicographical order among all possible results.

**Example:**

Given "bcabc"  
Return "abc"

Given "cbacdcbc"  
Return "acdb"

**Credits:**  
Special thanks to [@dietpepsi](https://leetcode.com/discuss/user/dietpepsi) for adding this problem and creating all test cases.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

Hide Tags

[Stack](https://leetcode.com/tag/stack/) [Greedy](https://leetcode.com/tag/greedy/)

这个方法很巧妙

一次递归确定一个字符顺序，下次递归只需要考虑该字符后面的字符串（该字符串需要去除所有出现的该字符）

这个确定的字符是，到出现单个字符为止的pos最小的一个

如果遍历到的字符个数不是为1，则继续，同时记录pos最小的字符。

注意终点，当s长度为0,时直接返回“”

**A short O(n) recursive greedy solution**

Given the string s, the greedy choice (i.e., the leftmost letter in the answer) is the smallest s[i], s.t.  
the suffix s[i .. ] contains all the unique letters. (Note that, when there are more than one smallest s[i]'s, we choose the leftmost one. Why? Simply consider the example: "abcacb".)

After determining the greedy choice s[i], we get a new string s' from s by

1. removing all letters to the left of s[i],
2. removing all s[i]'s from s.

We then recursively solve the problem w.r.t. s'.

The runtime is O(26 \* n) = O(n).

|  |  |
| --- | --- |
| [**String**](file:///E:\docsJava\api\java\lang\String.html) | [**replaceAll**](file:///E:\docsJava\api\java\lang\String.html#replaceAll-java.lang.String-java.lang.String-)([**String**](file:///E:\docsJava\api\java\lang\String.html) regex, [**String**](file:///E:\docsJava\api\java\lang\String.html) replacement)  Replaces each substring of this string that matches the given [**regular expression**](file:///E:\docsJava\api\java\util\regex\Pattern.html#sum)  with the given replacement. |

public class Solution {

public String removeDuplicateLetters(String s) {

int[] cnt = new int[26];

int pos = 0; // the position for the smallest s[i]

for (int i = 0; i < s.length(); i++) cnt[s.charAt(i) - 'a']++; //统计字符串中对应字母数目

for (int i = 0; i < s.length(); i++) {

if (s.charAt(i) < s.charAt(pos)) pos = i;

if (--cnt[s.charAt(i) - 'a'] == 0) break;

}

return s.length() == 0 ? "" : s.charAt(pos) + removeDuplicateLetters(s.substring(pos + 1).replaceAll("" + s.charAt(pos), "")); //去重字母的一个方法

}

}

**Easy to understand iterative Java solution**

The basic idea is to find out the smallest result letter by letter (one letter at a time). Here is the thinking process for input "cbacdcbc":

1. find out the last appeared position for each letter;  
   c - 7  
   b - 6  
   a - 2  
   d - 4
2. find out the smallest index from the map in step 1 (a - 2);
3. the first letter in the final result must be the smallest letter from index 0 to index 2;
4. repeat step 2 to 3 to find out remaining letters.

* the smallest letter from index 0 to index 2: a
* the smallest letter from index 3 to index 4: c
* the smallest letter from index 4 to index 4: d
* the smallest letter from index 5 to index 6: b

so the result is "acdb"

Notes:

* after one letter is determined in step 3, it need to be removed from the "last appeared position map", and the same letter should be ignored in the following steps
* in step 3, the beginning index of the search range should be the index of previous determined letter plus one

**public** **class** **Solution** {

**public** String **removeDuplicateLetters**(String s) {

**if** (s == **null** || s.length() <= 1) **return** s;

Map<Character, Integer> lastPosMap = **new** HashMap<>();

**for** (**int** i = 0; i < s.length(); i++) {

lastPosMap.put(s.charAt(i), i);

}

**char**[] result = **new** **char**[lastPosMap.size()];

**int** begin = 0, end = findMinLastPos(lastPosMap);

**for** (**int** i = 0; i < result.length; i++) {

**char** minChar = 'z' + 1;

**for** (**int** k = begin; k <= end; k++) {

**if** (lastPosMap.containsKey(s.charAt(k)) && s.charAt(k) < minChar) {

minChar = s.charAt(k);

begin = k+1;

}

}

result[i] = minChar;

**if** (i == result.length-1) **break**;

lastPosMap.remove(minChar);

**if** (s.charAt(end) == minChar) end = findMinLastPos(lastPosMap);

}

**return** **new** String(result);

}

**private** **int** **findMinLastPos**(Map<Character, Integer> lastPosMap) {

**if** (lastPosMap == **null** || lastPosMap.isEmpty()) **return** -1;

**int** minLastPos = Integer.MAX\_VALUE;

**for** (**int** lastPos : lastPosMap.values()) {

minLastPos = Math.min(minLastPos, lastPos);

}

**return** minLastPos;

}

}

### Candy

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/candy/submissions/)

* Total Accepted: **55824**
* Total Submissions: **241862**
* Difficulty: **Hard**

There are *N* children standing in a line. Each child is assigned a rating value.

You are giving candies to these children subjected to the following requirements:

* Each child must have at least one candy.
* Children with a higher rating get more candies than their neighbors.

What is the minimum candies you must give?

这个方法不错

1. 初始化所有孩子的糖果数目为1；
2. 顺序遍历rating数组。如果当前rate值大于prev one，则更新当前糖果数目为prevde糖果值+1；
3. 逆序遍历rating数组。如果当前rate值大于prev one（逆序而言的），则更新当前糖果数目为max(prevde糖果值+1,当前糖果值)；（因为得保证满足上一轮的需求）

**int** candy(**vector**<**int**> &ratings)

{

**int** size=ratings.size();

**if**(size<=1)

**return** size;

**vector**<**int**> num(size,1);

**for** (**int** i = 1; i < size; i++)

{

**if**(ratings[i]>ratings[i-1])

num[i]=num[i-1]+1;

}

**for** (**int** i= size-1; i>0 ; i--)

{

**if**(ratings[i-1]>ratings[i])

num[i-1]=max(num[i]+1,num[i-1]);

}

**int** result=0;

**for** (**int** i = 0; i < size; i++)

{

result+=num[i];

// cout<<num[i]<<" ";

}

**return** result;

}

Hi guys!

This solution picks each element from the input array only once. First, we give a candy to the first child. Then for each child we have three cases:

1. His/her rating is equal to the previous one -> give 1 candy.
2. His/her rating is greater than the previous one -> give him (previous + 1) candies.
3. His/her rating is less than the previous one -> don't know what to do yet, let's just count the number of such consequent cases.

When we enter 1 or 2 condition we can check our count from 3. If it's not zero then we know that we were descending before and we have everything to update our total candies amount: number of children in descending sequence of raitings - coundDown, number of candies given at peak - prev (we don't update prev when descending). Total number of candies for "descending" children can be found through arithmetic progression formula (1+2+...+countDown). Plus we need to update our peak child if his number of candies is less then or equal to countDown.

Here's a pretty concise code below.

**public** **class** **Solution** {

**public** **int** candy(**int**[] ratings) {

**if** (ratings == **null** || ratings.length == 0) **return** 0;

**int** total = 1, prev = 1, countDown = 0;

**for** (**int** i = 1; i < ratings.length; i++) {

**if** (ratings[i] >= ratings[i-1]) {

**if** (countDown > 0) {

total += countDown\*(countDown+1)/2; // arithmetic progression

**if** (countDown >= prev) total += countDown - prev + 1;

countDown = 0;

prev = 1;

}

prev = ratings[i] == ratings[i-1] ? 1 : prev+1;

total += prev;

} **else** countDown++;

}

**if** (countDown > 0) { // if we were descending at the end

total += countDown\*(countDown+1)/2;

**if** (countDown >= prev) total += countDown - prev + 1;

}

**return** total;

}

}

### Wildcard Matching通配符匹配

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/wildcard-matching/submissions/)

* Total Accepted: **64164**
* Total Submissions: **355632**
* Difficulty: **Hard**

Implement wildcard pattern matching with support for '?' and '\*'.

'?' Matches any single character.

'\*' Matches any sequence of characters (including the empty sequence).

The matching should cover the **entire** input string (not partial).

The function prototype should be:

bool isMatch(const char \*s, const char \*p)

Some examples:

isMatch("aa","a") → false

isMatch("aa","aa") → true

isMatch("aaa","aa") → false

isMatch("aa", "\*") → true

isMatch("aa", "a\*") → true

isMatch("ab", "?\*") → true

isMatch("aab", "c\*a\*b") → false

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

Hide Tags

[Dynamic Programming](https://leetcode.com/tag/dynamic-programming/) [Backtracking](https://leetcode.com/tag/backtracking/) [Greedy](https://leetcode.com/tag/greedy/) [String](https://leetcode.com/tag/string/)

这个方法不太理解

I found this solution from http://yucoding.blogspot.com/2013/02/leetcode-question-123-wildcard-matching.html

The basic idea is to have one pointer for the string and one pointer for the pattern. This algorithm iterates at most length(string) + length(pattern) times, for each iteration, at least one pointer advance one step.

Here is Yu's elegant solution in C++

bool isMatch(const char \*s, const char \*p) {

const char\* star=NULL;

const char\* ss=s;

while (\*s){

//advancing both pointers when (both characters match) or ('?' found in pattern)

//note that \*p will not advance beyond its length

if ((\*p=='?')||(\*p==\*s)){s++;p++;continue;}

// \* found in pattern, track index of \*, only advancing pattern pointer

if (\*p=='\*'){star=p++; ss=s;continue;}

//current characters didn't match, last pattern pointer was \*, current pattern pointer is not \*

//only advancing pattern pointer

if (star){ p = star+1; s=++ss;continue;}

//current pattern pointer is not star, last patter pointer was not \*

//characters do not match

return false;

}

//check for remaining characters in pattern

while (\*p=='\*'){p++;}

return !\*p;

}

Here is my re-write in Java

﻿﻿﻿boolean comparison(String str, String pattern) {

int s = 0, p = 0, match = 0, starIdx = -1;

while (s < str.length()){

// advancing both pointers

if (p < pattern.length() && (pattern.charAt(p) == '?' || str.charAt(s) == pattern.charAt(p))){

s++;

p++;

}

// \* found, only advancing pattern pointer

else if (p < pattern.length() && pattern.charAt(p) == '\*'){

starIdx = p;

match = s;

p++;

}

// last pattern pointer was \*, advancing string pointer

else if (starIdx != -1){

p = starIdx + 1;

match++;

s = match;

}

//current pattern pointer is not star, last patter pointer was not \*

//characters do not match

else return false;

}

//check for remaining characters in pattern

while (p < pattern.length() && pattern.charAt(p) == '\*')

p++;

return p == pattern.length();

}

public class Solution {

public boolean isMatch(String s, String p) {

boolean[][] match=new boolean[s.length()+1][p.length()+1];

match[s.length()][p.length()]=true;

for(int i=p.length()-1;i>=0;i--){

if(p.charAt(i)!='\*')

break;

else

match[s.length()][i]=true;

}

for(int i=s.length()-1;i>=0;i--){

for(int j=p.length()-1;j>=0;j--){

if(s.charAt(i)==p.charAt(j)||p.charAt(j)=='?')

match[i][j]=match[i+1][j+1];

else if(p.charAt(j)=='\*')

match[i][j]=match[i+1][j]||match[i][j+1];

else

match[i][j]=false;

}

}

return match[0][0];

}

}

The original post has DP 2d array index from high to low, which is not quite intuitive.

Below is another 2D dp solution. Ideal is identical.

dp[i][j] denotes whether s[0....i-1] matches p[0.....j-1],

First, we need to initialize dp[i][0], i= [1,m]. All the dp[i][0] should be false because p has nothing in it.

Then, initialize dp[0][j], j = [1, n]. In this case, s has nothing, to get dp[0][j] = true, p must be '\*', '\*\*', '\*\*\*',etc. Once p.charAt(j-1) != '\*', all the dp[0][j] afterwards will be false.

Then start the typical DP loop.

Though this solution is clear and easy to understand. It is not good enough in the interview. it takes O(mn) time and O(mn) space.

Improvement: 1) optimize 2d dp to 1d dp, this will save space, reduce space complexity to O(N). 2) use iterative 2-pointer.

public boolean isMatch\_2d\_method(String s, String p) {

int m=s.length(), n=p.length();

boolean[][] dp = new boolean[m+1][n+1];

dp[0][0] = true;

for (int i=1; i<=m; i++) {

dp[i][0] = false;

}

for(int j=1; j<=n; j++) {

if(p.charAt(j-1)=='\*'){

dp[0][j] = true;

} else {

break;

}

}

for(int i=1; i<=m; i++) {

for(int j=1; j<=n; j++) {

if (p.charAt(j-1)!='\*') {

dp[i][j] = dp[i-1][j-1] && (s.charAt(i-1)==p.charAt(j-1) || p.charAt(j-1)=='?');

} else {

dp[i][j] = dp[i-1][j] || dp[i][j-1];

}

}

}

return dp[m][n];

}

At first I cannot pass the the long 'aaa...' test case. Then I add more check and pass it.

public class Solution {

public boolean isMatch(String s, String p) {

int m = s.length(), n = p.length();

int count = 0;

for (int i = 0; i < n; i++) {

if (p.charAt(i) == '\*') count++;

}

if (count==0 && m != n) return false;

else if (n - count > m) return false;

boolean[] match = new boolean[m+1];

match[0] = true;

for (int i = 0; i < m; i++) {

match[i+1] = false;

}

for (int i = 0; i < n; i++) {

if (p.charAt(i) == '\*') {

for (int j = 0; j < m; j++) {

match[j+1] = match[j] || match[j+1];

}

} else {

for (int j = m-1; j >= 0; j--) {

match[j+1] = (p.charAt(i) == '?' || p.charAt(i) == s.charAt(j)) && match[j];

}

match[0] = false;

}

}

return match[m];

}

}

窗体顶端

窗体底端

## 堆

### Kth Largest Element in an Array

[My Submissions](https://leetcode.com/problems/kth-largest-element-in-an-array/submissions/)

QuestionEditorial Solution

Total Accepted: **50743** Total Submissions: **154360** Difficulty: **Medium**

Find the **k**th largest element in an unsorted array. Note that it is the kth largest element in the sorted order, not the kth distinct element.

For example,  
Given [3,2,1,5,6,4] and k = 2, return 5.

**Note:**  
You may assume k is always valid, 1 ≤ k ≤ array's length.

建大小为K的小顶堆，之后的元素如果比堆顶大，则置换堆顶，堆顶元素做下移操作

public int findKthLargest(int[] nums, int k) {

int[] data=nums;

int len=data.length;

for(int i=(k-2)/2;i>=0;i--) //前k个元素建堆（因为lastIndex=k-1）

{

shift\_down(data,k-1,i);

//System.out.println(Arrays.toString(data));

}

for(int i=k;i<len;i++)

{

if(data[i]>data[0])

{

data[0]=data[i];

shift\_down(data,k-1,0);

//System.out.println(Arrays.toString(data));

}

}

return data[0];

}

public void shift\_down(int[] data, int lastIndex, int k){

//如果当前k节点的子节点存在

while(k\*2+1<=lastIndex)

{

int big=2\*k+1;

if(big<lastIndex)

{

if(data[big+1]<data[big]) big++;

}

//比较k节点与其左右子中的max值

if(data[k]>data[big])

{

swap(data,k,big);

k=big;//mark

}

else break;//直接跳出循环，否则，该节点还需要继续向下寻找

}

}

public void swap(int[] data,int i, int j)

{

int tmp=data[i];

data[i]=data[j];

data[j]=tmp;

}

堆排序（感觉下面的代码有问题，下次修改）

**堆的建立：**

**从空堆开始，对数组中的n个元素，连续使用insert操作插入堆中进行构造；（需要用另外一个数组来存放所建造的堆）**

**直接在数组中进行调整。从最后一片树叶，找到它上面的分支，从这个节点开始做下移，一直到根节点。**

**下移操作：使元素A[i]向下移动。下移过程中，将其值与两个儿子节点中较大的进行比较，如果小于，则交换，直到找到其合适的位置。**

**如果根是从0开始标记，则节点i的左子节点为2i+1，右子节点为2i+2**

**精简版代码**

**class HeapSort**

**{**

**public static void sort(int[] data)**

**{**

**int len=data.length;**

**for(int i=0;i<len-1;i++) //每一轮建堆，堆首是最大值，将其放到数组末尾**

**{**

**buildMaxHeap(data,len-1-i);**

**swap(data,0,len-1-i);**

**System.out.println(Arrays.toString(data));**

**}**

**}**

**public static void swap(int[] data,int i, int j)**

**{**

**int tmp=data[i];**

**data[i]=data[j];**

**data[j]=tmp;**

**}**

**public static void buildMaxHeap(int[] data, int lastIndex)**

**{**

**for(int i=(lastIndex-1)/2;i>=0;i--)//从树叶的父亲节点开始**

**{**

**int k=i;**

**//如果当前k节点的子节点存在**

**while(k\*2+1<=lastIndex) //shift\_down操作**

**{**

**int big=2\*k+1;**

**if(big<lastIndex)**

**{**

**if(data[big+1]>data[big]) big++;**

**}**

**//比较k节点与其左右子中的max值**

**if(data[k]<data[big])**

**{**

**swap(data,k,big);**

**k=big;//mark**

**}**

**else break;//直接跳出循环，否则，该节点还需要继续向下寻找**

**}**

**}**

**}**

**public static void main(String[] args)**

**{**

**int[] data={5,7,10,2,6,8};**

**sort(data);**

**}**

**}**

[**PriorityQueue**](file:///E:\docsJava\api\java\util\PriorityQueue.html#PriorityQueue-java.util.Comparator-)([**Comparator**](file:///E:\docsJava\api\java\util\Comparator.html)<? super [**E**](file:///E:\docsJava\api\java\util\PriorityQueue.html)> comparator)

Creates a PriorityQueue with the default initial capacity and whose elements are ordered according to the specified comparator.

|  |  |
| --- | --- |
| int | [**compare**](file:///E:\docsJava\api\java\util\Comparator.html#compare-T-T-)([**T**](file:///E:\docsJava\api\java\util\Comparator.html) o1, [**T**](file:///E:\docsJava\api\java\util\Comparator.html) o2)  Compares its two arguments for order. |

**Parameters:**

o1 - the first object to be compared.

o2 - the second object to be compared.

**Returns:**

a negative integer, zero, or a positive integer as the first argument is less than, equal to, or greater than the second.

public int findKthLargest(int[] nums, int k) {

PriorityQueue<Integer> pq=new PriorityQueue<Integer>(new Comparator<Integer>()

{

public int compare(Integer a, Integer b)

{

return b-a;

}

});

for(int i=0;i<nums.length;i++)

{

pq.add(nums[i]);

}

for(int i=k-1;i>0;i--) pq.poll();

return pq.peek();

}

This problem is well known and quite often can be found in various text books.

You can take a couple of approaches to actually solve it:

* O(N lg N) running time + O(1) memory

The simplest approach is to sort the entire input array and then access the element by it's index (which is O(1)) operation:

**public** **int** findKthLargest(**int**[] nums, **int** k) {

**final** **int** N = nums.length;

Arrays.sort(nums);

**return** nums[N - k];

}

* O(N lg K) running time + O(K) memory

Other possibility is to use a min oriented priority queue that will store the K-th largest values. The algorithm iterates over the whole input and maintains the size of priority queue.

**public** **int** findKthLargest(**int**[] nums, **int** k) {

**final** PriorityQueue<Integer> pq = **new** PriorityQueue<>();

**for**(**int** val : nums) {

pq.offer(val);

**if**(pq.size() > k) {

pq.poll();

}

}

**return** pq.peek();

}

* O(N) best case / O(N^2) worst case running time + O(1) memory

The smart approach for this problem is to use the selection algorithm (based on the partion method - the same one as used in quicksort).

**public** **int** findKthLargest(**int**[] nums, **int** k) {

k = nums.length - k;

**int** lo = 0;

**int** hi = nums.length - 1;

**while** (lo < hi) {

**final** **int** j = partition(nums, lo, hi);

**if**(j < k) {

lo = j + 1;

} **else** **if** (j > k) {

hi = j - 1;

} **else** {

**break**;

}

}

**return** nums[k];

}

**private** **int** partition(**int**[] a, **int** lo, **int** hi) {

**int** i = lo;

**int** j = hi + 1;

**while**(**true**) {

**while**(i < hi && less(a[++i], a[lo]));

**while**(j > lo && less(a[lo], a[--j]));

**if**(i >= j) {

**break**;

}

exch(a, i, j);

}

exch(a, lo, j);

**return** j;

}

**private** **void** exch(**int**[] a, **int** i, **int** j) {

**final** **int** tmp = a[i];

a[i] = a[j];

a[j] = tmp;

}

**private** **boolean** less(**int** v, **int** w) {

**return** v < w;

}

O(N) guaranteed running time + O(1) space

So how can we improve the above solution and make it O(N) guaranteed? The answer is quite simple, we can randomize the input, so that even when the worst case input would be provided the algorithm wouldn't be affected. So all what it is needed to be done is to shuffle the input.

**public** **int** findKthLargest(**int**[] nums, **int** k) {

shuffle(nums);

k = nums.length - k;

**int** lo = 0;

**int** hi = nums.length - 1;

**while** (lo < hi) {

**final** **int** j = partition(nums, lo, hi);

**if**(j < k) {

lo = j + 1;

} **else** **if** (j > k) {

hi = j - 1;

} **else** {

**break**;

}

}

**return** nums[k];

}

**private** **void** shuffle(**int** a[]) {

**final** Random random = **new** Random();

**for**(**int** ind = 1; ind < a.length; ind++) {

**final** **int** r = random.nextInt(ind + 1);

exch(a, ind, r);

}

}

There is also worth mentioning the Blum-Floyd-Pratt-Rivest-Tarjan algorithm that has a guaranteed O(N) running time.

### Top K Frequent Elements

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/top-k-frequent-elements/submissions/)

* Total Accepted: **33858**
* Total Submissions: **76041**
* Difficulty: **Medium**

Given a non-empty array of integers, return the ***k*** most frequent elements.

For example,  
Given [1,1,1,2,2,3] and k = 2, return [1,2].

**Note:**

* You may assume *k* is always valid, 1 ≤ *k* ≤ number of unique elements.
* Your algorithm's time complexity **must be** better than O(*n* log *n*), where *n* is the array's size.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question
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![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA4oAAACZCAIAAADmRVMHAAAAAXNSR0IArs4c6QAALSJJREFUeF7tnV1sVUeWqHfuC7podEHtKHYack0bjbEU/gQR+FwpGR4wF2wz6tbVCHiYQY1DlFbaNKIlppH4DxJ9kRq58USJmkCL7gfg4aqj4D9hHrjJgw0iUbBBIozwmAl0bBS3yEvE271Vu/ZP7X32/znH3j7n20JKvHfVqrW+ql1nnVWr6rz04sWLB4+n/tvC/2pwQQACEIAABCAAAQhAYK4J/Je5VoD2IQABCEAAAhCAAAQg4BLAPWU0QAACEIAABCAAAQjkiADuaY46A1UgAAEIQAACEIAABHBPGQMQgAAEIAABCEAAAjkigHuao85AFQhAAAIQgAAEIAAB3FPGAAQgAAEIQAACEIBAjgi8FHiw1E+W/p8c6ZgzVf7jyf/KmUaoAwEIQAACEIAABKqHANHT6ulLLIEABCAAAQhAAAJVQAD3tAo6ERMgAAEIQAACEIBA9RCYncX9Z2cL16640F6/MNK6KpThD337L5+85X28Y/vt/a8kpD7ec6Hrqll245uDPc11CavpxWYe7uv8fNRYcrRva2dRfRb3MxClCgQgAAEIQAACEEhIoPLRU+HqeXxTodj9rsJQ30xCDc1iV69tKIyOJ6lxb9TyTZMUpgwEIAABCEAAAhCAQM4IlNc9FYHPCxsKF/b1/2Cb+UPf+yIMKS4RMe26Lf9t3yn/fHry/YcxDqqImKoq5183pd3v2h9XxTBmHj+XZUXcVFTMFjr191CxUTnrQ9SBAAQgAAEIQAACVUQg3D2VUU/pa8qw5b1R638syy2Pzbx5YUPPM/O2uyg/euqyvC+8yZkn181l+p3nndX8Vw4od/PWxIj0T8W6vxRy9p7zP0V0V7YOHl6iVVFtKd10BYyZ/qFtp56aJT/fZinmLelq6zRtx3H9Nio1Aox6XkXdjykQgAAEIAABCEAgbwTC3NNnZ2Xypbrud+29r+kt/EhvbqhYebc81CLrvv2bKWRJ86vao1d/1Cr/evrwW/fmlb16cqpfTl1rk1YljQLFvCO0zVvnoA8EIAABCEAAAhCoPQIh7um9CXMnk9gbJJfXreClomM98qK6+mXfzMLOnl1HN8r7rYd3yUX5VGvr9lL+gZVxnRCqgFHXsdVSVS3uy91UCzvfVrkB2jX5PHHia4BRi+MU5DkEIAABCEAAAhCAQGYCwe6pncHZVDD3rdc1ui6Z9Shhg0GBUiMopLpzc9TG/JnRCScKm04BkaLgCf0m1JtiEIAABCAAAQhAAAJzQyDYPbX8USs91N5vZGpou6pWYNXavdT3lnJk/Vfd0i1mPPXKXmff/bOzyl/caPm+8XbfG7UySs0q6RRQrrAKpvrCwFbDVo7B+A09gSFeKUpAAAIQgAAEIAABCFSCQMji/soma399p9x7ZHmHqv2Vq80V/KcnzUfWv/efmM8WNi6T/7G2RsmE1IWdR94000bFYVKqsMoxXXL0SNyJpPIwKbOKFf58/YLKFohSoAiRCt+qnVKFCyeG9QJ/12y5zvJR+HFUxUZVoiOQCQEIQAACEIAABCAgCYRtjXrlQJ9yK83Qo3W0k/pbpGN2Xdih43N9zVX/bNdyntc1n7MOk3JuiUOmAo67j+oQmZnq7P2PUsAvpK75mNr1L64d28+9vVgr4LjOxTZ6xAQYxeCBAAQgAAEIQAACEKgMgSS/GmUfrpT5R5gqo/pcSeVXo+aKPO1CAAIQgAAEIFALBELPPRU/DWqv3VvHSLW2Lc3yA6G1QBEbIQABCEAAAhCAAATKRCDUPf3x39tr4mZLO893netYWKZGEQMBCEAAAhCAAAQgAIFgAsGL+9CCAAQgAAEIQAACEIDAnBAI/1HTOVGHRiEAAQhAAAIQgAAEapsA7mlt9z/WQwACEIAABCAAgZwRwD3NWYegDgQgAAEIQAACEKhtArintd3/WA8BCEAAAhCAAARyRgD3NGcdgjoQgAAEIAABCECgtgngntZ2/2M9BCAAAQhAAAIQyBkB3NOcdQjqQAACEIAABCAAgdomgHta2/2P9RCAAAQgAAEIQCBnBKxj+XOmFepAAAIQgAAEIAABCNQoAemeLliwoEatx2wIQAACEIAABCAAgZwRYHE/Zx2COhCAAAQgAAEIQKC2CeCe1nb/Yz0EIAABCEAAAhDIGQHc05x1COpAAAIQgAAEIACB2iaAe1rb/Y/1EIAABCAAAQhAIGcEcE9z1iGoAwEIQAACEIAABGqbAO5pbfc/1kMAAhCAAAQgAIGcEcA9zVmHoA4EIAABCEAAAhCobQK4p7Xd/1gPAQhAAAIQgAAEckYA9zRnHYI6EIAABCAAAQhAoLYJ4J7Wdv9jPQQgAAEIQAACEMgZAdzTnHUI6kAAAhCAAAQgAIHaJoB7Wtv9j/UQgAAEIAABCEAgZwRwT3PWIagDAQhAAAIQgAAEapvASy9evFiwYEGNQfiwxuxNa+4v0lagPAQgAAEIQAACECgXAaKn5SKJHAhAAAIQgAAEIACBMhDAPS0DRERAAAIQgAAEIAABCJSLQHnd0+/69r+xr/+7IuXGzxbe2CD/dffNBGg+09+9Yf+1oCflMnOey5l5uK9wYYP8NzqexZRnZ63qQ4H8o0Te+12CrpkaOPb+gaGpUDlT/QfePTcQ/jyLTZF1GFFlR4pACEAAAhCAwKwRKK97Gqb2qgMjd26P/HFnyPO6jt7bPdvrsho9PXSu41j/tFs9zlvK1pD0EQO8w/Ee5The2NDzLEaw62WK8ik8xfE/f24c3nV7pOv2SOuqLMq/ckDW3R7MP8Qus53v+j6+vPNtT9eMffh+x7vmvw/vJtWloePsR/vaG5IWDy4nfdw/jZUmg9oQgAAEIAABCOSfwOy4p5XlUN+w2Jh+9IUTnJv64sa00dRQojeUSGfhm3ZNvjkonb9dRyevxXuohrHzvCjcdbuv6XrnhbP3krTyw+PJJMUqUObepZPGsd0rXcnCNz00te7iR0f6P9r73tSnKTzUCmiHSAhAAAIQgAAEqpJAtHuqFuuv2Uvzv7NXlr2L+P7135Gi8uHoRF217h+wuO+kBIgCTtNBotau2WZ8P+G6pzNfG41vrY3urx/69quo51Bf/+iG/Q+d1AI3GurESlXUs/PzUeN+lwqUWuWfDV81dr7dbMZ9F3a+/bpxdcJZfJdyep7N9A9ZsVWtCVm8rvnY4SVXPo5s11BKXj55yxg9dVlf3HfFusoIobL8vv4fLMvveewKwBFql1V2/Mbl1raCFtW++9ldY9vPOurl84b2nzUad+9q4cwv/k1FVfUYpwx5qpv+xX03CuuPid615diilJDjX35tPD6kpHmC5TEv5niPHGDONwH1p/nPHlQz1/Z50k7kwEv2zaEq5wSMggAEIAABCMwxgfjo6eip6819Ymn+zoUdl7t64lMfPeVjM0pX/lpIHjxc8GOQHsPPJw8Piafy3/nmx1GpqWveWmMMjlhrzWMjj401a1ZHgh3vuXzSUFHPdQ9P3XfKatHQrsHDz7uUT1nXfE7GO99sNV6/IKt03e4xXdKZ55PGkuZX7dqv/qjVeO7R8+q1E8Zb5qJ81+0jS30a1TUuNm5NjJh2BbcrXN4eMy670Wj1Le43rjOVl/8uLPt8W2xeQSCNMLts71Q438saX3arTj2ZMBY1OVHphroVxvMn9reCrz951HRcRFWPnF7z+JDjPspl/SP9x9et8CqgRWGPXPzpc7e89EQ/nfjpXiFH/nu3Tsp3hTSeVvdPKBc5/hJJqF1Xd10YuXPAjAEL37Rr8tigOagGD092qfFZV9iyceT6qJ0zfe/6FWNXmxYzjm+GEhCAAAQgAAEIlI9AvHtq7Hin0wygrfrnY61X/xC/t0Yvf+u6cr/SXuN/PjG68dixDts3Wrld6RB2rS40GlNPzPTTKeHQbCusiWxRj3q+svvwEruwuL/k6BEVDTXqOtbttN3HYGnf/m3U/+Dpw2+1WxvfPNax0Pq7bqHfAunOqitlu0K3la840lZtft2YfJ4JcySkmclJo+A63xKtCEv7Li1oveYfVHbp6p+tW6HnWgQ0IqKwi977heVi1m/9h212+bG/fPl1/bp/3Wq7wGs7SslY/Wt/97bhLYMjv7YTdseHrxaOHrFSaes63tlpjc+XO9/eNXrqkvruJWPGh3dnyvFNO8wpDwEIQAACEIBAAIF497T1753wYCKCbvm6ZcuMEY+7lkiAKPSdyLb0LivH1RSRPOXiyMRTLcIXWM8b9ZRRTHXJ+09PdtpbnQrXrhhedzNOC//zZYsT7ffK0K6+y2rvfePW3/6aVrdyl1/xEzug2bC0Sc+1KG5IRmG//+C4vcXq3U8HrfLyq8WKwvqEkdEYC26d6Do14ikjHe6Rk53O4v7Przjjc+WWncblYZkKLF3YLa1azLjcoJAHAQhAAAIQgEA0gXj3dH4QbFi/ud6M5IkIX/3y9dm3RS052mctmqulc7UoHHy54U/nubbWHwvOE3xN067x7Gyns5e/6/b512ObKk8BuZrvu+K+CYQ2vOg9MxPA+ffLteXRUZMi1vT/uPPWiROek84KR81MFeef3b+r2nYYV26MG2Jlf+MWPd+27GohEAIQgAAEIACBUt3T0X/Xl6sDpM14N5a75YtXh5P2xsuNy4zR4VR5AQ3rC4tE+qlIPI0Pv9UtXqaFRWceP7f08t6PV9ZXXrqbixsTxUulbNnuxibpCaVt14z+bmm10gZc/b0ah92Pt0uVKA5++8Kicq1/8VL7m8DX/2Ef7eVLUS1uLzS82iCkfT3yhXZGWFJlA8ptbP6xserAebFqf8LKSIkM55u5K9fP3vAfpFWCBlSFAAQgAAEIQCALgQTRUzvfVOaDWnmlLxfaCrb7OH7Jt4Sql/cEol5t1jegRGorfQU97nXvWmzOa/3a5Sum7n42tWjz2tjY6SsyVGbtmn926dRTWxeZh3plr3u46XiP76DT++b6r3Ppcn7o+/i+saMpac7izMMTp57au/5j2/XC0t1ZU479eGGhbcno8BMzD1W3Sz3/u+aNT6+P2vv6PSJ9dqlnor+Mycf6jyyYW9D+oo6YnRr4i3cL2t3/qw7eN/NHowPYa/7pp4sGP3IPMR370Pp/M2/1y//tnPD/Vb/3MP/Hn32VcpSv/PWFHSMn31c/+rBq9+HClb3uKRDjPdqJEHKD1OUrV4s3RclzKmLOjkipFMUhAAEIQAACEIgg8NKLFy8WLFgQUkJ8MG+93nZs2akTV2QJsVrq7jI5WxCpe+bN80bXx82D8lz9iPJmC2I/fucJuZ1o4zGzvDjBRwlxr53nrU3WIgtQe6o3HWaOOJBIZDGKzd3/Er1t3zA+NM9gkgc2GcaSo4cXnxz+0aDajC907B/a5jh8G9907nseufcdOcIoT2G5Gd/Yfnv/K666ImFUnk6lLrGav1Xf7xXermzietuuc84uK1FbHBolUk7l9brkv9e4YJ3YL34gSqTM2vc/du0ybbMViLHrF0pFse1dbi3y/GKC+MmD8x+o8Gb9uovWDnp580ZhXdMnXw7KB0VdIPbjH3+0+bjnZH7xYwp7PvneguGKEjdUP6rLI8qt4invAnb+z6u5OZCsIWca5Xyhsm+69v77O7f3+75iyFF98laSERigCbcgAAEIQAACEEhLIIl7Kn6Uqcp2igj31L2kXzjcpLuhaSFWXXnLPTW/Ifyhua83+tiEePOD3NP4WrNeQhw7NbzZ+XbkNC+9W8P91jTratEgBCAAAQhAoMYIJFjcr0oi957ZJ7j+MDL8tLVtaeKU0arEEWaUyN1cdvLP8YfdxkDxZqnmlODMtfMBK/siUC02S3l+Oiun+qMWBCAAAQhAoFoI1Gr01F0cN4wd3iX4aunaEuxwoqclyJBV3WX6be8eqcDe/BLVc6qr5Xvx2wfVt1BQLkTIgQAEIAABCMwegWj3dPb0mN2WPIv7s9v0vGitXO7pvDAWJSEAAQhAAAIQyBeB2nRP89UHaAMBCEAAAhCAAAQg4BCo1dxThgAEIAABCEAAAhCAQC4J4J7msltQCgIQgAAEIAABCNQqAdzTWu157IYABCAAAQhAAAK5JIB7mstuqUql7v1uw371601xl/j5hoL4oabMv9UkTipV1btjf2wsTpXA52WUL3+S6qznp8gyaUQlCEAAAhCAQBURwD2tos6ssCniR5s6jqlfNFWX+LGo9w84P0BavtbFz+cah4duj9y57f5KWSrpqw7Iun/cGVhJ+r7ab5maP47l9Zuly7ivX/81V5+gSPmpNDVe7nx715WPk3nt6SRTGgIQgAAEIDBfCeCezteem3296xsWG9OPvphyvNMvbkwbTQ0N5dbku8eT5RYZKa+ucZlx6/qIE9edGbl+y1jWOFu/lLZy91HjxCUCqLPa5zQGAQhAAAK5JoB7muvuyZdya9dsM76fcN3Tma+NxrfWRusoI5HWOvtjT0nxC6LmfX0FXxWWJ+SPntqqP5IBTqvwG1qk0xvmjE0eUDkDnSdGjctdSppKNli5Zacx8vBbW71vH44au9pWyj9D2g0zOUqfIHuVnJcLbQUCqPka6mgDAQhAAAJzSgD3dE7xz7PG17y1xhgcuau0Hht5bKxZszrShPGerSeX/dFcpn/n4anLTlnhq3VNHhuU9+8MHp7ssnJSX+7sEXeGjm6UP+DkWdxvfEcVFv8uLDuxrSfT76zWbT8nJPQdazV2XVDSerabP2a7qm2HceWGJXP8xmVjx5ZVSteytGsYIfZaPMzw7cO/zrPBgLoQgAAEIACBShHAPa0U2aqUu7rQaEw9MdNPp55MGdsKa6K90+Grxs7NytNbtftwwS48Pny1cPSIcg2Nuo53dupr60ES61auUoWloM27jMnJRFusEveBJlOmFtg6G2VqN87eV5tbjcnH5TUpse0UhAAEIAABCOSNAO5p3nok3/o01K1Q6adTIvF0UVN03unM5KRRaH7VskjGCNUl74+c7HQW939+RV9bDwTg7uV/Y8Pey+WPNQoHUbnIMvHU1dkoS7ux9tYtWxZLIN/jAu0gAAEIQAACZSSAe1pGmDUgqmH95noz/XRq5uv65euzb4sqHO2zFuvVkv0BM9cz5Bo/2+ns5b9z+/yu8oOuK2zZaKafisTTjVsKVqi2jO1G2uv148tvHRIhAAEIQAAC84oA7um86q65V7ZhfWGRSD8ViacrCuvro/XxBgVnnA35aYOFpve2pdXaSu/K8bYedj8ZM3N/0o1xkXja2mZ7p8naDZOf0t5ljU76QjKNKQUBCEAAAhCoVgK4p9Xas5Wyq37t8hVTdz+bWrR5bWzsVN9yNH7p1Iitk8xDvbLXPXx0vMdzEKlfdd2dnbl2wpUjfcrRYXUklC5fCXi1eePI9dHA40svDxcd5FTXuqV18vrwpOsHG6HthskP0yfG3pnR66Mbm39cqR5DLgQgAAEIQGCeEcA9nWcdNvfqNixtmn48OL14aax3KrYx7R86Ovlz80yoPzQfdhfl6zp65YZ9+6yorslo52zVgfO7ruw1c1U7H+7VFvfNbVUntkk519v8i/4vdx45ZqgDqvRfq6rbfkw6x9rBUoqpcEZvXb5yS49ihrZrVgiQH6ZPpL3fjQyPuCHbue9gNIAABCAAAQjMMYGXXrx4sWDBgjnWguYhULMExO4r4XNn/H2smqWG4RCAAAQgUM0EiJ5Wc+9iW/4JmL/guts6ZjX/6qIhBCAAAQhAoPIEiJ5WnjEtQAACEIAABCAAAQgkJkD0NDEqCkIAAhCAAAQgAAEIVJ4A7mnlGdMCBCAAAQhAAAIQgEBiAriniVFREAIQgAAEIAABCECg8gRwTyvPmBYgAAEIQAACEIAABBITwD1NjIqCEIAABCAAAQhAAAKVJ4B7WnnGtAABCEAAAhCAAAQgkJgA7mliVBSEAAQgAAEIQAACEKg8AdzTyjOmBQhAAAIQgAAEIACBxARwTxOjoiAEIAABCEAAAhCAQOUJ4J5WnjEtQAACEIAABCAAAQgkJoB7mhgVBSEAAQhAAAIQgAAEKk8A97TyjGkBAhCAAAQgAAEIQCAxAdzTxKgoCAEIQAACEIAABCBQeQK4p5VnTAsQgAAEIAABCEAAAokJ4J4mRkVBCEAAAhCAAAQgAIHKE8A9rTxjWoAABCAAAQhAAAIQSEwA9zQxKgpCAAIQgAAEIAABCFSeAO5p5RnTAgQgAAEIQAACEIBAYgK4p4lRURACEIAABCAAAQhAoPIE5od7Ot2/f+vWrefGMvIosXrGVjNVy6SqqiSv/f3TYc2OnbPKlEIyk01GJqOyNWXVmkNjS9KbyhCAAAQgAAEIGEake6p/yLu+TaQTVBGm03eGHwjBAzeT+Ke2r+Y6s6mqV8SAxEKzqVrf0XOpuyWykbFzBwdEgfYzQ0NDl7onDmZ29ROb4hZMZVRx96VvcS6NNaaHznW8+37Hu+cGpoTmd/9N/v/7B4bkH1wQgAAEIAABCCQhEOmert43NHSmXYkxHRtxyb8f9O4uIZaZRC1vmfo32qTz1b5pdfq6okaJ1TO1mbFSpVSd/mbC1Uh4s0P7sqHMZFaljApTZk6NdZT6fkJ4pFNPNO6Z4FEJAhCAAAQgUHsEXnrx4sWCBQvCDRcRVDvuZrk0Ir61u1dGM4XHqm45d2xH1nF+7Nq2fKeKr44lyy3e0n2mbfig2Yyx2DCemwJaui/1dBh28+LP7qbeXhkUtB7V+6UKHX/TPfFbJUZVrzf/16OXrZRrht66VquYktdyl0iSJqKUdxsNZ6sb297dPdErzAxU1qekKPSbpt7f2txcziaHGDKG3ZJkISsY1vjQhoMHk9Z4Ufe5TVt6+zW1gQZDCB4tr/934/5/uiooyREU/cNX78TIaiHvjIie7vnke/lwzT/2F+52/OX5iunvjZ/uPbu1wfjqTx0fPbbrLXrv+L72BvGXiLB+Omg0nn7XOGQ+3fbukV+uDZHObQhAAAIQgEANEMiQe2oFw+zFdusjXLgBVmx14KCVJSqeSM/WjrvK9eeJb8zcSOFYmB6u+0gtN4twrRWtfdB70ThkLkS3GP/jjB3ClXXdlewHvY82aQFdmXepLXMr2fs2iVChXt30RqTHrRSW8oXCZs6mLtls3az3oPd0SEJnmBUJmwhSvlhVySmAreObKjM3PbJc8KAh64fS07EpkLPxt3gyxsCwJKNyCQS4rTdlF5igBgIzBmSoNqz7iiAXd5/4+hM6wIJHS+Mv7UQHE438QjLdf7q3SYv+OyM0YihGtCtqqRSEiEzfbWsajbt3B6aer2hY7PTJ2Ijjm4p7339w/E9atspj5ZuKa/Aj/X4NTEKYCAEIQAACEPASyOCeugKkszl2VTlGTa/JuOTqTWYugMoSnX5kPrFcUun9mc6C+Gy/aIbuWrp3WEvMAcvN7XvMQGfkQrS12m81+qD3apLcVK/C9a81SVX8dVXr9cvNhM4Hj4L2G0VYkawJlaoQpXwUW5WOayc8rN4Rk3saOu41zpvG9K6MJqOw2V1ogbJ7OuFLlgCykBQBwW0nerTog8gzQqOGYlS7Vjbtg+E7oTvRflK3wnj8wSfG5kKdo+bqQqMXzfMnWkqqCJr2f7T3PTnqH3/2VUKGFIMABCAAAQhUIYGS3FPBw8nzk5E0cZmJAJZLant3MlNVXvZ2HMtttTzaYKgty9UqfNRVVCaJe2QrbFe2lHScaOV1JWg93IpsTRQrH8XWbj2OUdxzzdJEasfJS/E8CeToAeY0FitK2+RnjVBVN74TzRCxb2Db2cwtbW+EjtKG9Zvls8VL5fK9eU31H3BX9os5Nb61VtxsWF9YJN+fKbZSpRhKFIUABCAAgSojUJJ7KiKmVozNXadXG6jMKKkMWuk7yuUH/WzuGJ/vXRXFdr7bllj/MkCwkkxUioQvfSJUj+h25dC2RnmYhIb2EyIa+i/OFrTprx59LcrWr7v4kRMlTUyBghCAAAQgAIFaIpDBPbVWNq2FZTv6GAJNfY67XoGMEQYGLDNAL1p0VwkG0ZftdtiVk4RyAyWGW5GoiSTKR7CNwR5HIeh5IrWzCC6tTsmW2uM1aHREDMXIdmNzT2Nsnvrihj8tQC3oT30xIrdVNTU4QdfS6FEbAhCAAAQgMA8JpHZPx86pbftiW5O5P7++Y49KN71obyASC6lqz4jzPxoX6SPYVdyEz6CSCWBaB6GO3fSlsjpVhRdRtH3FTtNUi+nWirabBpugWVUkwopETcQqH8nW3p9mS7EygBNrH1QwkdoltZCystl9RvgASybOdrtVh1uDxaoa0YkRA9tIkHtapFv92uUr5ID7co84CfX4lzKS6r0GPxInpJ7/QCq5qAnvNFnnUgoCEIAABKqSQOTBUv5joWwCRccXeQo6T8OOCTLFBJ7Z421QHfgUUNDZy+2ezaQfB6RL0Q+WEq3aZ0jFHZ8k0k/b242BAXUilVbRNwgiTh4KbMI1XD8Vy1Ir7vgkUdlDXivvP+7Jc6pp8elXm27aScJFtsWTMdrb2wcGVI6xVCkalN+oS8svWt9vwup6us86uyxwgAWNlrgDy3Tliw8Ui6ahwVdWBR/jZR4s5R4OJVJOj3/pO1hqxU//cfPIpx9Mq7OlOFiqKqdWjIIABCAAgewEYs89zS66cjXdo4bsc0wr11bZJc9r5ctOA4HuuadaoipYIAABCEAAArVMIPXifi3DwnYIQAACEIAABCAAgUoTmH/uqbtaLH9bdZ6dBDCvla/0WEQ+BCAAAQhAAAIQEATm5eI+PQcBCEAAAhCAAAQgUK0E5l/0tFp7ArsgAAEIQAACEIAABAQB3FOGAQQgAAEIQAACEIBAjgjgnuaoM1AFAhCAAAQgAAEIQAD3lDEAAQhAAAIQgAAEIJAjArinOeoMVIEABCAAAQhAAAIQwD1lDEAAAhCAAAQgAAEI5IgA7mmOOgNVIAABCEAAAhCAAARqwj0Vh+FvldfsnOE/u61lHcIlapm5euaKWQ0ttd7YOXPsZBk9VtXiYWc92N8/Xap21Vc/FFpFTBWtJewFe+BmGQhSdWccJWwvrbmVlu+xIXomnXfveFrWlM8bgRJm6VBTShzGTPKlD5JI99Sdka1P6Kyf06XrWZKE+o6eoTPtJYlIUXl2W0uhmKdopJZmx0d+BGU2MnPFrIamree1fezcwYH2M0PiurT85uXLcVi8ja3eN3SpuyVAgdAHaZX1lI/vtZLEz1LlyrApWfmxq71G9yU5EIb2rc4iTdglrpBpSHad532TNzx+bNENvw6R8rMoLOpEvAtR36xKnFsyKjvPqlXH25oNerlt98zSZfvOX+JHVU4nsmw9Nke1It1T2T/y87XFmpfNT+nuloGDCeKQ8rvD7EQrg8jNbevl7cs5sEV2fMZP4WLb50D/UjqgyPaW5fVSXn3Hvl27yoilFB2D65a118qv3ryWOP3NxKzqX/9ak/Fg+I4TXZ++M/zAaHrNHImzd0W8Cx0eVVK849U+SpOiqHYOUaO0Ara7s7R3ZKZ6WZL2XSqhFM5OIPXifv0bbSIeNPGNO3FaK+fa+qf8cnRwwDCEH2vd9Qa6vet3zl/a8tlNZzk+KGqvRXUDVsqKW3fxBK8B6FHi0JVYe3nXKaxKOhKDFwmjDJfVo5s2H3tJmrbEA1BxbouOUMIyy66oYytiYhXSSERpGbmsUu6+CDbeUk8YFbzCGap+8QPddkv5B727TZT31Jh0sYSJTbcM7Ja2OqVYrDvGzMZ9I9Aa3b5eSzRENGJm43ZDnrcqYIRHAM/aF+mghb4FQZOJ+Z7ql9PW/v5vPA9cU91uVoV39z4w1EBwRoDeT9rLL2+7/GKTB1zx1mxpVV69qd148MidZR89MNo3mWHbkHbDPgOi9Amy15UT8S7oSSmp3vGcjNJiWCEvc8BrZN86NxY4cwZM1+FvkOd9DhCYeK4Prhv3SWGPpdmdB/zjSr1TcR/N+/vHAnP0fLO0OTKDJr+4mSHVMPbPP3GRuHJN8tkdvXla88WLF/8v6prq+9X//FXflFNE/u3eMP/6/V319O7vtSfyD/uB+dQryPvYfPar36tmxB9mRVnElqG3I//fkSwKeVqx9CxqPVSaqVewCS4WnzhbQ0dV23pdLUdmuOFJmlYcdBs9PeBh7irsadME6UiY6rM4hxNWnWXX8Ggpn9jDIayDfMOpvH0R1vu6MqpPLTVDIYfZ5W9BG/3ao1Cxeo94lPJi0XpIH8NhYsNGoEeoq17Cd+RX4qUzX15Taf0PrfMDB7V38HiARzwqFZpmbfhbEDiZaDU1lGb/6MPZ/n//rOebvdSEdveuMy1qMoted332lKA9f1t6eforYA7Tuz+kXWcO9skP1UcfqEX2BukVonvR5Od8GATN3vrcMrej1D+YtBnSmuLCx1jE1BcwXQe/QX7rS/qwC0Sd5JPCfFtnex7wfL6EfzR7PArTmMAPe2WC46NknxmKPmojPiITfXZXYpL3fbpW95+Joqd22EB+zTltHBoa6rEC6HLJqaV7h5WLtXpHd4u+IJXSYW/boaSKyL+T3dV+Rv2vGbPVQrbO/4oEj+SpYEHSEpkgQxkDN+0ozPSdR23KZl1VWUbTMIHxiZoukmMu87XvsXrAZN571R8gkrzsrhi7OdHS4qgvlF/+hrYwF0bYaVck3T2wCymT7d6XRWKrh3HI3BdCYFjvO2rWd+wRsSdzbTQUcrRdcd0XJna6/+KA1jv7YlOexZf6m5ucMRyqrTkCL9ppVWNXh60RGKFngnfkQdMe9faYsTr9D7ty9AgPAm5plKYvUkNT3Rr1FgRNJkqzsZuig1Qc0pBvj01Q3G/pPmS9VnIAxU1l9atXO+9R+pc/boCpPrG6QaYW2DobZWo3tb3xGvtLJJkc5naUWkMieIqLGWNJrEv1GVHKh13YdBr7SWESmOV5IGAkBervmUvNOT3BlX1mqMRHlTXAKjbJJwAyn4skck+d3FORePqg97Sbezwtlpw039VcAXMXpNJxSZxYZbpevbvLtAE2mQnyc8z2DoRv4Dp42vKYXNVJdSVr2i9S1rISbeQjmaQW4Ba7/qnwTtsOiTdbudfi5TVSZbDJT3OtuVQGpi2cBEhE7+tq1i9vUUMxTGaJdoWJ9fWOIfUIv4ZPi9QNx++Q3RP6Qunf/WSX6l8xihtI+I54OjaklyNGeCBwpUyqvkgHzZQf8xaETybS03OVM98eJVDc17+Gi7c5birT14MTFE/7Nsixo33FUhnQpqpaOlXmdjPYm9qAuApzPkqVgmFTQbKZNs5IPf/LTNRKdSVEFCgzuf6zPA8kJJBhWihlZkiolfUOJvd8KjbJp1J4fhZO5J46ptV3HCoK1un7prLva01DT+2o82WCpRHgL5vABK+7Z/kG4nPC3tcdvik3WrEETWezzFRY+GfKlbHDv8I7bbIiR9nEVrxWLJAMvR8rM5tVJYsVQQtzp6E33zlErDMCRazRsIPnoYpnoBQkqwwj3Ce2ZGjZ+ipRrVS6jZ3b7ezlD92Rn6jZsEL2Kyx98Rbn+0gZ201lb0mmhFTO7Sgtn7GlvkFlQlSiQaVaUWLz+aye7PWp4CSfTyzl1CqdeyrXdmUgzl5ldGJU5VQpkSx1jIo6R6CkAwKSmmB7B2M3Xd9Afr3TY1+JNHcLJW3aK9ZXy9xSHBQskgoP3DxnBdqUf9qf3jv1bdFIaWK64omBBPe+Hu1yvnmHySzRrjCx/vtSj9BLBC3ML3zuEI4iYC44915N3odleEeiR3ggcGVtqr5IBU3JT/oWFLE3t8Q7Kzzuhnzv/fhxa0ZhHZ8xbGN/aRv+1Ss8JpfhPS3Ftxumf3Z744lkLDGXo1SpHDYVZB5jOokSPyOUgtk+7Mqiv7KlvPNAwpGSYVooZWZIqFXg/BNRt8KTfCqt513htO6pyteysx29zqq56lS05i5umvf0o1LMZLOslxDoOKTu4lyINLv10MaSmKA+EE3vYPdBw40+yvfHTkkNNynU8MRNW8orW7y1ZAalm/3rsVK2OzBgLwOb/mlvb/rYqZnX4H4FiN2KHN6tZemLiN5vmbhp5Z1oyYyhkEuzK0ys936ScS7CI2faBw6q9yZ6SKg+TJB2Kt/E5O9IxIsYPcIDgStpqfoiPTQfqIi3oMg4PY9c1rML+MaDOMUg+uBfzc2d7j/tyvGkfWvynY+1sJxWN7nd0VnKmrgpcsfdXA7djfa0GyY/TJ+U9iacrWPfcV3OnI9SS5mQqSDxTBvMxpquE31GhNItBVGJ+us6lXceSDiWMkwLRVNomplBUyt2GKf87K7IJJ8Q43wu9pLYub9gwYLQF0ymk6pLHE5ub0ISLopMohHBbblLxvrL/FBSd8xL9LBV2anplGzp7m7q7bVEvHbVSclx6ruVZbs7vrFFKS20p54mvePLbd1b3y9N1AoxwU9FFjNcDB4jHZPaf9M98VuLmm1PsOEmqQRNR5EMs99UXci+uNzpEa/2EYQvLb/o6zkduOrN6A7ygvPoX3pfBPe+aeuZtuGDCr0+EsMhR9nVfsblYMo7ZJz2YYkd+S3dtkba2+PpdCF3z6PdVkpa9AtlvVRib6K+N81B7Rsl0e+It/s23bTfQI/RvnfNHeHmCIgAnqUvXI180OSD4TZ3XtHGlsvf6e4Er5M2NZkmDbuviA7NO4SCtHDbaj9zxjjoTg3OA/O+9gp65kXvENXt14xVosJGj69d77zryg/VJ9xe/wzuexeKRmDSd9w3t8zlKA2bpDwfddr8bPOMm/r807Xes9bHnv6a+V+5dB92ccoE6K/bPSfzgA5IG1cBH/S6F6GmhUd7/FuhA4dQyTNDsduR2m3w6FDSJG+aKH4UJHDeD3bdquRupHtaJTZiRg0Q8LriVWqwmKfCvNNZtzgCeFn7oqzCZp0SDc4tAUZPpfnP1jygggze6FClbZsT+Xma5OcEgNZo+sX9udaY9iFQowTkxrbYTVFVxUZ9ItVe1KCqOhFjIJCNgHj9nQwblbCV73292az0hfFrbpKPoEb0tBxDChlzSsC7RJX8HNw5VTpN47aB3vXgNBLKWzYCeNX3RXlJIq1yBBiKlWOrJFd+HihOv6q0TXMmP2+T/JyB0BrGPc1DL6ADBCAAAQhAAAIQgIBFgMV9hgIEIAABCEAAAhCAQI4I4J7mqDNQBQIQgAAEIAABCEAA95QxAAEIQAACEIAABCCQIwK4pznqDFSBAAQgAAEIQAACEMA9ZQxAAAIQgAAEIAABCOSIAO5pjjoDVSAAAQhAAAIQgAAEcE8ZAxCAAAQgAAEIQAACOSKAe5qjzkAVCEAAAhCAAAQgAAHcU8YABCAAAQhAAAIQgECOCOCe5qgzUAUCEIAABCAAAQhAAPeUMQABCEAAAhCAAAQgkCMCuKc56gxUgQAEIAABCEAAAhDAPWUMQAACEIAABCAAAQjkiADuaY46A1UgAAEIQAACEIAABP4/Ea7+iO/iPTYAAAAASUVORK5CYII=)

这个方法好，桶排序。

首先对key计数；

按照计数，划分桶；

**Java O(n) Solution - Bucket Sort**

Idea is simple. Build a array of list to be buckets with length 1 to sort.

**public** List<Integer> **topKFrequent**(**int**[] nums, **int** k) {

List<Integer>[] bucket = **new** List[nums.length + 1];

Map<Integer, Integer> frequencyMap = **new** HashMap<Integer, Integer>();

**for** (**int** n : nums) {

frequencyMap.put(n, frequencyMap.getOrDefault(n, 0) + 1);

}

**for** (**int** key : frequencyMap.keySet()) {

**int** frequency = frequencyMap.**get**(key);

**if** (bucket[frequency] == null) {

bucket[frequency] = **new** ArrayList<>();

}

bucket[frequency].add(key);

}

List<Integer> res = **new** ArrayList<>();

**for** (**int** pos = bucket.length - 1; pos >= 0 && res.size() < k; pos--) {

**if** (bucket[pos] != null) {

res.addAll(bucket[pos]);

}

}

**return** res;

}

Nice solution, I initially thought about using PriorityQueue, but build PriorityQueue needs n(logn) time.

Thanks for sharing, only one nitpick:

Think about the case when K=2,  
and you have 1 number that has max frequency, say 10 times.  
and you have 10 numbers that has 2nd max frequency, say 9 times.  
With your algo, the returned list will contain 11 numbers instead of 2.

Any easy fix:  
return res.subList(0,k);

(It seems the above scenario is not covered by the existing test cases.)

**3 ways to solve this problem**

using heap

**class** Solution {

**public**:

vector<**int**> topKFrequent(vector<**int**>& nums, **int** k) {

priority\_queue<pair<**int**, **int**>, vector<pair<**int**, **int**>>, greater<pair<**int**, **int**>>> pq;

unordered\_map<**int**, **int**> cnt;

**for** (**auto** num : nums) cnt[num]++;

**for** (**auto** kv : cnt) {

pq.push({kv.second, kv.first});

**while** (pq.size() > k) pq.pop();

}

vector<**int**> res;

**while** (!pq.empty()) {

res.push\_back(pq.top().second);

pq.pop();

}

**return** res;

}

};

using selection algorithm

**class** Solution {

**public**:

vector<**int**> topKFrequent(vector<**int**>& nums, **int** k) {

vector<**int**> res;

**if** (!nums.size()) **return** res;

unordered\_map<**int**, **int**> cnt;

**for** (**auto** num : nums) cnt[num]++;

vector<pair<**int**, **int**>> num\_with\_cnt;

**for** (**auto** kv : cnt) {

num\_with\_cnt.push\_back({kv.first, kv.second});

}

kselection(num\_with\_cnt, 0, num\_with\_cnt.size()-1, k);

**for** (**int** i = 0; i < k && i < num\_with\_cnt.size(); ++i) {

res.push\_back(num\_with\_cnt[i].first);

}

**return** res;

}

**void** **kselection**(vector<pair<**int**, **int**>>& data, **int** start, **int** end, **int** k) {

**if** (start >= end) **return**;

**auto** pv = data[end];

**int** i = start;

**int** j = start;

**while** (i < end) {

**if** (data[i].second > pv.second) {

swap(data[i++], data[j++]);

} **else** {

++i;

}

}

swap(data[j], data[end]);

**int** num = j - start + 1;

**if** (num == k) **return**;

**else** **if** (num < k) {

kselection(data, j + 1, end, k - num);

} **else** {

kselection(data, start, j - 1, k);

}

}

};

using bucket sort

**class** Solution {

**public**:

vector<**int**> topKFrequent(vector<**int**>& nums, **int** k) {

vector<**int**> res;

**if** (!nums.size()) **return** res;

unordered\_map<**int**, **int**> cnt;

**for** (**auto** num : nums) cnt[num]++;

vector<vector<**int**>> bucket(nums.size() + 1);

**for** (**auto** kv : cnt) {

bucket[kv.second].push\_back(kv.first);

}

**for** (**int** i = bucket.size() - 1; i >= 0; --i) {

**for** (**int** j = 0; j < bucket[i].size(); ++j){

res.push\_back(bucket[i][j]);

**if** (res.size() == k) **return** res;

}

}

**return** res;

}

};

**3 Java Solution using Array, MaxHeap, TreeMap**

*// use an array to save numbers into different bucket whose index is the frequency*

**public** **class** Solution {

**public** List<Integer> topKFrequent(**int**[] nums, **int** k) {

Map<Integer, Integer> map = **new** HashMap<>();

**for**(**int** n: nums){

map.put(n, map.getOrDefault(n,0)+1);

}

*// corner case: if there is only one number in nums, we need the bucket has index 1.*

List<Integer>[] bucket = **new** List[nums.length+1];

**for**(**int** n:map.keySet()){

**int** freq = map.get(n);

**if**(bucket[freq]==null)

bucket[freq] = **new** LinkedList<>();

bucket[freq].add(n);

}

List<Integer> res = **new** LinkedList<>();

**for**(**int** i=bucket.length-1; i>0 && k>0; --i){

**if**(bucket[i]!=null){

List<Integer> list = bucket[i];

res.addAll(list);

k-= list.size();

}

}

**return** res;

}

}

*// use maxHeap. Put entry into maxHeap so we can always poll a number with largest frequency*

**public** **class** Solution {

**public** List<Integer> topKFrequent(**int**[] nums, **int** k) {

Map<Integer, Integer> map = **new** HashMap<>();

**for**(**int** n: nums){

map.put(n, map.getOrDefault(n,0)+1);

}

PriorityQueue<Map.Entry<Integer, Integer>> maxHeap =

**new** PriorityQueue<>((a,b)->(b.getValue()-a.getValue()));

**for**(Map.Entry<Integer,Integer> entry: map.entrySet()){

maxHeap.add(entry);

}

List<Integer> res = **new** ArrayList<>();

**while**(res.size()<k){

Map.Entry<Integer, Integer> entry = maxHeap.poll();

res.add(entry.getKey());

}

**return** res;

}

}

*// use treeMap. Use freqncy as the key so we can get all freqencies in order*

**public** **class** Solution {

**public** List<Integer> topKFrequent(**int**[] nums, **int** k) {

Map<Integer, Integer> map = **new** HashMap<>();

**for**(**int** n: nums){

map.put(n, map.getOrDefault(n,0)+1);

}

TreeMap<Integer, List<Integer>> freqMap = **new** TreeMap<>();

**for**(**int** num : map.keySet()){

**int** freq = map.get(num);

**if**(!freqMap.containsKey(freq)){

freqMap.put(freq, **new** LinkedList<>());

}

freqMap.get(freq).add(num);

}

List<Integer> res = **new** ArrayList<>();

**while**(res.size()<k){

Map.Entry<Integer, List<Integer>> entry = freqMap.pollLastEntry();

res.addAll(entry.getValue());

}

**return** res;

}

}

## 分而治之

## HashMap

窗体顶端

窗体底端

### Valid Anagram

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/valid-anagram/submissions/)

* Total Accepted: **113742**
* Total Submissions: **258815**
* Difficulty: **Easy**

Given two strings *s* and *t*, write a function to determine if *t* is an anagram of *s*.

For example,  
*s* = "anagram", *t* = "nagaram", return true.  
*s* = "rat", *t* = "car", return false.

**Note:**  
You may assume the string contains only lowercase alphabets.

**Follow up:**  
What if the inputs contain unicode characters? How would you adapt your solution to such case?

我的做法同书

public boolean isAnagram(String s, String t) {

if(s.length()!=t.length()) return false;

int[] map=new int[256];

for(int i=0; i<s.length(); i++)

{

char ch=s.charAt(i);

map[ch]++;

}

for(int i=0; i<t.length(); i++)

{

char ch=t.charAt(i);

if(--map[ch]<0) return false;

}

return true;

}

### Two Sum

[My Submissions](https://leetcode.com/problems/two-sum/submissions/)

QuestionEditorial Solution

Total Accepted: **218619** Total Submissions: **957295** Difficulty: **Easy**

Given an array of integers, return **indices** of the two numbers such that they add up to a specific target.

You may assume that each input would have ***exactly*** one solution.

**Example:**

Given nums = [2, 7, 11, 15], target = 9,

Because nums[**0**] + nums[**1**] = 2 + 7 = 9,

return [**0**, **1**].

我的做法

public int[] twoSum(int[] nums, int target) {

HashMap<Integer,Integer> map=new HashMap<Integer,Integer>();

int[] res=new int[2];

for(int i=0;i<nums.length;i++)

{

if(map.containsKey(target-nums[i]))

{

res[0]=map.get(target-nums[i]);

res[1]=i;

}

else

{

map.put(nums[i],i);

}

}

return res;

}

Hi, this is my accepted JAVA solution. It only go through the list once. It's shorter and easier to understand. Hope this can help someone. Please tell me if you know how to make this better :)

**public** **int**[] twoSum(**int**[] numbers, **int** target) {

**int**[] result = **new** **int**[2];

Map<Integer, Integer> **map** = **new** HashMap<Integer, Integer>();

**for** (**int** i = 0; i < numbers.length; i++) {

**if** (**map**.containsKey(target - numbers[i])) {

result[1] = i + 1;

result[0] = **map**.get(target - numbers[i]);

**return** result;

}

**map**.put(numbers[i], i + 1);

}

**return** result;

}

### Fraction to Recurring Decimal

[My Submissions](https://leetcode.com/problems/fraction-to-recurring-decimal/submissions/)

QuestionEditorial Solution

Total Accepted: **29975** Total Submissions: **198258** Difficulty: **Medium**

Given two integers representing the numerator and denominator of a fraction, return the fraction in string format.

If the fractional part is repeating, enclose the repeating part in parentheses.

For example,

* Given numerator = 1, denominator = 2, return "0.5".
* Given numerator = 2, denominator = 1, return "2".
* Given numerator = 2, denominator = 3, return "0.(6)".

**Hint:**

1. No scary math, just apply elementary math knowledge. Still remember how to perform a *long division*?
2. Try a long division on 4/9, the repeating part is obvious. Now try 4/333. Do you see a pattern?
3. Be wary of edge cases! List out as many test cases as you can think of and test your code thoroughly.

用HashMap存余数

The important thing is to consider all edge cases while thinking this problem through, including: negative integer, possible overflow, etc.

Use HashMap to store a remainder and its associated index while doing the division so that whenever a same remainder comes up, we know there is a repeating fractional part.

**public** **class** Solution {

**public** String fractionToDecimal(**int** numerator, **int** denominator) {

**if** (numerator == 0) {

**return** "0";

}

StringBuilder res = **new** StringBuilder();

// "+" or "-"

res.append(((numerator > 0) ^ (denominator > 0)) ? "-" : "");

**long** num = Math.abs((**long**)numerator);

**long** den = Math.abs((**long**)denominator);

// integral part

res.append(num / den);

num %= den;

**if** (num == 0) {

**return** res.toString();

}

// fractional part

res.append(".");

HashMap<Long, Integer> **map** = **new** HashMap<Long, Integer>();

**map**.put(num, res.length());

**while** (num != 0) {

num \*= 10;

res.append(num / den);

num %= den;

**if** (**map**.containsKey(num)) {

**int** index = **map**.get(num);

res.insert(index, "(");

res.append(")");

**break**;

}

**else** {

**map**.put(num, res.length());

}

}

**return** res.toString();

}

}

public String fractionToDecimal(int numerator, int denominator) {

StringBuilder result = new StringBuilder();

String sign = (numerator < 0 == denominator < 0 || numerator == 0) ? "" : "-";

long num = Math.abs((long) numerator);

long den = Math.abs((long) denominator);

result.append(sign);

result.append(num / den);

long remainder = num % den;

**if** (remainder == 0)

**return** result.toString();

result.append(".");

HashMap<Long, Integer> hashMap = new HashMap<Long, Integer>();

**while** (!hashMap.containsKey(remainder)) {

hashMap.put(remainder, result.length());

result.append(10 \* remainder / den);

remainder = 10 \* remainder % den;

}

int index = hashMap.get(remainder);

result.insert(index, "(");

result.append(")");

**return** result.toString().replace("(0)", "");

}

【官方Solution】

0.16

6 ) 1.00

0

1 0 <-- Remainder=1, mark 1 as seen at position=0.

- 6

40 <-- Remainder=4, mark 4 as seen at position=1.

- 36

4 <-- Remainder=4 was seen before at position=1, so the fractional part which is 16 starts repeating at position=1 => 1(6).

The key insight here is to notice that once the remainder starts repeating, so does the divided result.

You will need a hash table that maps from the remainder to its position of the fractional part. Once you found a repeating remainder, you may enclose the reoccurring fractional part with parentheses by consulting the position from the table.

The remainder could be zero while doing the division. That means there is no repeating fractional part and you should stop right away.

Just like the question [Divide Two Integers](https://oj.leetcode.com/problems/divide-two-integers/), be wary of edge case such as negative fractions and nasty extreme case such as -2147483648 / -1.

【中文解析】

**难点**：如何识别循环体？

**解决方法**：用一个HashMap记录每一个余数，当出现重复的余数时，那么将会进入循环，两个重复余数之间的部分就是循环体。

**示例**：1/13=0.076923076923076923...，当小数部分第二次出现0时，就意味着开始了循环，那么需要把076923用括号括起来，结果为0.(076923)。

**涉及技巧**：1）在不断相除的过程中，把余数乘以10再进行下一次相除，保证一直是整数相除；2）HashMap的key和value分别是<当前余数, 对应结果下标>，这样获取076923时就可根据value值来找。

注意点1：考虑正负数，先判断符号，然后都转化为正数；

注意点2：考虑溢出，如果输入为Integer.MIN\_VALUE，取绝对值后会溢出。

这个写法不错

ans一直在尾部加上rem/dem的值，rem一直在更新。直到rem出现重复，则添加括号，输出最终结果。

代码中已添加注释，来看代码：

**[java]** [view plaincopy](http://blog.csdn.net/ljiabin/article/details/42025037)

1. **public** **class** Solution {
2. **public** String fractionToDecimal(**int** numerator, **int** denominator) {
3. **if** (numerator == 0) **return** "0";
4. **if** (denominator == 0) **return** "";
6. String ans = "";
8. //如果结果为负数
9. **if** ((numerator < 0) ^ (denominator < 0)) {  //逻辑异或
10. ans += "-";
11. }
13. //下面要把两个数都转为正数，为避免溢出，int转为long
14. **long** num = numerator, den = denominator;
15. num = Math.abs(num);
16. den = Math.abs(den);
18. //结果的整数部分
19. **long** res = num / den;
20. ans += String.valueOf(res);
22. //如果能够整除，返回结果
23. **long** rem = (num % den) \* 10;
24. **if** (rem == 0) **return** ans;
26. //结果的小数部分
27. HashMap<Long, Integer> map = **new** HashMap<Long, Integer>();
28. ans += ".";
29. **while** (rem != 0) {
30. //如果前面已经出现过该余数，那么将会开始循环
31. **if** (map.containsKey(rem)) {
32. **int** beg = map.get(rem); //循环体开始的位置
33. String part1 = ans.substring(0, beg);
34. String part2 = ans.substring(beg, ans.length());
35. ans = part1 + "(" + part2 + ")";
36. **return** ans;
37. }
39. //继续往下除
40. map.put(rem, ans.length());
41. res = rem / den;
42. ans += String.valueOf(res);
43. rem = (rem % den) \* 10;
44. }
46. **return** ans;
47. }
48. }

**Java编程误区**：一定要先把 int 转为 long，然后再取绝对值。如果写成 long num = Math.abs(numerator) 就会有问题，因为这句代码在 numerator=Integer.MIN\_VALUE 时相当于 long num = Math.abs(-2147483648)，这样得到的 num还是 -2147483648。

### Happy Number

[My Submissions](https://leetcode.com/problems/happy-number/submissions/)

QuestionEditorial Solution

Total Accepted: **66950** Total Submissions: **183169** Difficulty: **Easy**

Write an algorithm to determine if a number is "happy".

A happy number is a number defined by the following process: Starting with any positive integer, replace the number by the sum of the squares of its digits, and repeat the process until the number equals 1 (where it will stay), or it loops endlessly in a cycle which does not include 1. Those numbers for which this process ends in 1 are happy numbers.

**Example:**19 is a happy number

* 12 + 92 = 82
* 82 + 22 = 68
* 62 + 82 = 100
* 12 + 02 + 02 = 1

我的做法

这题和求循环小数类似，如果不是happy number，sum在几轮计算后会出现重复

这个写法清晰

public boolean isHappy(int n) {

HashMap<Integer,Integer> map=new HashMap<>();

int sum=0;

while(sum!=1)

{

sum=0;

while(n!=0)

{

sum+=(n%10)\*(n%10);

n/=10;

}

n=sum;

if(map.containsKey(sum))

{

return false;

}

map.put(sum,1);

}

return true;

}

I see the majority of those posts use hashset to record values. Actually, we can simply adapt the Floyd Cycle detection algorithm. I believe that many people have seen this in the Linked List Cycle detection problem. The following is my code:

**int** digitSquareSum(**int** n) {

**int** sum = 0, tmp;

**while** (n) {

tmp = n % 10;

sum += tmp \* tmp;

n /= 10;

}

**return** sum;

}

**bool** isHappy(**int** n) {

**int** slow, fast;

slow = fast = n;

**do** {

slow = digitSquareSum(slow);

fast = digitSquareSum(fast);

fast = digitSquareSum(fast);

} **while**(slow != fast);

**if** (slow == 1) **return** 1;

**else** **return** 0;

}

**public** **class** **Solution** {

**public** **boolean** isHappy(**int** n) {

**int** x = n;

**int** y = n;

**while**(x>1){

x = cal(x) ;

**if**(x==1) **return** **true** ;

y = cal(cal(y));

**if**(y==1) **return** **true** ;

**if**(x==y) **return** **false**;

}

**return** **true** ;

}

**public** **int** cal(**int** n){

**int** x = n;

**int** s = 0;

**while**(x>0){

s = s+(x%10)\*(x%10);

x = x/10;

}

**return** s ;

}

}

Beat 90% Fast Easy Understand Java Solution with Brief Explanation

The idea is to use one hash set to record sum of every digit square of every number occurred. Once the current sum cannot be added to set, return false; once the current sum equals 1, return true;

**public** **boolean** isHappy(**int** n) {

Set<Integer> inLoop = **new** HashSet<Integer>();

**int** squareSum,remain;

**while** (inLoop.add(n)) {

squareSum = 0;

**while** (n > 0) {

remain = n%10;

squareSum += remain\*remain;

n /= 10;

}

**if** (squareSum == 1)

**return** **true**;

**else**

n = squareSum;

}

**return** **false**;

}

My Java solution: find 1 or 7 when happy sum is a single digit

In order to find a rule to break out the loop, I start calculating 2 and find a loop at 4, then 3,5,6,9 will all go into that loop. So in 1-9, only 1 and 7 are happy numbers. Also I find all numbers' calculation will goes into a single digit at some time. So what I did is just calculate happy sum and when it is a single digit, check if it is 1 or 7 ^.^

public boolean isHappy(int n) {

**if**(n<=0) **return** **false**;

**while**(**true**){

int sum=0;

**while**(n!=0){

sum+=(n%10)\*(n%10);

n=n/10;

}

**if**(sum/10==0){

**if**(sum==1||sum==7) **return** **true**;

**else** **return** **false**;

}

n=sum;

}

}

Proof to "all numbers' calculation will goes into a single digit at some time". I post this as an answer to have a better format than comment.

The happy sum of a N digit number, Happy(num), will not be larger than Happy(10^(N+1) - 1) = 81N.

Therefore when N > 3, we always have 81N < 100N < (10^2) \* N < 10^N, that is Happy(num) < num / 10, which will eventually reduce the happy sum of any number to smaller or equal to 999, because Happy(9999) < 999.

Happy(999) = 243, therefore any number larger than 99 and smaller or equal to 999 should have a happy sum smaller or equal to 243, which in turn smaller than 299, which should have the largest happy sum among all numbers in [200, 300).

Happy(299) = 166, therefore Happy(num) will get to a number smaller or equal to 166 at some step, which in turn smaller than 199.

1. Happy(199) = 163 < 199.
2. Happy(99) = 162.

Combining 1 and 2 above, we know any numbers larger than 100 will be reduced to smaller than 163 at some step, and any numbers smaller than 100 have a happy sum that is smaller or equal to 162, therefore all numbers will be reduced to smaller or equal to 162 at some step.

Now we only have 162 numbers to deal with, you can simply write a program to verify that their happy sum all get to a single digit at some step.

"Therefore when N > 3, we always have 81N < 100N < (10^2) \* N < 10^N, that is Happy(num) < num / 10, " don't quite understand. think the formula is : Happy(num)<10^N<10^N-1(since we have more than two strictly less than relation whiles.) so Happy(999999)<99999, Happy(99999)<Happy(9999) Happy(9999)<999, so on and so forth. so the largest sum converge to less than 999.

Explanation of why those posted algorithms are mathematically valid

Earlier posts gave the algorithm but did not explain why it is valid mathematically, and this is what this post is about: present a "short" mathematical proof.

First of all, it is easy to argue that starting from a number I, if some value - say a - appears again during the process after k steps, the initial number I cannot be a happy number. Because a will continuously become a after every k steps.

Therefore, as long as we can show that there is a loop after running the process continuously, the number is not a happy number.

There is another detail not clarified yet: For any non-happy number, will it definitely end up with a loop during the process? This is important, because it is possible for a non-happy number to follow the process endlessly while having no loop.

To show that a non-happy number will definitely generate a loop, we only need to show that for any non-happy number, all outcomes during the process are bounded by some large but finite integer N. If all outcomes can only be in a finite set (2,N], and since there are infinitely many outcomes for a non-happy number, there has to be at least one duplicate, meaning a loop!

Suppose after a couple of processes, we end up with a large outcome O1 with D digits where Dis kind of large, say D>=4, i.e., O1 > 999 (If we cannot even reach such a large outcome, it means all outcomes are bounded by 999 ==> loop exists). We can easily see that after processing O1, the new outcome O2 can be at most 9^2\*D < 100D, meaning that O2 can have at most 2+d(D) digits, where d(D) is the number of digits D have. It is obvious that 2+d(D) < D. We can further argue that O1 is the maximum (or boundary) of all outcomes afterwards. This can be shown by contradictory: Suppose after some steps, we reach another large number O3 > O1. This means we process on some number W <= 999 that yields O3. However, this cannot happen because the outcome of W can be at most 9^2\*3 < 300 < O1.

Done.

Please leave your comment if any question or suggestion.

### Group Anagrams

[My Submissions](https://leetcode.com/problems/anagrams/submissions/)

QuestionEditorial Solution

Total Accepted: **74086** Total Submissions: **269143** Difficulty: **Medium**

Given an array of strings, group anagrams(由颠倒字母顺序而构成的字[短语]) together.

For example, given: ["eat", "tea", "tan", "ate", "nat", "bat"],   
Return:

[

["ate", "eat","tea"],

["nat","tan"],

["bat"]

]

**Note:**

1. For the return value, each *inner* list's elements must follow the lexicographic order.
2. All inputs will be in lower-case.

我的做法

使用HashMap，其变位词中字母序第一个为key，变位词为value

最后list加入结果时，对从map中取出来的list按照字典序进行排序

public List<List<String>> groupAnagrams(String[] strs) {

List<List<String>> res=new ArrayList<List<String>>();

HashMap<String,List<String>> map=new HashMap<>();

for(String s:strs)

{

char[] ss=s.toCharArray();

Arrays.sort(ss);

String tmp=new String(ss);

if(map.containsKey(tmp))

{

map.get(tmp).add(s);

}

else

{

List<String> ls=new ArrayList<String>();

ls.add(s);

map.put(tmp,ls);

}

}

for(String s:map.keySet())

{

List<String> ls=map.get(s);

ls.sort(new Comparator<String>()

{

public int compare(String a, String b)

{

return a.compareTo(b);

}

});

res.add(ls);

}

return res;

}

Small suggestion. I found out that its much faster to sort individual hashmap buckets than to sort input array whose size is very large.. Earlier i had not expected this.

Agree with @sreenidhi2. So I modified the code a little bit: instead of sort the string array at the beginning, I sorted the list of each hashmap bucket at the last step.

这个写法不错，比我的更加简洁，思路一样

public List<List<String>> groupAnagrams(String[] strs) {

**if**(strs==null || strs.length == 0){

**return** new ArrayList<List<String>>();

}

HashMap<String, List<String>> map = new HashMap<String, List<String>>();

//Arrays.sort(strs);

**for** (String s:strs) {

char[] ca = s.toCharArray();

Arrays.sort(ca);

String keyStr = String.valueOf(ca);

**if**(!map.containsKey(keyStr))

map.put(keyStr, new ArrayList<String>());

map.get(keyStr).add(s);

}

**for**(String key: map.keySet()) {

Collections.sort(map.get(key));//重要

}

**return** new ArrayList<List<String>>(map.values());

}

Just a small improvement:

As all inputs will be in lower-case, we can implement our own sorting algorithm to sort a string in order to speed up this sorting. I implemented one similar to counting sort as follows, and the running time was decreased to 68ms.

**string** sortLowercase(**string** s) {

**int** charExist[26] = {0};

**for** (**int** i = 0; i < s.size(); i++) {

charExist[s[i] - 'a']++;

}

**string** res;

**int** j = 0;

**while** (j < 26) {

**if** (charExist[j] == 0) {

j++;

}

**else** {

res.push\_back(j + 'a');

charExist[j]--;

}

}

**return** res;

}

### Word Pattern

[My Submissions](https://leetcode.com/problems/word-pattern/submissions/)

QuestionEditorial Solution

Total Accepted: **34765** Total Submissions: **119450** Difficulty: **Easy**

Given a pattern and a string str, find if str follows the same pattern.

Here **follow** means a full match, such that there is a bijection(双射) between a letter in pattern and a **non-empty** word in str.

**Examples:**

1. pattern = "abba", str = "dog cat cat dog" should return true.
2. pattern = "abba", str = "dog cat cat fish" should return false.
3. pattern = "aaaa", str = "dog cat cat dog" should return false.
4. pattern = "abba", str = "dog dog dog dog" should return false.

**Notes:**  
You may assume pattern contains only lowercase letters, and str contains lowercase letters separated by a single space.

注意两个地方，str中单词个数，需要与pattern中字符个数进行匹配；字符到单词的映射与单词到字符的映射是双向的，即a->dog,b->dog，不成立。

我的做法

这个方法比较简单清晰，也可以用两个map

public boolean wordPattern(String pattern, String str) {

String[] strs=str.split("\\s");

if(pattern.length()!=strs.length) return false;

HashMap<Character,String> map=new HashMap<>();

for(int i=0;i<pattern.length();i++)

{

if(!map.containsKey(pattern.charAt(i)))

{

if(map.containsValue(strs[i])) return false;

map.put(pattern.charAt(i),strs[i]);

}

else

{

String s=map.get(pattern.charAt(i));

if(!s.equals(strs[i])) return false;

}

}

return true;

}

public boolean wordPattern(String pattern, String str) {

String[] words = str.split(" ");

**if** (words.length != pattern.length())

**return** **false**;

Map index = new HashMap();

**for** (Integer i=0; i<words.length; ++i)

**if** (index.put(pattern.charAt(i), i) != index.put(words[i], i))

**return** **false**;

**return** **true**;

}

I go through the pattern letters and words in parallel and compare the indexes where they last appeared.

**Edit 1:** Originally I compared the **first** indexes where they appeared, using putIfAbsent instead of put. That was based on [mathsam's solution](https://leetcode.com/discuss/36438/1-liner-in-python?show=39066#a39066) for the old [Isomorphic Strings](https://leetcode.com/problems/isomorphic-strings/) problem. But then[czonzhu's answer](https://leetcode.com/discuss/62374/9-lines-simple-java?show=62383#a62383) below made me realize that put works as well and why.

**Edit 2:** Switched from

**for** (int i=0; i<words.length; ++i)

**if** (!Objects.equals(index.put(pattern.charAt(i), i),

index.put(words[i], i)))

**return** **false**;

to the current version with i being an Integer object, which allows to compare with just !=because there's no autoboxing-same-value-to-different-objects-problem anymore. Thanks to lap\_218 for somewhat pointing that out in the comments.

It is not a good idea to save pattern and words in one map both as keys. The str can contains words like "a", "b", or "c", which will mix with the same characters in pattern. I don't think this solution will work for the input like "abb", "dog a a". Using two maps will easily solve this bug.

@bill.quan Not a bug, it works, and this has already been discussed in previous comments.

public **class** **Solution** {

public boolean wordPattern(String pattern, String str) {

String[] arr= str.split(" ");

HashMap<Character, String> map = new HashMap<Character, String>();

**if**(arr.length!= pattern.length())

**return** **false**;

**for**(int i=0; i<arr.length; i++){

char c = pattern.charAt(i);

**if**(map.containsKey(c)){

**if**(!map.get(c).equals(arr[i]))

**return** **false**;

}**else**{

**if**(map.containsValue(arr[i]))

**return** **false**;

map.put(c, arr[i]);

}

}

**return** **true**;

}

}

这个方法不错

To avoid map.containsValue(arr[i]), you can add an extra map to save <String, Character>, my code as below:

public class Solution { public boolean wordPattern(String pattern, String str) {

String[] strs = str.split(" ");

**if**(pattern.length() != strs.length) **return** **false**;

HashMap<Character, String> hm1 = new HashMap<Character, String>();

HashMap<String, Character> hm2 = new HashMap<String, Character>();

**for**(int i=0; i<pattern.length(); ++i) {

**if**(hm1.containsKey(pattern.charAt(i))) {

**if**(!hm1.get(pattern.charAt(i)).equals(strs[i])) **return** **false**;

}

**else** {

**if**(hm2.containsKey(strs[i])) **return** **false**; //如果该key之前没有出现过，那么该key对应的strs[i]也不该在hm2中出现

**else** {

hm1.put(pattern.charAt(i), strs[i]);

hm2.put(strs[i], pattern.charAt(i));

}

}

}

**return** **true**;

}

}

### Isomorphic Strings

[My Submissions](https://leetcode.com/problems/isomorphic-strings/submissions/)

QuestionEditorial Solution

Total Accepted: **55493** Total Submissions: **187276** Difficulty: **Easy**

Given two strings ***s*** and ***t***, determine if they are isomorphic.

Two strings are isomorphic if the characters in ***s*** can be replaced to get ***t***.

All occurrences of a character must be replaced with another character while preserving the order of characters. No two characters may map to the same character but a character may map to itself.

For example,  
Given "egg", "add", return true.

Given "foo", "bar", return false.

Given "paper", "title", return true.//不是一一互相对应

**Note:**  
You may assume both ***s*** and ***t*** have the same length.

我的做法，同上一题的两个map的做法

public boolean isIsomorphic(String s, String t) {

HashMap<Character,Character> map1=new HashMap<>();

HashMap<Character,Character> map2=new HashMap<>();

if(s.length()!=t.length()) return false;

for(int i=0;i<s.length();i++)

{

if(map1.containsKey(s.charAt(i)))

{

if(map1.get(s.charAt(i))!=t.charAt(i)) return false;

}

else

{

if(map2.containsKey(t.charAt(i))) return false;

else

{

map1.put(s.charAt(i),t.charAt(i));

map2.put(t.charAt(i),s.charAt(i));

}

}

}

return true;

}

**class** Solution {

**public**:

**bool** isIsomorphic(**string** s, **string** t) {

**int** m1[256] = {0}, m2[256] = {0}, n = s.size();

**for** (**int** i = 0; i < n; ++i) {

**if** (m1[s[i]] != m2[t[i]]) **return** **false**;

m1[s[i]] = i + 1;

m2[t[i]] = i + 1;

}

**return** **true**;

}

};

Hi guys!

The main idea is to store the last seen positions of current (i-th) characters in both strings. If previously stored positions are different then we know that the fact they're occuring in the current i-th position simultaneously is a mistake. We could use a map for storing but as we deal with chars which are basically ints and can be used as indices we can do the whole thing with an array.

Check the code below. Happy coding!

**public** **class** **Solution** {

**public** **boolean** isIsomorphic(String s1, String s2) {

**int**[] m = **new** **int**[512];

**for** (**int** i = 0; i < s1.length(); i++) {

**if** (m[s1.charAt(i)] != m[s2.charAt(i)+256]) **return** **false**;

m[s1.charAt(i)] = m[s2.charAt(i)+256] = i+1;

}

**return** **true**;

}

}

这个写法不错，类似于用两个hashmap

使用两个数组，数组初值为0，如果key和value出现过，则对应map的值不为0

重复key出现时，找之前key出现对应的位置及因为对应value也会设置成相等值；

Key与value必须都没有被设置过，否则就相等才行

Bug with OJ Running Time? My solution beat 98%

**public** **class** **Solution** {

**public** **boolean** isIsomorphic(String s, String t) {

//for(int i = 0; i < Integer.MAX\_VALUE;i ++);

**int**[] m1 = **new** **int**[256];

**int**[] m2 = **new** **int**[256];

**int** n = s.length();

**for** (**int** i = 0; i < n; ++i) {

**if** (m1[s.charAt(i)] != m2[t.charAt(i)]) **return** **false**;

m1[s.charAt(i)] = i + 1;

m2[t.charAt(i)] = i + 1;

}

**return** **true**;

}

}

(Edit out the for loop to see for yourself!) For many problems now, redundant for loop will magically speed up the running time.

I found this out because some of the faster solution seem to do more redundant stuff than the top solution which is concise and neater. Both of those solution would follow the same logic. So I just tested out by introducing for loops and found this out.

### Intersection of Two Arrays

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/intersection-of-two-arrays/submissions/)

* Total Accepted: **35295**
* Total Submissions: **79496**
* Difficulty: **Easy**

Given two arrays, write a function to compute their intersection.

**Example:**  
Given *nums1* = [1, 2, 2, 1], *nums2* = [2, 2], return [2].

**Note:**

* Each element in the result must be unique.
* The result can be in any order.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question

[Binary Search](https://leetcode.com/tag/binary-search/) [Hash Table](https://leetcode.com/tag/hash-table/) [Two Pointers](https://leetcode.com/tag/two-pointers/) [Sort](https://leetcode.com/tag/sort/)

**这三个方法都不错Three Java Solutions**

**Three Java Solutions**

Use two hash sets

Time complexity: O(n)

**public** **class** **Solution** {

**public** **int**[] **intersection**(**int**[] nums1, **int**[] nums2) {

Set<Integer> **set** = **new** HashSet<>();

Set<Integer> intersect = **new** HashSet<>();

**for** (**int** i = 0; i < nums1.length; i++) {

**set**.add(nums1[i]);

}

**for** (**int** i = 0; i < nums2.length; i++) {

**if** (**set**.contains(nums2[i])) {

intersect.add(nums2[i]);

}

}

**int**[] result = **new** **int**[intersect.size()];//输出方法

**int** i = 0;

**for** (Integer num : intersect) {

result[i++] = num;

}

**return** result;

}

}

Sort both arrays, use two pointers

Time complexity: O(nlogn)

**public** **class** **Solution** {

**public** **int**[] **intersection**(**int**[] nums1, **int**[] nums2) {

Set<Integer> **set** = **new** HashSet<>();

Arrays.sort(nums1);

Arrays.sort(nums2);

**int** i = 0;

**int** j = 0;

**while** (i < nums1.length && j < nums2.length) {

**if** (nums1[i] < nums2[j]) {

i++;

} **else** **if** (nums1[i] > nums2[j]) {

j++;

} **else** {

**set**.add(nums1[i]);

i++;

j++;

}

}

**int**[] result = **new** **int**[**set**.size()];

**int** k = 0;

**for** (Integer num : **set**) {

result[k++] = num;

}

**return** result;

}

}

Binary search

Time complexity: O(nlogn)

**public** **class** **Solution** {

**public** **int**[] **intersection**(**int**[] nums1, **int**[] nums2) {

Set<Integer> **set** = **new** HashSet<>();

Arrays.sort(nums2);

**for** (Integer num : nums1) {

**if** (binarySearch(nums2, num)) {

**set**.add(num);

}

}

**int** i = 0;

**int**[] result = **new** **int**[**set**.size()];

**for** (Integer num : **set**) {

result[i++] = num;

}

**return** result;

}

**public** boolean **binarySearch**(**int**[] nums, **int** target) {

**int** low = 0;

**int** high = nums.length - 1;

**while** (low <= high) {

**int** mid = low + (high - low) / 2;

**if** (nums[mid] == target) {

**return** true;

}

**if** (nums[mid] > target) {

high = mid - 1;

} **else** {

low = mid + 1;

}

}

**return** false;

}

}

### Intersection of Two Arrays II

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/intersection-of-two-arrays-ii/submissions/)

* Total Accepted: **24782**
* Total Submissions: **59291**
* Difficulty: **Easy**

Given two arrays, write a function to compute their intersection.

**Example:**  
Given *nums1* = [1, 2, 2, 1], *nums2* = [2, 2], return [2, 2].

**Note:**

* Each element in the result should appear as many times as it shows in both arrays.
* The result can be in any order.

**Follow up:**

* What if the given array is already sorted? How would you optimize your algorithm?
* What if *nums1*'s size is small compared to *nums2*'s size? Which algorithm is better?
* What if elements of *nums2* are stored on disk, and the memory is limited such that you cannot load all elements into the memory at once?

**C++ hash table solution and sort + two pointers solution with time and space complexity**

m: nums1.size n: nums2.size

Hash table solution:  
Time: O(m + n) Space: O(m + n)

**class** Solution {

**public**:

vector<**int**> intersect(vector<**int**>& nums1, vector<**int**>& nums2) {

unordered\_map<**int**, **int**> dict;

vector<**int**> res;

**for**(**int** i = 0; i < (**int**)nums1.size(); i++) dict[nums1[i]]++;

**for**(**int** i = 0; i < (**int**)nums2.size(); i++)

**if**(--dict[nums2[i]] >= 0) res.push\_back(nums2[i]);

**return** res;

}

};

Hash table solution2:  
Time: O(m + n) Space: O(m)

**class** Solution {

**public**:

vector<**int**> intersect(vector<**int**>& nums1, vector<**int**>& nums2) {

unordered\_map<**int**, **int**> dict;

vector<**int**> res;

**for**(**int** i = 0; i < (**int**)nums1.size(); i++) dict[nums1[i]]++;

**for**(**int** i = 0; i < (**int**)nums2.size(); i++)

**if**(dict.find(nums2[i]) != dict.end() && --dict[nums2[i]] >= 0) res.push\_back(nums2[i]);

**return** res;

}

};

Sort and two pointers Solution:  
Time: O(max(m, n) log(max(m, n))) Space: O(m + n)

**class** Solution {

**public**:

vector<**int**> intersect(vector<**int**>& nums1, vector<**int**>& nums2) {

sort(nums1.begin(), nums1.end());

sort(nums2.begin(), nums2.end());

**int** n1 = (**int**)nums1.size(), n2 = (**int**)nums2.size();

**int** i1 = 0, i2 = 0;

vector<**int**> res;

**while**(i1 < n1 && i2 < n2){

**if**(nums1[i1] == nums2[i2]) {

res.push\_back(nums1[i1]);

i1++;

i2++;

}

**else** **if**(nums1[i1] > nums2[i2]){

i2++;

}

**else**{

i1++;

}

}

**return** res;

}

};

**AC solution using Java HashMap**

**public** **class** Solution {

**public** **int**[] intersect(**int**[] nums1, **int**[] nums2) {

HashMap<Integer, Integer> map = **new** HashMap<Integer, Integer>();

ArrayList<Integer> result = **new** ArrayList<Integer>();

**for**(**int** i = 0; i < nums1.length; i++)

{

**if**(map.containsKey(nums1[i])) map.put(nums1[i], map.get(nums1[i])+1);

**else** map.put(nums1[i], 1);

}

**for**(**int** i = 0; i < nums2.length; i++)

{

**if**(map.containsKey(nums2[i]) && map.get(nums2[i]) > 0)

{

result.add(nums2[i]);

map.put(nums2[i], map.get(nums2[i])-1);

}

}

**int**[] r = **new** **int**[result.size()];

**for**(**int** i = 0; i < result.size(); i++)

{

r[i] = result.get(i);

}

**return** r;

}

}

下面这个做法和上一题目的区别，是从使用HashSet变成ArrayList

**public** **class** **Solution** {

**public** **int**[] **intersect**(**int**[] nums1, **int**[] nums2) {

List<Integer> res = **new** ArrayList<Integer>();

Arrays.sort(nums1);

Arrays.sort(nums2);

**for**(**int** i = 0, j = 0; i< nums1.length && j<nums2.length;){

**if**(nums1[i]<nums2[j]){

i++;

}

**else** **if**(nums1[i] == nums2[j]){

res.add(nums1[i]);

i++;

j++;

}

**else**{

j++;

}

}

**int**[] result = **new** **int**[res.size()];

**for**(**int** i = 0; i<res.size();i++){

result[i] = res.**get**(i);

}

**return** result;

}

}

*What if elements of nums2 are stored on disk, and the memory is  
limited such that you cannot load all elements into the memory at  
once?*

* If only nums2 cannot fit in memory, put all elements of nums1 into a HashMap, read chunks of array that fit into the memory, and record the intersections.
* If both nums1 and nums2 are so huge that neither fit into the memory, sort them individually (external sort), then read 2 elements from each array at a time in memory, record intersections.

Thanks for the solution. I think the second part of the solution is impractical, if you read 2 elements at a time, this procedure will take forever. In principle, we want minimize the number of disk access during the run-time.

An improvement can be sort them using external sort, read (let's say) 2G of each into memory and then using the 2 pointer technique, then read 2G more from the array that has been exhausted. Repeat this until no more data to read from disk.

But I am not sure this solution is good enough for an interview setting. Maybe the interviewer is expecting some solution using Map-Reduce paradigm.

### Longest Palindrome

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/longest-palindrome/submissions/)

* Total Accepted: **5912**
* Total Submissions: **13060**
* Difficulty: **Easy**

Given a string which consists of lowercase or uppercase letters, find the length of the longest palindromes that can be built with those letters.

This is case sensitive, for example "Aa" is not considered a palindrome here.

**Note:**  
Assume the length of given string will not exceed 1,010.

**Example:**

Input:

"abccccdd"

Output:

7

Explanation:

One longest palindrome that can be built is "dccaccd", whose length is 7.

我的做法，对字母计数。个数为奇数，则sum+=奇数-1；

最后结果看情况是否+1

注意：a的asc码为97；A的asc码为65.注意大小写字母之间不是连续的！

public int longestPalindrome(String s) {

int odd=0;

int even=0;

int[] map=new int[256];

for(int i=0; i<s.length(); i++)

{

char ch=s.charAt(i);

map[ch]++;

}

for(int i=0; i<256; i++)

{

if(map[i]%2==0) even+=map[i];

else

{

odd++;

even+=map[i]-1;

}

}

return odd>0?1+even: even;

}

**Simple HashSet solution Java**

public int longestPalindrome(String s) {

if(s==null || s.length()==0) return 0;

HashSet<Character> hs = new HashSet<Character>();

int count = 0;

for(int i=0; i<s.length(); i++){

if(hs.contains(s.charAt(i))){

hs.remove(s.charAt(i));

count++;

}else{

hs.add(s.charAt(i));

}

}

if(!hs.isEmpty()) return count\*2+1;

return count\*2;

}

这个方法不错，记录有配对的值；如果还有多，则多加一个单个。

Explaination of the previous code: just count the number of same pairs, then this can be used to put in the different direction to consist of palindrome. Then if there exist more chars, we can put one in the middle.

### H-Index

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/h-index/submissions/)

* Total Accepted: **50296**
* Total Submissions: **160575**
* Difficulty: **Medium**

Given an array of citations (each citation is a non-negative integer) of a researcher, write a function to compute the researcher's h-index.

According to the [definition of h-index on Wikipedia](https://en.wikipedia.org/wiki/H-index): "A scientist has index *h* if *h* of his/her *N* papers have **at least** *h*citations each, and the other *N − h* papers have **no more than** *h* citations each."

For example, given citations = [3, 0, 6, 1, 5], which means the researcher has 5 papers in total and each of them had received 3, 0, 6, 1, 5 citations respectively. Since the researcher has 3 papers with **at least** 3citations each and the remaining two with **no more than** 3 citations each, his h-index is 3.

**Note**: If there are several possible values for h, the maximum one is taken as the h-index.

**Hint:**

1. An easy approach is to sort the array first.
2. What are the possible values of h-index?
3. A faster approach is to use extra space.

**Credits:**  
Special thanks to [@jianchao.li.fighter](https://leetcode.com/discuss/user/jianchao.li.fighter) for adding this problem and creating all test cases.

[Subscribe](https://leetcode.com/subscribe/) to see which companies asked this question
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[Hash Table](https://leetcode.com/tag/hash-table/) [Sort](https://leetcode.com/tag/sort/)

Show Similar Problems

我的做法：h-index的值在1到citations.length之间。使用一个map记录每个h-index对应的，满足条件的论文数目。倒序遍历map，找到map[j]>=j的h-index。

public int hIndex(int[] citations) {

int[] map=new int[citations.length+1];

for(int i=0; i<citations.length; i++)

{

for(int j=1; j<=citations.length; j++)

{

if(citations[i]>=j)

{

map[j]++;

}

}

}

for(int j=citations.length; j>=1; j--)

{

if(map[j]>=j) return j;

}

return 0;

}

**My O(n) time solution use Java**

**public** **class** **Solution** {

*// 9.3 70 years diaoZhaTian China jiaYou*

**public** **int** **hIndex**(**int**[] citations) {

**int** length = citations.length;

**if** (length == 0) {

**return** 0;

}

**int**[] array2 = **new** **int**[length + 1];

**for** (**int** i = 0; i < length; i++) {

**if** (citations[i] > length) {

array2[length] += 1;

} **else** {

array2[citations[i]] += 1;

}

}

**int** t = 0;

**int** result = 0;

**for** (**int** i = length; i >= 0; i--) {

t = t + array2[i];

**if** (t >= i) {

**return** i;

}

}

**return** 0;

}

}

这个方法及写法很好，累加的思想。

**public** **int** **hIndex**(**int**[] citations) {

**int** len = citations.length;

**int**[] count = **new** **int**[len + 1];

**for** (**int** c: citations)

**if** (c > len)

count[len]++;

**else**

count[c]++;

**int** total = 0;

**for** (**int** i = len; i >= 0; i--) {

total += count[i];

**if** (total >= i)

**return** i;

}

**return** 0;

}

**Java bucket sort O(n) solution with detail explanation**

This type of problems always throw me off, but it just takes some getting used to. The idea behind it is some bucket sort mechanisms. First, you may ask why bucket sort. Well, the h-index is defined as the number of papers with reference greater than the number. So assume n is the total number of papers, if we have n+1 buckets, number from 0 to n, then for any paper with reference corresponding to the index of the bucket, we increment the count for that bucket. The only exception is that for any paper with larger number of reference than n, we put in the n-th bucket.

Then we iterate from the back to the front of the buckets, whenever the total count exceeds the index of the bucket, meaning that we have the index number of papers that have reference greater than or equal to the index. Which will be our h-index result. The reason to scan from the end of the array is that we are looking for the greatest h-index. For example, given array [3,0,6,5,1], we have 6 buckets to contain how many papers have the corresponding index. Hope to image and explanation help.
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**public** **int** **hIndex**(**int**[] citations) {

**int** n = citations.length;

**int**[] buckets = **new** **int**[n+1];

**for**(**int** c : citations) {

**if**(c >= n) {

buckets[n]++;

} **else** {

buckets[c]++;

}

}

**int** count = 0;

**for**(**int** i = n; i >= 0; i--) {

count += buckets[i];

**if**(count >= i) {

**return** i;

}

}

**return** 0;

}

The idea is to see that the result can only range from 0 to the length of the array (because we can't have h-index greater than the total papers published). So we create an array "arr" which acts like a HashMap (using pigeon hole principle) and loop backwards from the highest element, then we find "tot" which is the total number of papers that has more than i citations, and we stop when tot>=i (total number of papers with more than i citations >= i). We don't need to keep going because we are trying the biggest i possible, we we stop and return the result.

**public** **class** **Solution** {

**public** **int** **hIndex**(**int**[] citations) {

**int** n = citations.length, tot=0;

**int**[] arr = **new** **int**[n+1];

**for** (**int** i=0; i<n; i++) {

**if** (citations[i]>=n) arr[n]++;

**else** arr[citations[i]]++;

}

**for** (**int** i=n; i>=0; i--) {

tot += arr[i];

**if** (tot>=i) **return** i;

}

**return** 0;

}

### Valid Sudoku

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/valid-sudoku/submissions/)

* Total Accepted: **93603**
* Total Submissions: **284613**
* Difficulty: **Easy**

Determine if a Sudoku is valid, according to: [Sudoku Puzzles - The Rules](http://sudoku.com.au/TheRules.aspx).

The Sudoku board could be partially filled, where empty cells are filled with the character '.'.
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A partially filled sudoku which is valid.

**Note:**  
A valid Sudoku board (partially filled) is not necessarily solvable. Only the filled cells need to be validated.

我的做法，注意跳过‘.’时，是判断（i，j）重新组合过对应位置的数的情况。

判断行、列、九格里的是否存在重复。

注意九格遍历的写法，x位置的关系是：3\*(i/3)+j/3. i来控制起点，j控制位移。

y位置的关系是：3\*(i%3)+j%3.

public boolean isValidSudoku(char[][] board) {

for(int i=0; i<9; i++)

{

HashSet<Integer> row=new HashSet<>();

HashSet<Integer> col=new HashSet<>();

HashSet<Integer> grid=new HashSet<>();

for(int j=0; j<9; j++)

{

if(board[i][j]!='.' && !row.add(board[i][j]-'0')) {System.out.println("row"); return false;}// row repeat

if(board[j][i]!='.' && !col.add(board[j][i]-'0')) {System.out.println("col"); return false;}// column repeat

if(board[3\*(i/3)+j/3][3\*(i%3)+j%3]!='.' && !grid.add(board[3\*(i/3)+j/3][3\*(i%3)+j%3]-'0')) {System.out.println("grid"+i+" "+j+" "+board[3\*(i/3)+j/3][3\*(i%3)+j%3]); return false;}// grid repeat

}

}

return true;

}

**My short solution by C++. O(n2)**

Three flags are used to check whether a number appear.

used1: check each row

used2: check each column

used3: check each sub-boxes

**class** Solution

{

**public**:

**bool** **isValidSudoku**(vector<vector<**char**> > &board)

{

**int** used1[9][9] = {0}, used2[9][9] = {0}, used3[9][9] = {0};

**for**(**int** i = 0; i < board.size(); ++ i)

**for**(**int** j = 0; j < board[i].size(); ++ j)

**if**(board[i][j] != '.')

{

**int** num = board[i][j] - '0' - 1, k = i / 3 \* 3 + j / 3;

**if**(used1[i][num] || used2[j][num] || used3[k][num])

**return** false;

used1[i][num] = used2[j][num] = used3[k][num] = 1;

}

**return** true;

}

};

**public** **boolean** **isValidSudoku**(**char**[][] board) {

**for**(**int** i = 0; i<9; i++){

HashSet<Character> rows = **new** HashSet<Character>();

HashSet<Character> columns = **new** HashSet<Character>();

HashSet<Character> cube = **new** HashSet<Character>();

**for** (**int** j = 0; j < 9;j++){

**if**(board[i][j]!='.' && !rows.add(board[i][j]))

**return** **false**;

**if**(board[j][i]!='.' && !columns.add(board[j][i]))

**return** **false**;

**int** RowIndex = 3\*(i/3);

**int** ColIndex = 3\*(i%3);

**if**(board[RowIndex + j/3][ColIndex + j%3]!='.' && !cube.add(board[RowIndex + j/3][ColIndex + j%3]))

**return** **false**;

}

}

**return** **true**;

}

**public** **class** **Solution** {

**public** **boolean** **isValidSudoku**(**char**[][] board) {

**for** (**int** i=0; i<9; i++) {

**if** (!isParticallyValid(board,i,0,i,8)) **return** **false**;

**if** (!isParticallyValid(board,0,i,8,i)) **return** **false**;

}

**for** (**int** i=0;i<3;i++){

**for**(**int** j=0;j<3;j++){

**if** (!isParticallyValid(board,i\*3,j\*3,i\*3+2,j\*3+2)) **return** **false**;

}

}

**return** **true**;

}

**private** **boolean** **isParticallyValid**(**char**[][] board, **int** x1, **int** y1,**int** x2,**int** y2){

Set singleSet = **new** HashSet();

**for** (**int** i= x1; i<=x2; i++){

**for** (**int** j=y1;j<=y2; j++){

**if** (board[i][j]!='.') **if**(!singleSet.add(board[i][j])) **return** **false**;

}

}

**return** **true**;

}

### 腾讯基础研究面试题目

给定一个数组，根据另外一个数组中元素顺序进行排序。剩下的元素按照数组中原始顺序排列。

比如 nums=[2,3,5,6] arr=[5,3]

则按照这样方式排序的数组结果为：nums=[5,3,2,6];[Binary Search](https://leetcode.com/tag/binary-search/) [Hash Table](https://leetcode.com/tag/hash-table/) [Two Pointers](https://leetcode.com/tag/two-pointers/) [Sort](https://leetcode.com/tag/sort/)窗体底端

## 回溯

### Binary Watch

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/binary-watch/submissions/)

* Total Accepted: **7994**
* Total Submissions: **18730**
* Difficulty: **Easy**
* Contributors: **Admin**

A binary watch has 4 LEDs on the top which represent the **hours** (**0-11**), and the 6 LEDs on the bottom represent the **minutes** (**0-59**).

Each LED represents a zero or one, with the least significant bit on the right.
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For example, the above binary watch reads "3:25".

Given a non-negative integer *n* which represents the number of LEDs that are currently on, return all possible times the watch could represent.

**Example:**

Input: n = 1  
Return: ["1:00", "2:00", "4:00", "8:00", "0:01", "0:02", "0:04", "0:08", "0:16", "0:32"]

**Note:**

* The order of output does not matter.
* The hour must not contain a leading zero, for example "01:00" is not valid, it should be "1:00".
* The minute must be consist of two digits and may contain a leading zero, for example "10:2" is not valid, it should be "10:02".
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这个方法不错。

Just go through the possible times and collect those with the correct number of one-bits.

Java:

public List<String> readBinaryWatch(**int** num) {

List<String> **times** = new ArrayList<>();

**for** (**int** h=0; h<12; h++)

**for** (**int** **m**=0; **m**<60; **m**++)

**if** (Integer.bitCount(h \* 64 + **m**) == num)

times.add(String.format("%d:%02d", h, **m**));

**return** **times**;

}

vector<string> readBinaryWatch(int num) {

vector<string> rs;

for (int h = 0; h < 12; h++)

for (int m = 0; m < 60; m++)

if (bitset<10>(h << 6 | m).count() == num)

rs.emplace\_back(to\_string(h) + (m < 10 ? ":0" : ":") + to\_string(m));

return rs;

}

**3ms Java Solution Using Backtracking and Idea of "Permutation and Combination"**

**public** **class** **Solution** {

**public** List<String> **readBinaryWatch**(**int** num) {

List<String> res = **new** ArrayList<>();

**int**[] nums1 = **new** **int**[]{8, 4, 2, 1}, nums2 = **new** **int**[]{32, 16, 8, 4, 2, 1};

**for**(**int** i = 0; i <= num; i++) {

List<Integer> list1 = generateDigit(nums1, i);

List<Integer> list2 = generateDigit(nums2, num - i);

**for**(**int** num1: list1) {

**if**(num1 >= 12) **continue**;

**for**(**int** num2: list2) {

**if**(num2 >= 60) **continue**;

res.add(num1 + ":" + (num2 < 10 ? "0" + num2 : num2));

}

}

}

**return** res;

}

**private** List<Integer> **generateDigit**(**int**[] nums, **int** count) {

List<Integer> res = **new** ArrayList<>();

generateDigitHelper(nums, count, 0, 0, res);

**return** res;

}

**private** **void** **generateDigitHelper**(**int**[] nums, **int** count, **int** pos, **int** sum, List<Integer> res) {

**if**(count == 0) {

res.add(sum);

**return**;

}

**for**(**int** i = pos; i < nums.length; i++) {

generateDigitHelper(nums, count - 1, i + 1, sum + nums[i], res);

}

}

}

public class Solution {

String[][] hour = {{"0"},

{"1", "2", "4", "8"},

{"3", "5", "6", "9", "10"},

{"7", "11"}};

String[][] minute = {{"00"}, //1

{"01", "02", "04", "08", "16", "32"}, //6

{"03", "05", "06", "09", "10", "12", "17", "18", "20", "24", "33", "34", "36", "40", "48"}, //15

{"07", "11", "13", "14", "19", "21", "22", "25", "26", "28", "35", "37", "38", "41", "42", "44", "49", "50", "52", "56"}, //20

{"15", "23", "27", "29", "30", "39", "43", "45", "46", "51", "53", "54", "57", "58"}, //14

{"31", "47", "55", "59"}}; //4

public List<String> readBinaryWatch(int num) {

List<String> ret = new ArrayList();

for (int i = 0; i <= 3 && i <= n; i++) {

if (n - i <= 5) {

for (String str1 : hour[i]) {

for (String str2 : minute[n - i]) {

ret.add(str1 + ":" + str2);

}

}

}

}

return ret;

}

}

### Word Search

[My Submissions](https://leetcode.com/problems/word-search/submissions/)

QuestionEditorial Solution

Total Accepted: **72661** Total Submissions: **317929** Difficulty: **Medium**

Given a 2D board and a word, find if the word exists in the grid.

The word can be constructed from letters of sequentially adjacent cell, where "adjacent" cells are those horizontally or vertically neighboring. The same letter cell may not be used more than once.

For example,  
Given **board** =

[

['A','B','C','E'],

['S','F','C','S'],

['A','D','E','E']

]

**word** = "ABCCED", -> returns true,  
**word** = "SEE", -> returns true,  
**word** = "ABCB", -> returns false.

Here accepted solution based on recursion. To save memory I decuded to apply bit mask for every visited cell. Please check board[y][x] ^= 256;

**public** **boolean** exist(**char**[][] board, String word) {

**char**[] w = word.toCharArray();

**for** (**int** y=0; y<board.length; y++) {

**for** (**int** x=0; x<board[y].length; x++) {

**if** (exist(board, y, x, w, 0)) **return** **true**;

}

}

**return** **false**;

}

**private** **boolean** exist(**char**[][] board, **int** y, **int** x, **char**[] word, **int** i) {

**if** (i == word.length) **return** **true**;

**if** (y<0 || x<0 || y == board.length || x == board[y].length) **return** **false**;

**if** (board[y][x] != word[i]) **return** **false**;

board[y][x] ^= 256;

**boolean** exist = exist(board, y, x+1, word, i+1)

|| exist(board, y, x-1, word, i+1)

|| exist(board, y+1, x, word, i+1)

|| exist(board, y-1, x, word, i+1);

board[y][x] ^= 256;

**return** exist;

}

这个写法比较容易懂，没有额外开辟空间来保存这个字符是否使用过的信息，而是将其设为一个特殊字符，然后记得恢复。

首先遍历这个矩阵。以矩阵中的每个元素开始去寻找。

如果这个元素不等于要寻找的单词的部分，则直接返回false。

如果等于，则将该元素首先设为特殊字符（表示该元素已经访问过），然后向四周开始搜索。搜索结束后将该元素恢复。

**public** **boolean** exist(**char**[][] board, String word) {

**for** (**int** i = 0; i < board.length; i++) {

**for** (**int** j = 0; j < board[i].length; j++) {

**if**(exist(board, i, j, word, 0)) **return** **true**;

}

}

**return** **false**;

}

**private** **boolean** exist(**char**[][] board, **int** x, **int** y, String word, **int** start) {

**if**(start >= word.length()) **return** **true**;

**if**(x < 0 || x >= board.length || y < 0 || y >= board[0].length) **return** **false**;

**if** (board[x][y] == word.charAt(start++)) {

**char** c = board[x][y];

board[x][y] = '#';

**boolean** res = exist(board, x + 1, y, word, start) || exist(board, x - 1, y, word, start) ||

exist(board, x, y + 1, word, start) || exist(board, x, y - 1, word, start);

board[x][y] = c;

**return** res;

}

**return** **false**;

}

**public** **class** **Solution** {

**static** **boolean**[][] visited;

**public** **boolean** exist(**char**[][] board, String word) {

visited = **new** **boolean**[board.length][board[0].length];

**for**(**int** i = 0; i < board.length; i++){

**for**(**int** j = 0; j < board[i].length; j++){

**if**((word.charAt(0) == board[i][j]) && search(board, word, i, j, 0)){

**return** **true**;

}

}

}

**return** **false**;

}

这个写法不错

**private** **boolean** search(**char**[][]board, String word, **int** i, **int** j, **int** index){

**if**(index == word.length()){

**return** **true**;

}

**if**(i >= board.length || i < 0 || j >= board[i].length || j < 0 || board[i][j] != word.charAt(index) || visited[i][j]){

**return** **false**;

}

visited[i][j] = **true**;

**if**(search(board, word, i-1, j, index+1) ||

search(board, word, i+1, j, index+1) ||

search(board, word, i, j-1, index+1) ||

search(board, word, i, j+1, index+1)){

**return** **true**;

}

visited[i][j] = **false**;

**return** **false**;

}

}

### Gray Code

[My Submissions](https://leetcode.com/problems/gray-code/submissions/)

QuestionEditorial Solution

Total Accepted: **59629** Total Submissions: **163994** Difficulty: **Medium**

The gray code is a binary numeral system where two successive values differ in only one bit.

Given a non-negative integer *n* representing the total number of bits in the code, print the sequence of gray code. A gray code sequence must begin with 0.

For example, given *n* = 2, return [0,1,3,2]. Its gray code sequence is:

00 - 0

01 - 1

11 - 3

10 - 2

**Note:**  
For a given *n*, a gray code sequence is not uniquely defined.

For example, [0,2,3,1] is also a valid gray code sequence according to the above definition.

For now, the judge is able to judge based on one instance of gray code sequence. Sorry about that.

这个公式不错

public List<**Integer**> grayCode(int n) {

List<**Integer**> result = new LinkedList<>();

for (int i = 0; i < (1<<n); i++) result.add(i ^ (i>>1));

return result;

}

The idea is simple. G(i) = i^ (i/2).

Just added information for those who are interested (all credited to [Wiki gray code](http://en.wikipedia.org/wiki/Gray_code)

/\*

The purpose of this function is to convert an unsigned

binary number to reflected binary Gray code.

The operator >> is shift right. The operator ^ is exclusive or.

\*/

**unsigned** **int** binaryToGray(**unsigned** **int** num)

{

**return** (num >> 1) ^ num;

}

/\*

The purpose of this function is to convert a reflected binary

Gray code number to a binary number.

\*/

**unsigned** **int** grayToBinary(**unsigned** **int** num)

{

**unsigned** **int** mask;

**for** (mask = num >> 1; mask != 0; mask = mask >> 1)

{

num = num ^ mask;

}

**return** num;

}

As we known:

Gi = Bi+1 xor Bi

For example, trans binay '001' to gray code:

tmp = 001 <**<** 1

then,

bin 0 0 0 1

tmp 0 0 1 0

-xor------------

0 0 1 1

and the gray code is:

0 0 1 1 >> 1 (ignore last bit) => 0 0 1

public ArrayList<**Integer**> grayCode(int n) {

ArrayList<**Integer**> arr = new ArrayList<**Integer**>();

arr.add(0);

for(int i=0;i<**n;i++){**

int inc = 1<<i;

for(int j=arr.size()-1;j>=0;j--){

arr.add(arr.get(j)+inc);

}

}

return arr;

}

}

这个方法不错，构造法

My idea is to generate the sequence iteratively. For example, when n=3, we can get the result based on n=2. 00,01,11,10 -> (000,001,011,010 ) (110,111,101,100). The middle two numbers only differ at their highest bit, while the rest numbers of part two are exactly symmetric of part one. It is easy to see its correctness. Code is simple:

public List<**Integer**> grayCode(int n) {

List<**Integer**> rs=new ArrayList<**Integer**>();

rs.add(0);

for(int i=0;i<**n;i++){**

int size=rs.size();

for(int k=size-1;k>=0;k--)//反向处理前面的编码

rs.add(rs.get(k) | (1<**<i));//在高位加1**

}

return rs;

}

这个编码有这样的规律（其中一种）

设n=2的编码已经找到，则n=3的编码，只需要在n=2的编码的第一位都加0，再在逆序的n=2的编码前加1，即可。

I agree with loick. I don't think it's a knowledge base problem. It's also my first time to hear about Gray Code. But after trying some small cases, I still figured out an algorithm for it.

From my intuition, the problem is like Hanoi. If you're able to solve n = 2 case, then you can kind of repeat it twice to achieve n = 3 case. Lets try to extend n = 2 case to n = 3 case first.

When n = 2, the sequence is 00 -> 01 -> 11 -> 10 If you want to extend it to n=3 directly without modifying old part, there are only two possible sequence, and they are not hard to find out.

000 -> 001 -> 011 -> 010 -> 110 -> 111 -> 101 -> 100

000 -> 001 -> 011 -> 010 -> 110 -> 100 -> 101 -> 111

So now, the problem is, which one should we choose. I would choose the first one for two reasons.

1. The last elements have similar form in both n=2 and n=3 case. They are 1 follows bunch of 0's. Since we hope to extend the same algorithm to n=4 n=5... cases. It's good to preserve some properties.
2. If we only look at the last 2 digits, we can see that in the first sequence, the second half is exact the reverse of the first half, that means, we can systematically generate the second half according to the first half.

That's how I figured out the algorithm. Hope that helps!

public static List<**Integer**> grayCode(int n) {

if (n < 0)

return new ArrayList<Integer>();

if (n == 0) {

List<**Integer**> list = new ArrayList<**Integer**>();

list.add(0);

return list;

}

List<**Integer**> tmp = grayCode(n - 1);

List<**Integer**> result = new ArrayList<**Integer**>(tmp);

int addNumber = 1 <**<** (n - 1);

for (int i = tmp.size() - 1; i >= 0; i--) {

result.add(addNumber + tmp.get(i));

}

return result;

}

### Restore IP Addresses

[My Submissions](https://leetcode.com/problems/restore-ip-addresses/submissions/)

QuestionEditorial Solution

Total Accepted: **55286** Total Submissions: **236080** Difficulty: **Medium**

Given a string containing only digits, restore it by returning all possible valid IP address combinations.

For example:  
Given "25525511135",

return ["255.255.11.135", "255.255.111.35"]. (Order does not matter)

这个题目，需要考虑子串很长时的情况；划分的子串出现01的情况

这个方法也不错

将字符串s分成4个子串，检查每个子串是否有效（无效的几种情况：长度大于3或小于等于0，长度大于1时首位为0，数字大于255）

**public** **class** **Solution** {

**public** List<String> restoreIpAddresses(String s) {

List<String> res = **new** ArrayList<String>();

**int** len = s.length();

**for**(**int** i = 1; i<4 && i<len-2; i++){

**for**(**int** j = i+1; j<i+4 && j<len-1; j++){

**for**(**int** k = j+1; k<j+4 && k<len; k++){

String s1 = s.substring(0,i), s2 = s.substring(i,j), s3 = s.substring(j,k), s4 = s.substring(k,len);

**if**(isValid(s1) && isValid(s2) && isValid(s3) && isValid(s4)){

res.add(s1+"."+s2+"."+s3+"."+s4);

}

}

}

}

**return** res;

}

**public** **boolean** isValid(String s){

**if**(s.length()>3 || s.length()==0 || (s.charAt(0)=='0' && s.length()>1) || Integer.parseInt(s)>255)

**return** **false**;

**return** **true**;

}

}

3-loop divides the string s into 4 substring: s1, s2, s3, s4. Check if each substring is valid. In isValid, strings whose length greater than 3 or equals to 0 is not valid; or if the string's length is longer than 1 and the first letter is '0' then it's invalid; or the string whose integer representation greater than 255 is invalid.

[**my concise AC java code**](https://leetcode.com/discuss/19296/my-concise-ac-java-code)

the basic idea is to make three cuts into the string, separating it into four parts, each part contains 1~3 digits and it must be <255.

**static** List<String> restoreIpAddresses(String s) {

List<String> ans = **new** ArrayList<String>();

**int** len = s.length();

**for** (**int** i = 1; i <=3; ++i){ // first cut

**if** (len-i > 9) **continue**;

**for** (**int** j = i+1; j<=i+3; ++j){ //second cut

**if** (len-j > 6) **continue**;

**for** (**int** k = j+1; k<=j+3 && k<len; ++k){ // third cut

**int** a,b,c,d; // the four int's seperated by "."

a = Integer.parseInt(s.substring(0,i));

b = Integer.parseInt(s.substring(i,j)); // notice that "01" can be parsed into 1. Need to deal with that later.

c = Integer.parseInt(s.substring(j,k));

d = Integer.parseInt(s.substring(k));

**if** (a>255 || b>255 || c>255 || d>255) **continue**;

String ip = a+"."+b+"."+c+"."+d;

**if** (ip.length()<len+3) **continue**; // this is to reject those int's parsed from "01" or "00"-like substrings

ans.add(ip);

}

}

}

**return** ans;

}

Very simple DFS solution

public List<String> restoreIpAddresses(String s) {

List<String> solutions = new ArrayList<String>();

restoreIp(s, solutions, 0, "", 0);

**return** solutions;

}

private void restoreIp(String ip, List<String> solutions, int idx, String restored, int count) {

**if** (count > 4) **return**;

**if** (count == 4 && idx == ip.length()) solutions.add(restored);

**for** (int i=1; i<4; i++) {

**if** (idx+i > ip.length()) **break**;

String s = ip.substring(idx,idx+i);

**if** ((s.startsWith("0") && s.length()>1) || (i==3 && Integer.parseInt(s) >= 256)) continue;

restoreIp(ip, solutions, idx+i, restored+s+(count==3?"" : "."), count+1);

}

}

[**Easy Java code of backtracking within 16 lines**](https://leetcode.com/discuss/48726/easy-java-code-of-backtracking-within-16-lines)

这个方法不错

注意出现010时候的处理

**public** List<String> restoreIpAddresses(String s) {

List<String> res = **new** ArrayList<>();

helper(s,"",res,0);

**return** res;

}

**public** **void** helper(String s, String tmp, List<String> res,**int** n){

**if**(n==4){

**if**(s.length()==0) res.add(tmp.substring(0,tmp.length()-1));

//substring here to get rid of last '.'

**return**; //注意这个return的位置

}

**for**(**int** k=1;k<=3;k++){

**if**(s.length()<k) **continue**;//这句的作用是为了使下一句substring有效

**int** val = Integer.parseInt(s.substring(0,k));

**if**(val>255 || k!=String.valueOf(val).length()) **continue**;

/\*in the case 010 the parseInt will return len=2 where val=10, but k=3, skip this.\*/

helper(s.substring(k),tmp+s.substring(0,k)+".",res,n+1);

}

}

### Palindrome Partitioning

[My Submissions](https://leetcode.com/problems/palindrome-partitioning/submissions/)

QuestionEditorial Solution

Total Accepted: **63816** Total Submissions: **231359** Difficulty: **Medium**

Given a string *s*, partition *s* such that every substring of the partition is a palindrome.

Return all possible palindrome partitioning of *s*.

For example, given *s* = "aab",  
Return

[

["aa","b"],

["a","a","b"]

]

我的做法，较清晰，不断缩短String s

public class Solution {

List<List<String>> res=new ArrayList<List<String>>();

public List<List<String>> partition(String s) {

List<String> cur=new ArrayList<String>();

combine(s,cur);

return res;

}

public void combine(String s,List<String> cur)

{

if(s.length()==0)

{

res.add(new ArrayList<String>(cur));

return;

}

for(int i=1;i<=s.length();i++)

{

String tmp=s.substring(0,i);

if(!isValid(tmp)) continue;

cur.add(tmp);

combine(s.substring(i),cur);

cur.remove(cur.size()-1);

}

}

public boolean isValid(String s)

{

int len=s.length();

for(int i=0;i<len/2;i++)

{

if(s.charAt(i)!=s.charAt(len-1-i)) return false;

}

return true;

}

}

Java: Backtracking solution.

if the input is "aab", check if [0,0] "a" is palindrome. then check [0,1] "aa", then [0,2] "aab". While checking [0,0], the rest of string is "ab", use ab as input to make a recursive call.

in this example, in the loop of i=l+1, a recursive call will be made with input = "ab". Every time a recursive call is made, the position of l move right.

How to define a correct answer? Think about DFS, if the current string to be checked (Palindrome) contains the last position, in this case "c", this path is a correct answer, otherwise, it's a false answer.
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line 13: is the boundary to check if the current string contains the last element. l>=s.length()

**public** **class** **Solution** {

**List**<**List**<String>> resultLst;

ArrayList<String> currLst;

**public** **List**<**List**<String>> partition(String s) {

resultLst = **new** ArrayList<**List**<String>>();

currLst = **new** ArrayList<String>();

backTrack(s,0);

**return** resultLst;

}

**public** void backTrack(String s, int l){

**if**(currLst.size()>0 //the initial str could be palindrome

&& l>=s.length()){

**List**<String> r = (ArrayList<String>) currLst.**clone**();

resultLst.add(r);

}

**for**(int i=l;i<s.length();i++){

**if**(isPalindrome(s,l,i)){

**if**(l==i)

currLst.add(Character.toString(s.charAt(i)));

**else**

currLst.add(s.substring(l,i+1));

backTrack(s,i+1);

currLst.remove(currLst.size()-1);

}

}

}

**public** boolean isPalindrome(String str, int l, int r){

**if**(l==r) **return** **true**;

**while**(l<r){

**if**(str.charAt(l)!=str.charAt(r)) **return** **false**;

l++;r--;

}

**return** **true**;

}

}

My Java DP only solution without recursion. O(n^2)

public class Solution {

public static List<**List<String**>> partition(String s) {

int len = s.length();

List<**List<String**>>[] result = new List[len + 1];

result[0] = new ArrayList<**List<String**>>();

result[0].add(new ArrayList<**String**>());

boolean[][] pair = new boolean[len][len];

for (int i = 0; i < s.length(); i++) {

result[i + 1] = new ArrayList<List<String>>();

for (int left = 0; left <**=** i; left++) {

if (s.charAt(left) == s.charAt(i) && (i-left <= 1 || pair[left + 1][i - 1])) {

pair[left][i] = true;

String str = s.substring(left, i + 1);

for (List<String> r : result[left]) {

List<**String**> ri = new ArrayList<**String**>(r);

ri.add(str);

result[i + 1].add(ri);

}

}

}

}

return result[len];

}

}

Here the **pair** is to mark a range for the substring is a Pal. if pair[i][j] is true, that means sub string from i to j is pal.

The **result[i]**, is to store from beginng until current index i (Non inclusive), all possible partitions. From the past result we can determine current result.

### N-Queens

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/n-queens/submissions/)

* Total Accepted: **64433**
* Total Submissions: **229832**
* Difficulty: **Hard**

The *n*-queens puzzle is the problem of placing *n* queens on an *n*×*n* chessboard such that no two queens attack each other.
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Given an integer *n*, return all distinct solutions to the *n*-queens puzzle.

Each solution contains a distinct board configuration of the *n*-queens' placement, where 'Q' and '.' both indicate a queen and an empty space respectively.

For example,  
There exist two distinct solutions to the 4-queens puzzle:

[

[".Q..", // Solution 1

"...Q",

"Q...",

"..Q."],

["..Q.", // Solution 2

"Q...",

"...Q",

".Q.."]

]

我的做法同书,

1，cols[row]=col表示行为row，列为col处有皇后。

2，有check函数，检查(i, j)位置处是否可以放置皇后。即检查，行号小于i时的列与j的冲突，及是否有对角线冲突。注意，这里row是从行0开始依次往后分配，所以不用检查行冲突。

public class Solution {

public List<List<String>> solveNQueens(int n) {

List<List<String>> res=new ArrayList<List<String>>();

int[] cols=new int[n];

place(0, cols, n, res);

return res;

}

public void place(int row, int[] cols, int n, List<List<String>> res)

{

if(row==n)

{

List<String> list=new ArrayList<String>();

for(int i=0; i<n; i++) //row

{

String ss="";

for(int j=0; j<n; j++)

{

if(cols[i]!=j) ss+=".";

else ss+="Q";

}

list.add(ss);

}

res.add(list);

}

else

{

for(int i=0; i<n; i++)

{

if(check(row, i, cols))

{

cols[row]=i;

place(row+1, cols, n, res);

}

}

}

}

public boolean check(int row, int col, int[] cols)

{

for(int i=0; i<row; i++)

{

int col2=cols[i];

if(col2==col) return false;

int colDis=Math.abs(col2-col);

int rowDis=row-i;

if(colDis==rowDis) return false;

}

return true;

}

}

**public** **class** **Solution** {

**public** List<List<String>> solveNQueens(**int** n) {

**char**[][] board = **new** **char**[n][n];

**for**(**int** i = 0; i < n; i++)

**for**(**int** j = 0; j < n; j++)

board[i][j] = '.';

List<List<String>> res = **new** ArrayList<List<String>>();

dfs(board, 0, res);

**return** res;

}

**private** **void** **dfs**(**char**[][] board, **int** colIndex, List<List<String>> res) {

**if**(colIndex == board.length) {

res.add(construct(board));

**return**;

}

**for**(**int** i = 0; i < board.length; i++) {

**if**(validate(board, i, colIndex)) {

board[i][colIndex] = 'Q';

dfs(board, colIndex + 1, res);

board[i][colIndex] = '.';

}

}

}

**private** **boolean** **validate**(**char**[][] board, **int** x, **int** y) {

**for**(**int** i = 0; i < board.length; i++) {

**for**(**int** j = 0; j < y; j++) {

**if**(board[i][j] == 'Q' && (x + j == y + i || x + y == i + j || x == i))

**return** **false**;

}

}

**return** **true**;

}

**private** List<String> **construct**(**char**[][] board) {

List<String> res = **new** LinkedList<String>();

**for**(**int** i = 0; i < board.length; i++) {

String s = **new** String(board[i]);

res.add(s);

}

**return** res;

}

}

### N-Queens II

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/n-queens-ii/submissions/)

* Total Accepted: **52045**
* Total Submissions: **124853**
* Difficulty: **Hard**

Follow up for N-Queens problem.

Now, instead outputting board configurations, return the total number of distinct solutions.
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这个方法不错

*/\*\**

*\* don't need to actually place the queen,*

*\* instead, for each row, try to place without violation on*

*\* col/ diagonal1/ diagnol2.*

*\* trick: to detect whether 2 positions sit on the same diagnol:*

*\* if delta(col, row) equals, same diagnol1;*

*\* if sum(col, row) equals, same diagnal2.*

*\*/*

**private** **final** Set<Integer> occupiedCols = **new** HashSet<Integer>();

**private** **final** Set<Integer> occupiedDiag1s = **new** HashSet<Integer>();

**private** **final** Set<Integer> occupiedDiag2s = **new** HashSet<Integer>();

**public** **int** **totalNQueens**(**int** n) {

**return** totalNQueensHelper(0, 0, n);

}

**private** **int** **totalNQueensHelper**(**int** row, **int** count, **int** n) {

**for** (**int** col = 0; col < n; col++) {

**if** (occupiedCols.contains(col))

**continue**;

**int** diag1 = row - col;

**if** (occupiedDiag1s.contains(diag1))

**continue**;

**int** diag2 = row + col;

**if** (occupiedDiag2s.contains(diag2))

**continue**;

*// we can now place a queen here*

**if** (row == n-1)

count++;

**else** {

occupiedCols.add(col);

occupiedDiag1s.add(diag1);

occupiedDiag2s.add(diag2);

count = totalNQueensHelper(row+1, count, n);

*// recover*

occupiedCols.remove(col);

occupiedDiag1s.remove(diag1);

occupiedDiag2s.remove(diag2);

}

}

**return** count;

}

This is a classic backtracking problem.

Start row by row, and loop through columns. At each decision point, skip unsafe positions by using three boolean arrays.

Start going back when we reach row n.

Just FYI, if using HashSet, running time will be at least 3 times slower!

**public** **class** **Solution** {

**int** count = 0;

**public** **int** **totalNQueens**(**int** n) {

**boolean**[] cols = **new** **boolean**[n]; *// columns |*

**boolean**[] d1 = **new** **boolean**[2 \* n]; *// diagonals \*

**boolean**[] d2 = **new** **boolean**[2 \* n]; *// diagonals /*

backtracking(0, cols, d1, d2, n);

**return** count;

}

**public** **void** **backtracking**(**int** row, **boolean**[] cols, **boolean**[] d1, **boolean** []d2, **int** n) {

**if**(row == n) count++;

**for**(**int** col = 0; col < n; col++) {

**int** id1 = col - row + n;

**int** id2 = col + row;

**if**(cols[col] || d1[id1] || d2[id2]) **continue**;

cols[col] = **true**; d1[id1] = **true**; d2[id2] = **true**;

backtracking(row + 1, cols, d1, d2, n);

cols[col] = **false**; d1[id1] = **false**; d2[id2] = **false**;

}

}

}

## 双指针

### Two Sum II - Input array is sorted

QuestionEditorial Solution

[My Submissions](https://leetcode.com/problems/two-sum-ii-input-array-is-sorted/submissions/)

* Total Accepted: **30035**
* Total Submissions: **62278**
* Difficulty: **Medium**

Given an array of integers that is already ***sorted in ascending order***, find two numbers such that they add up to a specific target number.

The function twoSum should return indices of the two numbers such that they add up to the target, where index1 must be less than index2. Please note that your returned answers (both index1 and index2) are not zero-based.

You may assume that each input would have exactly one solution.

**Input:** numbers={2, 7, 11, 15}, target=9  
**Output:** index1=1, index2=2

我的做法，直接双指针。

public int[] twoSum(int[] numbers, int target) {

int low=0, high=numbers.length-1;

int[] res=new int[2];

while(low<=high)

{

if(numbers[low]+numbers[high]<target)

{

low++;

}

else if(numbers[low]+numbers[high]==target)

{

res[0]=low+1;

res[1]=high+1;

return res;

}

else high--;

}

return res;

}

Without HashMap, just have two pointers, A points to index 0, B points to index len - 1, shrink the scope based on the value and target comparison.

**public** **int**[] **twoSum**(**int**[] num, **int** target) {

**int**[] indice = **new** **int**[2];

**if** (num == null || num.length < 2) **return** indice;

**int** left = 0, right = num.length - 1;

**while** (left < right) {

**int** v = num[left] + num[right];

**if** (v == target) {

indice[0] = left + 1;

indice[1] = right + 1;

**break**;

} **else** **if** (v > target) {

right --;

} **else** {

left ++;

}

}

**return** indice;

}

**A less efficient way (binary search)**

I know that the best solution is using two pointers like what is done in the previous solution sharing. However, I see the tag contains "binary search". I do not know if I misunderstand but is binary search a less efficient way for this problem.

Say, fix the first element A[0] and do binary search on the remaining n-1 elements. If cannot find any element which equals target-A[0], Try A[1]. That is, fix A[1] and do binary search on A[2]~A[n-1]. Continue this process until we have the last two elements A[n-2] and A[n-1].

Does this gives a time complexity lg(n-1) + lg(n-2) + ... + lg(1) ~ O(lg(n!)) ~ O(nlgn). So it is less efficient than the O(n) solution. Am I missing something here?

The code also passes OJ.

vector<**int**> twoSum(vector<**int**> &numbers, **int** target) {

**if**(numbers.empty()) **return** {};

**for**(**int** i=0; i<numbers.size()-1; i++) {

**int** start=i+1, end=numbers.size()-1, gap=target-numbers[i];

**while**(start <= end) {

**int** m = start+(end-start)/2;

**if**(numbers[m] == gap) **return** {i+1,m+1};

**else** **if**(numbers[m] > gap) end=m-1;

**else** start=m+1;

}

}

}

You can add an early exit if target-numbers[i] > numbers[numbers.size()-1]. This can speed up the binary search.

### 3Sum

[My Submissions](https://leetcode.com/problems/3sum/submissions/)

QuestionEditorial Solution

Total Accepted: **112881** Total Submissions: **602879** Difficulty: **Medium**

Given an array *S* of *n* integers, are there elements *a*, *b*, *c* in *S* such that *a* + *b* + *c* = 0? Find all unique triplets in the array which gives the sum of zero.

**Note:**

* Elements in a triplet (*a*,*b*,*c*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c*)
* The solution set must not contain duplicate triplets.

For example, given array S = {-1 0 1 2 -1 -4},

A solution set is:

(-1, 0, 1)

(-1, -1, 2)

Concise O(N^2) Java solution

这个方法不错

首先将数组排序；

固定第一个数；剩下的数，做双向扫描；

注意跳过重复元素（固定首个数字时；双向扫描时）

Hi guys!

The idea is to sort an input array and then run through all indices of a possible first element of a triplet. For each possible first element we make a standard bi-directional 2Sum sweep of the remaining part of the array. Also we want to skip equal elements to avoid duplicates in the answer without making a set or smth like that.

public List<**List<Integer**>> threeSum(int[] num) {

Arrays.sort(num);

List<**List<Integer**>> res = new LinkedList<>();

for (int i = 0; i < num.length-2; i++) {//首先固定一个数

if (i == 0 || (i > 0 && num[i] != num[i-1])) {

int lo = i+1, hi = num.length-1, sum = 0 - num[i];

while (lo < hi) {

if (num[lo] + num[hi] == sum) {

res.add(Arrays.asList(num[i], num[lo], num[hi]));

while (lo < hi && num[lo] == num[lo+1]) lo++;

while (lo < hi && num[hi] == num[hi-1]) hi--;

lo++; hi--;

} else if (num[lo] + num[hi] < sum) lo++;

else hi--;

}

}

}

return res;

}

Have a nice coding!

Sort the array, iterate through the list, and use another two pointers to approach the target. Runtime: 7ms

**public** List<List<Integer>> threeSum(**int**[] nums) {

List<List<Integer>> result = **new** ArrayList<>();

**if**(nums == **null** || nums.length < 3) **return** result;

Arrays.sort(nums);

**int** len = nums.length;

**for**(**int** i = 0; i < len; i++) {

**if**(i > 0 && nums[i] == nums[i - 1]) **continue**; // Skip same results

**int** target = 0 - nums[i];

**int** j = i + 1, k = len - 1;

**while**(j < k) {

**if**(nums[j] + nums[k] == target) {

result.add(Arrays.asList(nums[i], nums[j], nums[k]));

**while**(j < k && nums[j] == nums[j + 1]) j++; // Skip same results

**while**(j < k && nums[k] == nums[k - 1]) k--; // Skip same results

j++; k--;

} **else** **if**(nums[j] + nums[k] < target) {

j++;

} **else** {

k--;

}

}

}

**return** result;

}

### 3Sum Closest

[My Submissions](https://leetcode.com/problems/3sum-closest/submissions/)

QuestionEditorial Solution

Total Accepted: **76139** Total Submissions: **261980** Difficulty: **Medium**

Given an array *S* of *n* integers, find three integers in *S* such that the sum is closest to a given number, target. Return the sum of the three integers. You may assume that each input would have exactly one solution.

For example, given array S = {-1 2 1 -4}, and target = 1.

The sum that is closest to the target is 2. (-1 + 2 + 1 = 2).

Here is a solution in Order(N^2). I got help from this post on [stackoverflow](http://stackoverflow.com/questions/2070359/finding-three-elements-in-an-array-whose-sum-is-closest-to-an-given-number)   
Can we improve this time complexity ?

**int** threeSumClosest(**vector**<**int**> &num, **int** target) {

**vector**<**int**> v(num.begin(), num.end()); // I didn't wanted to disturb original array.

**int** n = 0;

**int** ans = 0;

**int** sum;

sort(v.begin(), v.end());

// If less then 3 elements then return their sum

**while** (v.size() <= 3) {

**return** accumulate(v.begin(), v.end(), 0);

}

n = v.size();

/\* v[0] v[1] v[2] ... v[i] .... v[j] ... v[k] ... v[n-2] v[n-1]

\* v[i] <= v[j] <= v[k] always, because we sorted our array.

\* Now, for each number, v[i] : we look for pairs v[j] & v[k] such that

\* absolute value of (target - (v[i] + v[j] + v[k]) is minimised.

\* if the sum of the triplet is greater then the target it implies

\* we need to reduce our sum, so we do K = K - 1, that is we reduce

\* our sum by taking a smaller number.

\* Simillarly if sum of the triplet is less then the target then we

\* increase out sum by taking a larger number, i.e. J = J + 1.

\*/

ans = v[0] + v[1] + v[2];

**for** (**int** i = 0; i < n-2; i++) {

**int** j = i + 1;

**int** k = n - 1;

**while** (j < k) {

sum = v[i] + v[j] + v[k];

**if** (abs(target - ans) > abs(target - sum)) {

ans = sum;

**if** (ans == target) **return** ans;

}

(sum > target) ? k-- : j++;

}

}

**return** ans;

}

Similar to 3 Sum problem, use 3 pointers to point current element, next element and the last element. If the sum is less than target, it means we have to add a larger element so next element move to the next. If the sum is greater, it means we have to add a smaller element so last element move to the second last element. Keep doing this until the end. Each time compare the difference between sum and target, if it is less than minimum difference so far, then replace result with it, otherwise keep iterating.

public **class** **Solution** {

public int threeSumClosest(int[] num, int target) {

int result = num[0] + num[1] + num[num.length - 1];

Arrays.sort(num);

**for** (int i = 0; i < num.length - 2; i++) {

int start = i + 1, **end** = num.length - 1;

**while** (start < **end**) {

int sum = num[i] + num[start] + num[**end**];

**if** (sum > target) {

**end**--;

} **else** {

start++;

}

**if** (Math.abs(sum - target) < Math.abs(result - target)) {

result = sum;

}

}

}

**return** result;

}

}

这个方法比较完善，会跳过重复，考虑等于目标值的情况

第一个值先固定

后面两个指针，每次移动时，都需要更新最小值

You answer is great. However, we could improve performance a bit by skipping duplicate elements.

**public** **int** threeSumClosest(**int**[] nums, **int** target) {

Arrays.sort(nums);

**int** sum = nums[0] + nums[1] + nums[nums.length - 1];

**int** closestSum = sum;

**for**(**int** i = 0; i < nums.length - 2; i++){

**if**(i==0 || nums[i]!=nums[i-1]){

**int** left = i + 1, right = nums.length - 1;

**while**(left < right){

sum = nums[left] + nums[right] + nums[i];

**if**(sum < target){

//move closer to target sum.

**while**(left<right && nums[left] == nums[left+1]){

left++;

}

left++;//该数与后面一个数不相等，则直接移动

}**else** **if**(sum > target){

//move closer to target sum.

**while**(left<right && nums[right] == nums[right-1]){

right--;

}

right--;

}**else**{

**return** sum;//相等时,直接返回

}

//update the closest sum if needed.

**if**(Math.abs(target - sum) < Math.abs(target - closestSum)){

closestSum = sum;

}

}

}

}

**return** closestSum;

}

### 4Sum

[My Submissions](https://leetcode.com/problems/4sum/submissions/)

QuestionEditorial Solution

Total Accepted: **71143** Total Submissions: **299487** Difficulty: **Medium**

Given an array *S* of *n* integers, are there elements *a*, *b*, *c*, and *d* in *S* such that *a* + *b* + *c* + *d* = target? Find all unique quadruplets in the array which gives the sum of target.

**Note:**

* Elements in a quadruplet (*a*,*b*,*c*,*d*) must be in non-descending order. (ie, *a* ≤ *b* ≤ *c* ≤ *d*)
* The solution set must not contain duplicate quadruplets.

For example, given array S = {1 0 -1 0 -2 2}, and target = 0.

A solution set is:

(-1, 0, 0, 1)

(-2, -1, 1, 2)

(-2, 0, 0, 2)

记住这个模式

我的做法，完全类似于3sum，只是先固定前面两个数，注意前面两个数有重复时的处理

当出现sum与target相等时，仍然移动指针，跳过些重复值（为什么3Sum Closest题里将这儿部分处理放到另外地方，怎么判断🡪重点在于等于目标值时一定要相应再移动指针，否则会有重复结果，至于小于大于目标的部分是否要排除重复，都可以）

public List<List<Integer>> fourSum(int[] nums, int target) {

Arrays.sort(nums);

List<List<Integer>> res=new ArrayList<List<Integer>>();

//List<Integer> cur=new ArrayList<Integer>();

for(int i=0;i<nums.length-3;i++)

{

if(i==0 ||(i>0 && nums[i]!=nums[i-1]))

{

for(int j=i+1;j<nums.length-2;j++)

{

if(j==i+1 || (j>i+1 && nums[j]!=nums[j-1]))

{

int low=j+1;

int high=nums.length-1;

while(low<high)

{

int sum=nums[low]+nums[high]+nums[i]+nums[j];

if(sum==target)

{

res.add(Arrays.asList(nums[i],nums[j],nums[low],nums[high]));

while(low<high && nums[low]==nums[low+1]) low++;

while(low<high && nums[high]==nums[high-1]) high--;//这两步用于去除一些重复结果，重要

high--;

low++;//关键，勿忘，否则会陷死循环

}

else if(sum<target)

{

// while(low<high && nums[low]==nums[low+1]) low++; //可以加这步，也可以不加，可能没必要

low++;

}

else

{

//while(low<high && nums[high]==nums[high-1]) high--;

high--;

}

}

}

}

}

}

return res;

}

7ms java code win over 100%

The first time win over 100%. Basic idea is using subfunctions for 3sum and 2sum, and keeping throwing all impossible cases. O(n^3) time complexity, O(1) extra space complexity.

**public** List<List<Integer>> fourSum(**int**[] nums, **int** target) {

ArrayList<List<Integer>> res = **new** ArrayList<List<Integer>>();

**int** len = nums.length;

**if** (nums == **null** || len < 4)

**return** res;

Arrays.sort(nums);

**int** max = nums[len - 1];

**if** (4 \* nums[0] > target || 4 \* max < target)

**return** res;

**int** i, z;

**for** (i = 0; i < len; i++) {

z = nums[i];

**if** (i > 0 && z == nums[i - 1])// avoid duplicate

**continue**;

**if** (z + 3 \* max < target) // z is too small

**continue**;

**if** (4 \* z > target) // z is too large

**break**;

**if** (4 \* z == target) { // z is the boundary

**if** (i + 3 < len && nums[i + 3] == z)

res.add(Arrays.asList(z, z, z, z));

**break**;

}

threeSumForFourSum(nums, target - z, i + 1, len - 1, res, z);

}

**return** res;

}

/\*

\* Find all possible distinguished three numbers adding up to the target

\* in sorted array nums[] between indices low and high. If there are,

\* add all of them into the ArrayList fourSumList, using

\* fourSumList.add(Arrays.asList(z1, the three numbers))

\*/

**public** **void** threeSumForFourSum(**int**[] nums, **int** target, **int** low, **int** high, ArrayList<List<Integer>> fourSumList,

**int** z1) {

**if** (low + 1 >= high)

**return**;

**int** max = nums[high];

**if** (3 \* nums[low] > target || 3 \* max < target)

**return**;

**int** i, z;

**for** (i = low; i < high - 1; i++) {

z = nums[i];

**if** (i > low && z == nums[i - 1]) // avoid duplicate

**continue**;

**if** (z + 2 \* max < target) // z is too small

**continue**;

**if** (3 \* z > target) // z is too large

**break**;

**if** (3 \* z == target) { // z is the boundary

**if** (i + 1 < high && nums[i + 2] == z)

fourSumList.add(Arrays.asList(z1, z, z, z));

**break**;

}

twoSumForFourSum(nums, target - z, i + 1, high, fourSumList, z1, z);

}

}

/\*

\* Find all possible distinguished two numbers adding up to the target

\* in sorted array nums[] between indices low and high. If there are,

\* add all of them into the ArrayList fourSumList, using

\* fourSumList.add(Arrays.asList(z1, z2, the two numbers))

\*/

**public** **void** twoSumForFourSum(**int**[] nums, **int** target, **int** low, **int** high, ArrayList<List<Integer>> fourSumList,

**int** z1, **int** z2) {

**if** (low >= high)

**return**;

**if** (2 \* nums[low] > target || 2 \* nums[high] < target)

**return**;

**int** i = low, j = high, sum, x;

**while** (i < j) {

sum = nums[i] + nums[j];

**if** (sum == target) {

fourSumList.add(Arrays.asList(z1, z2, nums[i], nums[j]));

x = nums[i];

**while** (++i < j && x == nums[i]) // avoid duplicate

;

x = nums[j];

**while** (i < --j && x == nums[j]) // avoid duplicate

;

}

**if** (sum < target)

i++;

**if** (sum > target)

j--;

}

**return**;

}

### Reverse Vowels of a String

[My Submissions](https://leetcode.com/problems/reverse-vowels-of-a-string/submissions/)

QuestionEditorial Solution

Total Accepted: **7263** Total Submissions: **20592** Difficulty: **Easy**

Write a function that takes a string as input and reverse only the vowels of a string.

**Example 1:**  
Given s = "hello", return "holle".

**Example 2:**  
Given s = "leetcode", return "leotcede".

这个写法不错，注意细节，start<end

String类的contains方法

|  |  |
| --- | --- |
| boolean | [**contains**](file:///E:\docsJava\api\java\lang\String.html#contains-java.lang.CharSequence-)([**CharSequence**](file:///E:\docsJava\api\java\lang\CharSequence.html) s)  Returns true if and only if this string contains the specified sequence of char values. |

Java Standard Two Pointer Solution

In the inner while loop, don't forget the condition "start less than end" while incrementing start and decrementing end. This is my friend's google phone interview question. Cheers! // update! May use a HashSet to reduce the look up time to O(1)

public **class** **Solution** {

public String reverseVowels(String s) {

**if**(s == null || s.length()==0) **return** s;

String vowels = "aeiouAEIOU";

char[] chars = s.toCharArray();

int start = 0;

int **end** = s.length()-1;

**while**(start<**end**){

**while**(start<**end** && !vowels.contains(chars[start]+"")){

start++;

}

**while**(start<**end** && !vowels.contains(chars[**end**]+"")){

**end**--;

}

char temp = chars[start];

chars[start] = chars[**end**];

chars[**end**] = temp;

start++;

**end**--;

}

**return** new String(chars);

}

}

这个方法也不错，利用栈的性质，先将所有元音入栈，然后第二次遍历字符串，遇到元音，则用出栈元素进行替换。

Try this! But since we traverse the string twice, the running time doubles. Good Luck!

**public** **class** Solution {

**public** String reverseVowels(String s) {

**if**(s == null || s.length()==0){

**return** s;

}

HashSet<Character> vowels = **new** HashSet<>();

vowels.add('a');

vowels.add('e');

vowels.add('i');

vowels.add('o');

vowels.add('u');

vowels.add('A');

vowels.add('E');

vowels.add('I');

vowels.add('O');

vowels.add('U');

// reverse the vowels while popping up

Stack<Character> vStack = **new** Stack<>();

**for**(**char** c : s.toCharArray()){

**if**(vowels.contains(c)){

vStack.push(c);

}

}

StringBuilder sb = **new** StringBuilder();

**for**(**char** c : s.toCharArray()){

**if**(vowels.contains(c)){

sb.append(vStack.pop());

}**else**{

sb.append(c);

}

}

**return** sb.toString();

}

}

Java Solution by Marking Indices of Vovels

I have first iterated through the string to mark the index where vowels are found and stored those indices in an array. I then swap the vowels in the original string using this array of indices.

**public** **class** Solution {

**public** String reverseVowels(String s) {

**char**[] charArray = s.toCharArray();

**int**[] temp = **new** **int**[charArray.length];

**int** j = 0;

HashSet<Character> vovels = **new** HashSet<>();

vovels.add('a');

vovels.add('e');

vovels.add('i');

vovels.add('o');

vovels.add('u');

vovels.add('A');

vovels.add('E');

vovels.add('I');

vovels.add('O');

vovels.add('U');

**for** (**int** i = 0; i < s.length(); i++){

**if** (vovels.contains(s.charAt(i))) temp[j++] = i;

}

**for** (**int** i = 0, k = j-1; i < k; i++, k--){

**char** c = charArray[temp[i]];

charArray[temp[i]] = charArray[temp[k]];

charArray[temp[k]] = c;

}

**return** **new** String(charArray);

}

}

### Valid Palindrome

[My Submissions](https://leetcode.com/problems/valid-palindrome/submissions/)

QuestionEditorial Solution

Total Accepted: **99623** Total Submissions: **418454** Difficulty: **Easy**

Given a string, determine if it is a palindrome, considering only alphanumeric characters and ignoring cases.

For example,  
"A man, a plan, a canal: Panama" is a palindrome.  
"race a car" is *not* a palindrome.

**Note:**  
Have you consider that the string might be empty? This is a good question to ask during an interview.

For the purpose of this problem, we define empty string as valid palindrome.

我的做法

public boolean isPalindrome(String s) {

int len=s.length();

if(len==1 ||len==0) return true;

s=s.toLowerCase();

int low=0,high=len-1;

while(low<high)

{

char ch=s.charAt(low);

while(low<high && !((ch>='0' && ch<='9') || (ch>='a' && ch<='z')))

{

low++;

ch=s.charAt(low);

}

ch=s.charAt(high);

while(low<high && !((ch>='0' && ch<='9') || (ch>='a' && ch<='z')))

{

high--;

ch=s.charAt(high);

}

//System.out.println(low+" "+high);

if(s.charAt(low)!=s.charAt(high)) return false;

low++;

high--;//必须要有，否则会陷入死循环

}

return true;

}

bool isPalindrome(string s) {

**for** (int i = 0, j = s.size() - 1; i < j; i++, j--) { // Move 2 pointers from each **end** **until** they collide

**while** (isalnum(s[i]) == **false** && i < j) i++; // Increment left pointer **if** **not** alphanumeric

**while** (isalnum(s[j]) == **false** && i < j) j--; // Decrement right pointer **if** no alphanumeric

**if** (toupper(s[i]) != toupper(s[j])) **return** **false**; // Exit **and** **return** error **if** **not** match

}

**return** **true**;

}

这个写法不错，在while里写if，else。而不是在while里写while。这样可以不用总是判断指针的合理性。

**public** **class** **Solution** {

**public** **boolean** isPalindrome(String s) {

**if** (s.isEmpty()) {

**return** **true**;

}

**int** head = 0, tail = s.length() - 1;

**char** cHead, cTail;

**while**(head <= tail) {

cHead = s.charAt(head);

cTail = s.charAt(tail);

**if** (!Character.isLetterOrDigit(cHead)) {

head++;

} **else** **if**(!Character.isLetterOrDigit(cTail)) {

tail--;

} **else** {

**if** (Character.toLowerCase(cHead) != Character.toLowerCase(cTail)) {

**return** **false**;

}

head++;

tail--;

}

}

**return** **true**;

}

}

**public** **class** **Solution** {

**public** **boolean** isPalindrome(String s) {

String actual = s.replaceAll("[^A-Za-z0-9]", "").toLowerCase();

String rev = **new** StringBuffer(actual).reverse().toString();

**return** actual.equals(rev);

}

}

### Reverse String

[My Submissions](https://leetcode.com/problems/reverse-string/submissions/)

QuestionEditorial Solution

Total Accepted: **11610** Total Submissions: **19848** Difficulty: **Easy**

Write a function that takes a string as input and returns the string reversed.

**Example:**  
Given s = "hello", return "olleh".

|  |  |
| --- | --- |
| [**StringBuilder**](file:///E:\docsJava\api\java\lang\StringBuilder.html) | [**reverse**](file:///E:\docsJava\api\java\lang\StringBuilder.html#reverse--)()  Causes this character sequence to be replaced by the reverse of the sequence. |

String类没有reverse()方法

我的做法

public String reverseString(String s) {

return new StringBuilder(s).reverse().toString();

}

**Cheating Method using StringBuilder**

**public** **class** **Solution** {

**public** String reverseString(String s) {

**return** **new** StringBuilder(s).reverse().toString();

}

}

**Classic Method by swapping first and last**

**public** **class** **Solution** {

**public** String reverseString(String s) {

**char**[] word = s.toCharArray();

**int** i = 0;

**int** j = s.length() - 1;

**while** (i < j) {

**char** temp = word[i];

word[i] = word[j];

word[j] = temp;

i++;

j--;

}

**return** **new** String(word);

}

}

**Same as previous but using byte instead**

**public** **class** **Solution** {

**public** String reverseString(String s) {

**byte**[] bytes = s.getBytes();

**int** i = 0;

**int** j = s.length() - 1;

**while** (i < j) {

**byte** temp = bytes[i];

bytes[i] = bytes[j];

bytes[j] = temp;

i++;

j--;

}

**return** **new** String(bytes);

}

}

**Classic Method by swapping first and last**  
If you don't like temp variable

**public** **class** **Solution** {

**public** String reverseString(String s) {

**byte**[] bytes = s.getBytes();

**int** i = 0;

**int** j = s.length() - 1;

**while** (i < j) {

bytes[i] = (**byte**)(bytes[i] ^ bytes[j]);

bytes[j] = (**byte**)(bytes[i] ^ bytes[j]);

bytes[i] = (**byte**)(bytes[i] ^ bytes[j]);

i++;

j--;

}

**return** **new** String(bytes);

}

}

**Using recursion**

public **class** **Solution** {

public String reverseString(String s) {

int length = s.length();

**if** (length <= 1) **return** s;

String leftStr = s.substring(0, length / 2);

String rightStr = s.substring(length / 2, length);

**return** reverseString(rightStr) + reverseString(leftStr);

}

}

### Implement strStr()—KMP

[My Submissions](https://leetcode.com/problems/implement-strstr/submissions/)

QuestionEditorial Solution

Total Accepted: **104559** Total Submissions: **420143** Difficulty: **Easy**

Implement strStr().

Returns the index of the first occurrence of needle in haystack, or -1 if needle is not part of haystack.

题目意思：返回字符串haystack中第一次出现needle的索引。

我的做法，从haystack中依次提取出与needle长度一样的子串，进行对比

public int strStr(String haystack, String needle) {

int len=needle.length();

for(int i=0;i+len-1<haystack.length();i++)

{

String str=haystack.substring(i,i+len);

if(str.equals(needle)) return i;

}

return -1;

}

a very clean solution, brute-force

**int** strStr(**char** \*haystack, **char** \*needle) {

**if** (!haystack || !needle) **return** -1;

**for** (**int** i = 0; ; ++i) {

**for** (**int** j = 0; ; ++j) {

**if** (needle[j] == 0) **return** i;

**if** (haystack[i + j] == 0) **return** -1;

**if** (haystack[i + j] != needle[j]) **break**;

}

}

}

这个方法也不错

**public** **int** strStr(String haystack, String needle) {

**for** (**int** i = 0; ; i++) {

**for** (**int** j = 0; ; j++) {

**if** (j == needle.length()) **return** i;

**if** (i + j == haystack.length()) **return** -1;

**if** (needle.charAt(j) != haystack.charAt(i + j)) **break**;

}

}

}

Accepted KMP solution in java for reference

public String strStr(String haystack, String needle) {

//KMP algorithms

**if**(needle.equals("")) **return** haystack;

**if**(haystack.equals("")) **return** null;

char[] arr = needle.toCharArray();

**int**[] **next** = makeNext(arr);

**for**(**int** i = 0, j = 0, end = haystack.**length**(); i < end;){

**if**(j == -1 || haystack.charAt(i) == arr[j]){

j++;

i++;

**if**(j == arr.**length**) **return** haystack.substring(i - arr.**length**);

}

**if**(i < end && haystack.charAt(i) != arr[j]) j = **next**[j];

}

**return** null;

}

private **int**[] makeNext(char[] arr){

**int** len = arr.**length**;

**int**[] **next** = new **int**[len];

**next**[0] = -1;

**for**(**int** i = 0, j = -1; i + 1 < len;){

**if**(j == -1 || arr[i] == arr[j]){

**next**[i+1] = j+1;

**if**(arr[i+1] == arr[j+1]) **next**[i+1] = **next**[j+1];

i++;

j++;

}

**if**(arr[i] != arr[j]) j = **next**[j];

}

**return** **next**;

}

### Longest Substring Without Repeating Characters

[My Submissions](https://leetcode.com/problems/longest-substring-without-repeating-characters/submissions/)

QuestionEditorial Solution

Total Accepted: **145845** Total Submissions: **663685** Difficulty: **Medium**

Given a string, find the length of the **longest substring** without repeating characters.

**Examples:**

Given "abcabcbb", the answer is "abc", which the length is 3.

Given "bbbbb", the answer is "b", with the length of 1.

Given "pwwkew", the answer is "wke", with the length of 3. Note that the answer must be a **substring**, "pwke" is a *subsequence* and not a substring.

题目意思：给定一个字符串，找到最长的不存在重复字符的子字符串

这个方法不错，有点类似滑动窗口，用两个指针控制窗口大小（即定义最大子串长度）

一个指针i用来遍历字符串，同时更新hashmap。

如果指针i指向的字母出现过，则更新指针j的位置。

11-line simple Java solution, O(n) with explanation

the basic idea is, keep a hashmap which stores the characters in string as keys and their positions as values, and keep two pointers which define the max substring. move the right pointer to scan through the string , and meanwhile update the hashmap. If the character is already in the hashmap, then move the left pointer to the right of the same character last found. Note that the two pointers can only move forward.

public int lengthOfLongestSubstring(String s) {

**if** (s.length()==0) **return** 0;

HashMap<Character, Integer> map = new HashMap<Character, Integer>();

int max=0;

**for** (int i=0, j=0; i<s.length(); ++i){

**if** (map.containsKey(s.charAt(i))){

j = Math.max(j,map.get(s.charAt(i))+1);

}

map.put(s.charAt(i),i);

max = Math.max(max,i-j+1);

}

**return** max;

}

The variable "j" is used to indicate the index of first character of this substring. If the repeated character's index is less than j itself, which means the repeated character in the hash map is no longer available this time

no need for O(n) space. Here is an O(n) time O(1) space solution using Kadane's algorithm

Idea is that, while we traverse form left to right if we see a character at position j is a duplicate of a character at a position i < j on the left then we know that we can't start the substring from i anymore. So, we need to start a new substring from i+1 position. While doing this we also need to update the length of current substring and start of current substring. Important part of this process is to make sure that we always keep the latest position of the characters we have seen so far. Below is a simple O(n) implementation of this logic.

**public** **class** **Solution** {

**public** **int** lengthOfLongestSubstring(String s) {

**int** lastIndices[] = **new** **int**[256];

**for**(**int** i = 0; i<256; i++){

lastIndices[i] = -1;

}

**int** maxLen = 0;

**int** curLen = 0;

**int** start = 0;

**int** bestStart = 0;

**for**(**int** i = 0; i<s.length(); i++){

**char** cur = s.charAt(i);

**if**(lastIndices[cur] < start){

lastIndices[cur] = i;

curLen++;

}

**else**{

**int** lastIndex = lastIndices[cur];

start = lastIndex+1;

curLen = i-start+1;

lastIndices[cur] = i;

}

**if**(curLen > maxLen){

maxLen = curLen;

bestStart = start;

}

}

**return** maxLen;

}

}

这个写法不错，如果新遇到的字符曾经出现过，则更新最左边的指针（指向子串的第一个字符）

Thanks for the intuitive answer. Here is the same algo with int[256] rather than HashMap. Faster than map and shorter code.

**public** **class** **Solution** {

**public** **int** lengthOfLongestSubstring(String s) {

**int** result = 0;

**int**[] cache = **new** **int**[256];

**for** (**int** i = 0, j = 0; i < s.length(); i++) {

j = (cache[s.charAt(i)] > 0) ? Math.max(j,

cache[s.charAt(i)]) : j;

cache[s.charAt(i)] = i + 1;//这里设置很巧妙

result = Math.max(result, i - j + 1);

}

**return** result;

}

}

Shortest O(n) DP solution with explanations

/\*\*

\* Solution (DP, O(n)):

\*

\* Assume L[i] = **s**[**m**...i], denotes the longest substring without repeating

\* characters that ends up at **s**[i], **and** we keep a hashmap **for** every

\* characters between **m** ... i, **while** storing <character, **index**> in the

\* hashmap.

\* We know that **each** character will appear only once.

\* Then to find **s**[i+1]:

\* 1) **if** **s**[i+1] does **not** appear in hashmap

\* we can just add **s**[i+1] to hash **map**. **and** L[i+1] = **s**[**m**...i+1]

\* 2) **if** **s**[i+1] **exists** in hashmap, **and** the hashmap value (the **index**) is k

\* let **m** = max(**m**, k), then L[i+1] = **s**[**m**...i+1], we also need to update

\* entry in hashmap to mark the latest occurency of **s**[i+1].

\*

\* Since we scan the string **for** only once, **and** the 'm' will also move from

\* beginning to end **for** at most once. Overall complexity is O(n).

\*

\* If characters are all in ASCII, we could **use** array to mimic hashmap.

\*/

**int** lengthOfLongestSubstring(string **s**) {

// **for** ASCII char sequence, **use** this as a hashmap

vector<**int**> charIndex(256, -1);

**int** longest = 0, **m** = 0;

**for** (**int** i = 0; i < **s**.**length**(); i++) {

**m** = max(charIndex[**s**[i]] + 1, **m**); // automatically takes care of -1 case

charIndex[**s**[i]] = i;

longest = max(longest, i - **m** + 1);

}

**return** longest;

}

**int** lengthOfLongestSubstring(**string** s) {

**vector**<**int**> dict(256, -1);

**int** maxLen = 0, start = -1;

**for** (**int** i = 0; i != s.length(); i++) {

**if** (dict[s[i]] > start)

start = dict[s[i]];

dict[s[i]] = i;

maxLen = max(maxLen, i - start);

}

**return** maxLen;

}

The idea is use a hash set to track the longest substring without repeating characters so far, use a fast pointer j to see if character j is in the hash set or not, if not, great, add it to the hash set, move j forward and update the max length, otherwise, delete from the head by using a slow pointer i until we can put character j to the hash set.

**public** **int** lengthOfLongestSubstring(String s) {

**int** i = 0, j = 0, max = 0;

Set<Character> **set** = **new** HashSet<>();

**while** (j < s.length()) {

**if** (!**set**.contains(s.charAt(j))) {

**set**.add(s.charAt(j++));

max = Math.max(max, **set**.size());

} **else** {

**set**.remove(s.charAt(i++));

}

}

**return** max;

}

### Container With Most Water

[My Submissions](https://leetcode.com/problems/container-with-most-water/submissions/)

QuestionEditorial Solution

Total Accepted: **76523** Total Submissions: **221142** Difficulty: **Medium**

Given *n* non-negative integers *a1*, *a2*, ..., *an*, where each represents a point at coordinate (*i*, *ai*). *n* vertical lines are drawn such that the two endpoints of line *i* is at (*i*, *ai*) and (*i*, 0). Find two lines, which together with x-axis forms a container, such that the container contains the most water.

Note: You may not slant the container.

我的做法

将两个指针分别指向数组两端，然后不断向中心移动。

（因为面积是由指针相距和两个竖线中短的那个为准）当左边指针当前指向的数较小时，则需要推进左边指针，反之，右边指针向中心移动，这样才有可能遇到最大面积值

public int maxArea(int[] height) {

int end=height.length-1;

int start=0;

int sum=0;

while(start<end)

{

sum=Math.max(sum,Math.min(height[start],height[end])\*(end-start));

if(height[start]<height[end]) start++;

else end--;

}

return sum;

}

Start by evaluating the widest container, using the first and the last line. All other possible containers are less wide, so to hold more water, they need to be higher. Thus, after evaluating that widest container, skip lines at both ends that don't support a higher height. Then evaluate that new container we arrived at. Repeat until there are no more possible containers left.

**C++**

**int** maxArea(**vector**<**int**>& height) {

**int** water = 0;

**int** i = 0, j = height.size() - 1;

**while** (i < j) {

**int** h = min(height[i], height[j]);

water = max(water, (j - i) \* h);

**while** (height[i] <= h && i < j) i++;

**while** (height[j] <= h && i < j) j--;

}

**return** water;

}

Easy Concise Java O(N) Solution with Proof and Explanation

AKA, the general idea to find some max is to go through all cases where max value can possibly occur and keep updating the max value. The efficiency of the scan depends on the size of cases you plan to scan. To increase efficiency, all we need to do is to find a smart way of scan to cut off the useless cases and meanwhile 100% guarantee the max value can be reached through the rest of cases.

In this problem, the smart scan way is to set two pointers initialized at both ends of the array. Every time move the smaller value pointer to inner array. Then after the two pointers meet, all possible max cases have been scanned and the max situation is 100% reached somewhere in the scan. Following is a brief prove of this.

Given a1,a2,a3.....an as input array. Lets assume a10 and a20 are the max area situation. We need to prove that a10 can be reached by left pointer and during the time left pointer stays at a10, a20 can be reached by right pointer. That is to say, the core problem is to prove: when left pointer is at a10 and right pointer is at a21, the next move must be right pointer to a20.

Since we are always moving the pointer with the smaller value, i.e. if a10 > a21, we should move pointer at a21 to a20, as we hope. Why a10 >a21? Because if a21>a10, then area of a10 and a20 must be less than area of a10 and a21. Because the area of a10 and a21 is at least height[a10] \* (21-10) while the area of a10 and a20 is at most height[a10] \* (20-10). So there is a contradiction of assumption a10 and a20 has the max area. So, a10 must be greater than a21, then next move a21 has to be move to a20. The max cases must be reached.

和我的做法同

**public** **int** maxArea(**int**[] height) {

**int** left = 0, right = height.length - 1;

**int** maxArea = 0;

**while** (left < right) {

maxArea = Math.max(maxArea, Math.min(height[left], height[right])\* (right - left));

**if** (height[left] < height[right])

left++;

**else**

right--;

}

**return** maxArea;

}

### Minimum Size Subarray Sum

[My Submissions](https://leetcode.com/problems/minimum-size-subarray-sum/submissions/)

QuestionEditorial Solution

Total Accepted: **37857** Total Submissions: **140774** Difficulty: **Medium**

Given an array of **n** positive integers and a positive integer **s**, find the minimal length of a subarray of which the sum ≥ **s**. If there isn't one, return 0 instead.

For example, given the array [2,3,1,2,4,3] and s = 7,  
the subarray [4,3] has the minimal length under the problem constraint.

[click to show more practice.](https://leetcode.com/problems/minimum-size-subarray-sum/)

**More practice:**

If you have figured out the *O*(*n*) solution, try coding another solution of which the time complexity is *O*(*n* log *n*).

题目意思：给定一个元素都是正的数组和一个正数s，找到最小长度的子数组，使和大于

**public** **class** **Solution** {

**public** **int** minSubArrayLen(**int** s, **int**[] nums) {

**return** solveNLogN(s, nums);

}

**private** **int** solveN(**int** s, **int**[] nums) {

**int** start = 0, end = 0, sum = 0, minLen = Integer.MAX\_VALUE;

**while** (end < nums.length) {

**while** (end < nums.length && sum < s) sum += nums[end++];

**if** (sum < s) **break**;

**while** (start < end && sum >= s) sum -= nums[start++];

**if** (end - start + 1 < minLen) minLen = end - start + 1;

}

**return** minLen == Integer.MAX\_VALUE ? 0 : minLen;

}

**private** **int** solveNLogN(**int** s, **int**[] nums) {

**int**[] sums = **new** **int**[nums.length + 1];

**for** (**int** i = 1; i < sums.length; i++) sums[i] = sums[i - 1] + nums[i - 1];

**int** minLen = Integer.MAX\_VALUE;

**for** (**int** i = 0; i < sums.length; i++) {

**int** end = binarySearch(i + 1, sums.length - 1, sums[i] + s, sums);

**if** (end == sums.length) **break**;

**if** (end - i < minLen) minLen = end - i;

}

**return** minLen == Integer.MAX\_VALUE ? 0 : minLen;

}

**private** **int** binarySearch(**int** lo, **int** hi, **int** key, **int**[] sums) {

**while** (lo <= hi) {

**int** mid = (lo + hi) / 2;

**if** (sums[mid] >= key){

hi = mid - 1;

} **else** {

lo = mid + 1;

}

}

**return** lo;

}

}

Since the given array contains only positive integers, the subarray sum can only increase by including more elements. Therefore, you don't have to include more elements once the current subarray already has a sum large enough. This gives the linear time complexity solution by maintaining a minimum window with a two indices.

As to NLogN solution, logN immediately reminds you of binary search. In this case, you cannot sort as the current order actually matters. How does one get an ordered array then? Since all elements are positive, the cumulative sum must be strictly increasing. Then, a subarray sum can expressed as the difference between two cumulative sum. Hence, given a start index for the cumulative sum array, the other end index can be searched using binary search.

这个写法清晰，一直移动j指针，直到sum大于目标值，才开始移动i，缩小长度差

public int minSubArrayLen(int s, int[] a) {

**if** (a == null || a.length == 0)

**return** 0;

int i = 0, j = 0, sum = 0, min = Integer.MAX\_VALUE;

**while** (j < a.length) {

sum += a[j++];

**while** (sum >= s) {

min = Math.min(min, j - i);//因为j在sum加了以后还会再自增1，所以这里不用+1，注意

sum -= a[i++];

}

}

**return** min == Integer.MAX\_VALUE ? 0 : min;

}

### Merge Sorted Array

[My Submissions](https://leetcode.com/problems/merge-sorted-array/submissions/)

QuestionEditorial Solution

Total Accepted: **98800** Total Submissions: **328777** Difficulty: **Easy**

Given two sorted integer arrays *nums1* and *nums2*, merge *nums2* into *nums1* as one sorted array.

**Note:**  
You may assume that *nums1* has enough space (size that is greater or equal to *m* + *n*) to hold additional elements from *nums2*. The number of elements initialized in *nums1* and *nums2* are *m* and *n* respectively.

和归并排序里面用了辅助数组不同，这里直接在nums1里面放置，所以为了避免原先的元素被覆盖，需要从后往前放数字

**class** **Solution** {

**public**:

**void** merge(**int** A[], **int** m, **int** B[], **int** n) {

**int** i=m-1;

**int** j=n-1;

**int** k = m+n-1;

**while**(i >=0 && j>=0)

{

**if**(A[i] > B[j])

A[k--] = A[i--];

**else**

A[k--] = B[j--];

}

**while**(j>=0)

A[k--] = B[j--];

}

};

## 智力题

### Bulb Switcher

[My Submissions](https://leetcode.com/problems/bulb-switcher/submissions/)

QuestionEditorial Solution

Total Accepted: **16288** Total Submissions: **40474** Difficulty: **Medium**

There are *n* bulbs that are initially off. You first turn on all the bulbs. Then, you turn off every second bulb. On the third round, you toggle every third bulb (turning on if it's off or turning off if it's on). For the *i*th round, you toggle every *i* bulb. For the *n*th round, you only toggle the last bulb. Find how many bulbs are on after*n* rounds.

**Example:**

Given *n* = 3.

At first, the three bulbs are **[off, off, off]**.

After first round, the three bulbs are **[on, on, on]**.

After second round, the three bulbs are **[on, off, on]**.

After third round, the three bulbs are **[on, off, off]**.

So you should return 1, because there is only one bulb is on.

书

public int bulbSwitch(int n) {

int cnt=0;

int num=1;

while(num\*num<=n)

{

cnt++;

num++;

//System.out.println(num);

}

return cnt;

}

### Nim Game

[My Submissions](https://leetcode.com/problems/nim-game/submissions/)

QuestionEditorial Solution

Total Accepted: **62910** Total Submissions: **119538** Difficulty: **Easy**

You are playing the following Nim Game with your friend: There is a heap of stones on the table, each time one of you take turns to remove 1 to 3 stones. The one who removes the last stone will be the winner. You will take the first turn to remove the stones.

Both of you are very clever and have optimal strategies for the game. Write a function to determine whether you can win the game given the number of stones in the heap.

For example, if there are 4 stones in the heap, then you will never win the game: no matter 1, 2, or 3 stones you remove, the last stone will always be removed by your friend.

**Hint:**

1. If there are 5 stones in the heap, could you figure out a way to remove the stones such that you will always be the winner?

努力凑数，使对方剩余的子数为4的倍数（这个情况会输）

博弈论中极为经典的尼姆游戏。有总数为n的石头，每个人可以拿1~m个石头，两个人交替拿，拿到最后一个的人获胜。究竟是先手有利，还是后手有利？ 

1. 1个石子，先手全部拿走；
2. 2个石子，先手全部拿走；
3. 3个石子，先手全部拿走；
4. 4个石子，后手面对的是先手的第1，2，3情况，后手必胜；
5. 5个石子，先手拿走1个让后手面对第4种情况，后手必败；
6. 6个石子，先手拿走2个让后手面对第4种情况，后手必败；
7. ……

容易看出来，只有当出现了4的倍数，先手无可奈何，其余情况先手都可以获胜。

（石子数量为4的倍数）后手的获胜策略十分简单，每次取石子的数量，与上一次先手取石子的数量和为4即可；   
（石子数量不为4的倍数）先手的获胜策略也十分简单，每次都令取之后剩余的石子数量为4的倍数（4\*0=0，直接拿光），他就处于后手的位置上，利用上一行的策略获胜。

## 二叉排序树

## 线段树

## 二叉线索树

### Range Sum Query - Mutable

[My Submissions](https://leetcode.com/problems/range-sum-query-mutable/submissions/)

QuestionEditorial Solution

Total Accepted: **9208** Total Submissions: **53698** Difficulty: **Medium**

Given an integer array *nums*, find the sum of the elements between indices *i* and *j* (*i* ≤ *j*), inclusive.

The *update(i, val)* function modifies *nums* by updating the element at index *i* to *val*.

**Example:**

Given nums = [1, 3, 5]

sumRange(0, 2) -> 9

update(1, 2)

sumRange(0, 2) -> 8

**Note:**

1. The array is only modifiable by the *update* function.
2. You may assume the number of calls to *update* and *sumRange* function is distributed evenly.

17 ms Java solution with segment tree

**1：概述**

**线段树，类似区间树，是一个完全二叉树，它在各个节点保存一条线段（数组中的一段子数组），主要用于高效解决连续区间的动态查询问题，由于二叉结构的特性，它基本能保持每个操作的复杂度为O(lgN)!**

**性质：父亲的区间是[a,b],(c=(a+b)/2)左儿子的区间是[a,c]，右儿子的区间是[c+1,b]，线段树需要的空间为数组大小的四倍**

**2：基本操作（demo用的是查询区间最小值）**

**线段树的主要操作有：**

**(1)：线段树的构造 void build(int node, int begin, int end);**

**主要思想是递归构造，如果当前节点记录的区间只有一个值，则直接赋值，否则递归构造左右子树，最后回溯的时候给当前节点赋值**

public **class** **NumArray** {

**class** **SegmentTreeNode** {

int start, **end**;

SegmentTreeNode left, right;

int sum;

public SegmentTreeNode(int start, int **end**) {

this.start = start;

this.**end** = **end**;

this.left = null;

this.right = null;

this.sum = 0;

}

}

SegmentTreeNode root = null;

public NumArray(int[] nums) {

root = buildTree(nums, 0, nums.length-1);

}

private SegmentTreeNode buildTree(int[] nums, int start, int **end**) {

**if** (start > **end**) {

**return** null;

} **else** {

SegmentTreeNode ret = new SegmentTreeNode(start, **end**);

**if** (start == **end**) {

ret.sum = nums[start];

} **else** {

int mid = start + (**end** - start) / 2;

ret.left = buildTree(nums, start, mid);

ret.right = buildTree(nums, mid + 1, **end**);

ret.sum = ret.left.sum + ret.right.sum;

}

**return** ret;

}

}

void update(int i, int val) {

update(root, i, val);

}

void update(SegmentTreeNode root, int pos, int val) {

**if** (root.start == root.**end**) {

root.sum = val;

} **else** {

int mid = root.start + (root.**end** - root.start) / 2;

**if** (pos <= mid) {

update(root.left, pos, val);

} **else** {

update(root.right, pos, val);

}

root.sum = root.left.sum + root.right.sum;

}

}

public int sumRange(int i, int j) {

**return** sumRange(root, i, j);

}

public int sumRange(SegmentTreeNode root, int start, int **end**) {

**if** (root.**end** == **end** && root.start == start) {

**return** root.sum;

} **else** {

int mid = root.start + (root.**end** - root.start) / 2;

**if** (**end** <= mid) {

**return** sumRange(root.left, start, **end**);

} **else** **if** (start >= mid+1) {

**return** sumRange(root.right, start, **end**);

} **else** {

**return** sumRange(root.right, mid+1, **end**) + sumRange(root.left, start, mid);

}

}

}

}

Java using Binary Indexed Tree with clear explanation

This is to share the explanation of the BIT and the meaning of the bit operations.

**public** **class** **NumArray** {

/\*\*

\* Binary Indexed Trees (BIT or Fenwick tree):

\* https://www.topcoder.com/community/data-science/data-science-

\* tutorials/binary-indexed-trees/

\*

\* Example: given an array a[0]...a[7], we use a array BIT[9] to

\* represent a tree, where index [2] is the parent of [1] and [3], [6]

\* is the parent of [5] and [7], [4] is the parent of [2] and [6], and

\* [8] is the parent of [4]. I.e.,

\*

\* BIT[] as a binary tree:

\* \_\_\_\_\_\_\_\_\_\_\_\_\_\_\*

\* \_\_\_\_\_\_\*

\* \_\_\* \_\_\*

\* \* \* \* \*

\* indices: 0 1 2 3 4 5 6 7 8

\*

\* BIT[i] = ([i] is a left child) ? the partial sum from its left most

\* descendant to itself : the partial sum from its parent (exclusive) to

\* itself. (check the range of "\_\_").

\*

\* Eg. BIT[1]=a[0], BIT[2]=a[1]+BIT[1]=a[1]+a[0], BIT[3]=a[2],

\* BIT[4]=a[3]+BIT[3]+BIT[2]=a[3]+a[2]+a[1]+a[0],

\* BIT[6]=a[5]+BIT[5]=a[5]+a[4],

\* BIT[8]=a[7]+BIT[7]+BIT[6]+BIT[4]=a[7]+a[6]+...+a[0], ...

\*

\* Thus, to update a[1]=BIT[2], we shall update BIT[2], BIT[4], BIT[8],

\* i.e., for current [i], the next update [j] is j=i+(i&-i) //double the

\* last 1-bit from [i].

\*

\* Similarly, to get the partial sum up to a[6]=BIT[7], we shall get the

\* sum of BIT[7], BIT[6], BIT[4], i.e., for current [i], the next

\* summand [j] is j=i-(i&-i) // delete the last 1-bit from [i].

\*

\* To obtain the original value of a[7] (corresponding to index [8] of

\* BIT), we have to subtract BIT[7], BIT[6], BIT[4] from BIT[8], i.e.,

\* starting from [idx-1], for current [i], the next subtrahend [j] is

\* j=i-(i&-i), up to j==idx-(idx&-idx) exclusive. (However, a quicker

\* way but using extra space is to store the original array.)

\*/

**int**[] nums;

**int**[] BIT;

**int** n;

**public** NumArray(**int**[] nums) {

**this**.nums = nums;

n = nums.length;

BIT = **new** **int**[n + 1];

**for** (**int** i = 0; i < n; i++)

init(i, nums[i]);

}

**public** **void** init(**int** i, **int** val) {

i++;

**while** (i <= n) {

BIT[i] += val;

i += (i & -i);

}

}

**void** update(**int** i, **int** val) {

**int** diff = val - nums[i];

nums[i] = val;

init(i, diff);

}

**public** **int** getSum(**int** i) {

**int** sum = 0;

i++;

**while** (i > 0) {

sum += BIT[i];

i -= (i & -i);

}

**return** sum;

}

**public** **int** sumRange(**int** i, **int** j) {

**return** getSum(j) - getSum(i - 1);

}

}

// Your NumArray object will be instantiated and called as such:

// NumArray numArray = new NumArray(nums);

// numArray.sumRange(0, 1);

// numArray.update(1, 10);

// numArray.sumRange(1, 2);

## 并查集

### Number of Islands

[My Submissions](https://leetcode.com/problems/number-of-islands/submissions/)

QuestionEditorial Solution

Total Accepted: **42717** Total Submissions: **155117** Difficulty: **Medium**

Given a 2d grid map of '1's (land) and '0's (water), count the number of islands. An island is surrounded by water and is formed by connecting adjacent lands horizontally or vertically. You may assume all four edges of the grid are all surrounded by water.

***Example 1:***

11110  
11010  
11000  
00000

Answer: 1

***Example 2:***

11000  
11000  
00100  
00011

Answer: 3

class UF {

**public** **int** count = 0;

**public** **int**[] id = **null**;

**public** UF(**int** m, **int** n, **char**[][] grid) {

**for**(**int** i = 0; i < m; i++) {

**for**(**int** j = 0; j < n; j++) {

**if**(grid[i][j] == '1') count++;

}

}

id = **new** **int**[m \* n];

**for**(**int** i = 0; i < m \* n; i++) {

id[i] = i;

}

}

**public** **int** find(**int** p) {

**while**(p != id[p]) {

id[p] = id[id[p]];

p = id[p];

}

**return** p;

}

**public** **boolean** isConnected(**int** p, **int** q) {

**int** pRoot = find(p);

**int** qRoot = find(q);

**if**(pRoot != qRoot) **return** **false**;

**else** **return** **true**;

}

**public** **void** union(**int** p, **int** q) {

**int** pRoot = find(p);

**int** qRoot = find(q);

**if**(pRoot == qRoot) **return**;

id[pRoot] = qRoot; //p节点的父亲要改为q节点

count--;

}

}

//首先统计图中有多少1，作为独立个体。然后为图中所有元素建立根。

//遍历图中的每一个元素，如果该元素是1，则向四周合并

//为图中每个元素建立标号（m\*n），利用这个标号来标记父亲

**public** **int** numIslands(**char**[][] grid) {

**if**(grid.length == 0 || grid[0].length == 0) **return** 0;

**int** m = grid.length, n = grid[0].length;

UF uf = **new** UF(m , n, grid);

**for**(**int** i = 0; i < m; i++) {

**for**(**int** j = 0; j < n; j++) {

**if**(grid[i][j] == '0') **continue**;

**int** p = i \* n + j;

**int** q;

**if**(i > 0 && grid[i - 1][j] == '1') {

q = p - n;

uf.**union**(p, q);

}

**if**(i < m - 1 && grid[i + 1][j] == '1') {

q = p + n;

uf.**union**(p, q);

}

**if**(j > 0 && grid[i][j - 1] == '1') {

q = p - 1;

uf.**union**(p, q);

}

**if**(j < n - 1 && grid[i][j + 1] == '1') {

q = p + 1;

uf.**union**(p, q);

}

}

}

**return** uf.count;

}

## 排序

## 数学

### Count Primes

[My Submissions](https://leetcode.com/problems/count-primes/submissions/)

QuestionEditorial Solution

Total Accepted: **60134** Total Submissions: **248798** Difficulty: **Easy**

**Description:**

Count the number of prime numbers less than a non-negative number, ***n***.

**Credits:**  
Special thanks to [@mithmatt](https://leetcode.com/discuss/user/mithmatt) for adding this problem and creating all test cases.

**Hint:**

1. Let's start with a *isPrime* function. To determine if a number is prime, we need to check if it is not divisible by any number less than *n*. The runtime complexity of *isPrime* function would be O(*n*) and hence counting the total prime numbers up to *n* would be O(*n*2). Could we do better?
2. As we know the number must not be divisible by any number > *n* / 2, we can immediately cut the total iterations half by dividing only up to*n* / 2. Could we still do better?
3. Let's write down all of 12's factors:
4. 2 × 6 = 12
5. 3 × 4 = 12
6. 4 × 3 = 12
7. 6 × 2 = 12

As you can see, calculations of 4 × 3 and 6 × 2 are not necessary. Therefore, we only need to consider factors up to √*n* because, if *n* is divisible by some number *p*, then *n* = *p* × *q* and since *p* ≤ *q*, we could derive that *p* ≤ √*n*.

Our total runtime has now improved to O(*n*1.5), which is slightly better. Is there a faster approach?

public int countPrimes(int n) {

int count = 0;

for (int i = 1; i < n; i++) {

if (isPrime(i)) count++;

}

return count;

}

private boolean isPrime(int num) {

if (num <= 1) return false;

// Loop's ending condition is i \* i <= num instead of i <= sqrt(num)

// to avoid repeatedly calling an expensive function sqrt().

for (int i = 2; i \* i <= num; i++) {

if (num % i == 0) return false;

}

return true;

}

1. The [Sieve of Eratosthenes](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes) is one of the most efficient ways to find all prime numbers up to *n*. But don't let that name scare you, I promise that the concept is surprisingly simple.
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Sieve of Eratosthenes: algorithm steps for primes below 121. "[Sieve of Eratosthenes Animation](http://commons.wikimedia.org/wiki/File:Sieve_of_Eratosthenes_animation.gif)" by [SKopp](http://de.wikipedia.org/wiki/Benutzer:SKopp) is licensed under [CC BY 2.0](http://creativecommons.org/licenses/by/2.0/).

We start off with a table of *n* numbers. Let's look at the first number, 2. We know all multiples of 2 must not be primes, so we mark them off as non-primes. Then we look at the next number, 3. Similarly, all multiples of 3 such as 3 × 2 = 6, 3 × 3 = 9, ... must not be primes, so we mark them off as well. Now we look at the next number, 4, which was already marked off. What does this tell you? Should you mark off all multiples of 4 as well?

1. 4 is not a prime because it is divisible by 2, which means all multiples of 4 must also be divisible by 2 and were already marked off. So we can skip 4 immediately and go to the next number, 5. Now, all multiples of 5 such as 5 × 2 = 10, 5 × 3 = 15, 5 × 4 = 20, 5 × 5 = 25, ... can be marked off. There is a slight optimization here, we do not need to start from 5 × 2 = 10. Where should we start marking off?
2. In fact, we can mark off multiples of 5 starting at 5 × 5 = 25, because 5 × 2 = 10 was already marked off by multiple of 2, similarly 5 × 3 = 15 was already marked off by multiple of 3. Therefore, if the current number is *p*, we can always mark off multiples of *p* starting at *p*2, then in increments of *p*: *p*2 + *p*, *p*2 + 2*p*, ... Now what should be the terminating loop condition?
3. It is easy to say that the terminating loop condition is *p* < *n*, which is certainly correct but not efficient. Do you still remember *Hint #3*?
4. Yes, the terminating loop condition can be *p* < √*n*, as all non-primes ≥ √*n* must have already been marked off. When the loop terminates, all the numbers in the table that are non-marked are prime.

The Sieve of Eratosthenes uses an extra O(*n*) memory and its runtime complexity is O(*n* log log *n*). For the more mathematically inclined readers, you can read more about its algorithm complexity on [Wikipedia](http://en.wikipedia.org/wiki/Sieve_of_Eratosthenes#Algorithm_complexity).

public int countPrimes(int n) {

boolean[] isPrime = new boolean[n];

for (int i = 2; i < n; i++) {

isPrime[i] = true;

}

// Loop's ending condition is i \* i < n instead of i < sqrt(n)

// to avoid repeatedly calling an expensive function sqrt().

for (int i = 2; i \* i < n; i++) {

if (!isPrime[i]) continue;

for (int j = i \* i; j < n; j += i) {

isPrime[j] = false;

}

}

int count = 0;

for (int i = 2; i < n; i++) {

if (isPrime[i]) count++;

}

return count;

}

### Reverse Integer

[My Submissions](https://leetcode.com/problems/reverse-integer/submissions/)

QuestionEditorial Solution

Total Accepted: **136895** Total Submissions: **579679** Difficulty: **Easy**

Reverse digits of an integer.

**Example1:** x = 123, return 321  
**Example2:** x = -123, return -321

[click to show spoilers.](https://leetcode.com/problems/reverse-integer/)

**Have you thought about this?**

Here are some good questions to ask before coding. Bonus points for you if you have already thought through this!

If the integer's last digit is 0, what should the output be? ie, cases such as 10, 100.

Did you notice that the reversed integer might overflow? Assume the input is a 32-bit integer, then the reverse of 1000000003 overflows. How should you handle such cases?

For the purpose of this problem, assume that your function returns 0 when the reversed integer overflows.

**Update (2014-11-10):**  
Test cases had been added to test the overflow behavior.

我的做法

public int reverse(int x) {

long n=0;

while(x!=0)

{

n=n\*10+x%10;

x/=10;

}

if(n>Integer.MAX\_VALUE ||n<Integer.MIN\_VALUE) return 0;

return (int)n;

}

Only 15 lines. If overflow exists, the new result will not equal previous one. No flags needed. No hard code like 0xf7777777 needed. Sorry for my bad english.

**public** **int** reverse(**int** x)

{

**int** result = 0;

**while** (x != 0)

{

**int** tail = x % 10;

**int** newResult = result \* 10 + tail;

**if** ((newResult - tail) / 10 != result)

{ **return** 0; }

result = newResult;

x = x / 10;

}

**return** result;

}

Is there any case happen to be equal? The answer is no. the provement is a little tricky. Imagine that "newResult" and "result" are numbers in pure maths(so no overflow happens), then "newResult" is linear with "result" for all values of "result". Now back to computer maths, "newResult" is linear with "result" for values that are not too big(thus no overflow happens). But when "result" is too big, the "newResult" value stored in memory is less than the pure maths' version, thus "(newResult - tail) / 10" can not go back to "result". Hope I wrote what's in my mind correctly.

I got confused by the same question for really long, and know I got the answer. (newResult - tail) / 10 != result is not universal for testing overflow. If the result of result\*10 causes no overflow, but overflow only happens when it plus tail, (newResult - tail) / 10 would still be the last-step result. That's why the method doesn't apply to puzzle 8. However, for this puzzle, such case is not possible. Because the largest number as an int is 2147483647. The only cases that result in above-mentioned overflow are 2147483648 and 2147483649, but both would require original input(their reverse) to be out of int range.

## 数据库

### Employees Earning More Than Their Managers

[My Submissions](https://leetcode.com/problems/employees-earning-more-than-their-managers/submissions/)

QuestionEditorial Solution

Total Accepted: **18460** Total Submissions: **44877** Difficulty: **Easy**

The Employee table holds all employees including their managers. Every employee has an Id, and there is also a column for the manager Id.

+----+-------+--------+-----------+

| Id | Name | Salary | ManagerId |

+----+-------+--------+-----------+

| 1 | Joe | 70000 | 3 |

| 2 | Henry | 80000 | 4 |

| 3 | Sam | 60000 | NULL |

| 4 | Max | 90000 | NULL |

+----+-------+--------+-----------+

Given the Employee table, write a SQL query that finds out employees who earn more than their managers. For the above table, Joe is the only employee who earns more than his manager.

+----------+

| Employee |

+----------+

| Joe |

+----------+

我的做法

select emp.Name from Employee emp,Employee mgr

where emp.ManagerId=mgr.Id **and** emp.Salary>mgr.Salary;

自连接，需要把同一个表当成两个表用，需要为一个表起两个别名，数据列都需要加前缀。
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**select** E1.Name

**from** Employee **as** E1, Employee **as** E2

**where** E1.ManagerId = E2.Id **and** E1.Salary > E2.Salary

**SELECT** employer.Name

**FROM** Employee employer **JOIN** Employee manager **ON** (employer.ManagerId = manager.Id )

**WHERE** employer.Salary > manager.Salary ;

### Duplicate Emails

[My Submissions](https://leetcode.com/problems/duplicate-emails/submissions/)

QuestionEditorial Solution

Total Accepted: **17653** Total Submissions: **46205** Difficulty: **Easy**

Write a SQL query to find all duplicate emails in a table named Person.

+----+---------+

| Id | Email |

+----+---------+

| 1 | a@b.com |

| 2 | c@d.com |

| 3 | a@b.com |

+----+---------+

For example, your query should return the following for the above table:

+---------+

| Email |

+---------+

| a@b.com |

+---------+

我的做法

按Email列进行分组，使用having对分组进行过滤，只保留Email个数大于1的分组

select Email

from Person

group by Email

having count(\*)>1;

Your answer is the standard way and should be the most efficient. I also know three other ways as shown below:

1. Use self join.
2. **SELECT** **DISTINCT** a.Email
3. **FROM** Person a **JOIN** Person b
4. **ON** (a.Email = b.Email)
5. **WHERE** a.Id <> b.Id
6. Use subquery with [EXISTS](http://dev.mysql.com/doc/refman/5.0/en/exists-and-not-exists-subqueries.html):
7. **SELECT** **DISTINCT** a.Email
8. **FROM** Person a
9. **WHERE** EXISTS(
10. **SELECT** 1
11. **FROM** Person b
12. **WHERE** a.Email = b.Email
13. LIMIT 1, 1
14. )
15. Basic idea is this query:
16. **SELECT** **DISTINCT** Email **FROM** Person
17. MINUS
18. (**SELECT** Id, Email **FROM** Person **GROUP** **BY** Email)

But since MySQL does not support MINUS, we use LEFT JOIN:

**SELECT** **DISTINCT** a.Email **FROM** Person a

**LEFT** **JOIN** (**SELECT** Id, Email **from** Person **GROUP** **BY** Email) b

**ON** (a.email = b.email) **AND** (a.Id = b.Id)

**WHERE** b.Email **IS** **NULL**

### Combine Two Tables

[My Submissions](https://leetcode.com/problems/combine-two-tables/submissions/)

QuestionEditorial Solution

Total Accepted: **19557** Total Submissions: **56850** Difficulty: **Easy**

Table: Person

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| PersonId | int |

| FirstName | varchar |

| LastName | varchar |

+-------------+---------+

PersonId is the primary key column for this table.

Table: Address

+-------------+---------+

| Column Name | Type |

+-------------+---------+

| AddressId | int |

| PersonId | int |

| City | varchar |

| State | varchar |

+-------------+---------+

AddressId is the primary key column for this table.

Write a SQL query for a report that provides the following information for each person in the Person table, regardless if there is an address for each of those people:

FirstName, LastName, City, State

我的做法

select FirstName, LastName, City, State

from Person left join Address on Person.PersonId=Address.PersonId;

### Customers Who Never Order

[My Submissions](https://leetcode.com/problems/customers-who-never-order/submissions/)

QuestionEditorial Solution

Total Accepted: **17033** Total Submissions: **50561** Difficulty: **Easy**

Suppose that a website contains two tables, the Customers table and the Orders table. Write a SQL query to find all customers who never order anything.

Table: Customers.

+----+-------+

| Id | Name |

+----+-------+

| 1 | Joe |

| 2 | Henry |

| 3 | Sam |

| 4 | Max |

+----+-------+

Table: Orders.

+----+------------+

| Id | CustomerId |

+----+------------+

| 1 | 3 |

| 2 | 1 |

+----+------------+

Using the above tables as example, return the following:

+-----------+

| Customers |

+-----------+

| Henry |

| Max |

+-----------+

**SELECT** A.Name **from** Customers A

**WHERE** **NOT** EXISTS (**SELECT** 1 **FROM** Orders B **WHERE** A.Id = B.CustomerId)

**SELECT** A.Name

**from** Customers A **LEFT** **JOIN** Orders B **on** a.Id = B.CustomerId

**WHERE** b.CustomerId **is** **NULL（不可以用=null）**

**SELECT** A.Name **from** Customers A

**WHERE** A.Id **NOT** **IN** (**SELECT** B.CustomerId **from** Orders B)

The fastest would be (#2 in your comment):

### Rising Temperature

[My Submissions](https://leetcode.com/problems/rising-temperature/submissions/)

QuestionEditorial Solution

Total Accepted: **13800** Total Submissions: **52994** Difficulty: **Easy**

Given a Weather table, write a SQL query to find all dates' Ids with higher temperature compared to its previous (yesterday's) dates.

+---------+------------+------------------+

| Id(INT) | Date(DATE) | Temperature(INT) |

+---------+------------+------------------+

| 1 | 2015-01-01 | 10 |

| 2 | 2015-01-02 | 25 |

| 3 | 2015-01-03 | 20 |

| 4 | 2015-01-04 | 30 |

+---------+------------+------------------+

For example, return the following Ids for the above Weather table:

+----+

| Id |

+----+

| 2 |

| 4 |

+----+

**SELECT** wt1.Id

**FROM** Weather wt1, Weather wt2

**WHERE** wt1.Temperature > wt2.Temperature **AND**

TO\_DAYS(wt1.**DATE**)-TO\_DAYS(wt2.**DATE**)=1;

EXPLANATION:

**TO\_DAYS(wt1.DATE)** return the number of days between from year 0 to date DATE**TODAYS(wt1.DATE)-TODAYS(wt2.DATE)=1** check if wt2.DATE is yesterday respect to wt1.DATE

We select from the joined tables the rows that have

**wt1.Temperature > wt2.Temperature**

and difference between dates in days of 1 (yesterday):

**TODAYS(wt1.DATE)-TODAYS(wt2.DATE)=1;**

**SELECT** a.Id **FROM** Weather **AS** a, Weather **AS** b

**WHERE** DATEDIFF(a.**Date**, b.**Date**)=1 **AND** a.Temperature > b.Temperature

Datediff小写也可以

### Second Highest Salary

[My Submissions](https://leetcode.com/problems/second-highest-salary/submissions/)

QuestionEditorial Solution

Total Accepted: **17834** Total Submissions: **71372** Difficulty: **Easy**

Write a SQL query to get the second highest salary from the Employee table.

+----+--------+

| Id | Salary |

+----+--------+

| 1 | 100 |

| 2 | 200 |

| 3 | 300 |

+----+--------+

For example, given the above Employee table, the second highest salary is 200. If there is no second highest salary, then the query should return null.

SELECT max(Salary)

FROM Employee

WHERE Salary < (SELECT max(Salary) FROM Employee)

Using max() will return a NULL if the value doesn't exist. So there is no need to UNION a NULL. Of course, if the second highest value is guaranteed to exist, using LIMIT 1,1 will be the best answer.

**what if we want to get the third highest ? and fourth …**

select IFNULL( (select distinct e1.salary from Employee e1 where (select count(distinct e2.salary ) from Employee e2 where e2.salary > e1.salary) = 1) , null)

**select** (

**select** **distinct** Salary

**from** Employee

**order** **by** Salary **Desc**

limit 1 offset 1

)**as** **second**

Change the number after 'offset' gives u n-th highest salary

1.Select Distinct 货品编码,数量 From 订单信息  
2.Select Distinct 货品编码 From 订单信息  
第一句和第二句有什么分别，请高手说说Distinct用法

Distinct的是作用是过滤结果集中的重复值。  
  
比如订单信息表中有3条信息：  
货品编码 数量  
001 10  
001 20  
002 10  
  
如果用第一个[SQL语句](https://www.baidu.com/s?wd=SQL%E8%AF%AD%E5%8F%A5&tn=44039180_cpr&fenlei=mv6quAkxTZn0IZRqIHckPjm4nH00T1dBPjR3P103rAcLnvw-rH790ZwV5Hcvrjm3rH6sPfKWUMw85HfYnjn4nH6sgvPsT6KdThsqpZwYTjCEQLGCpyw9Uz4Bmy-bIi4WUvYETgN-TLwGUv3EnHb4nHcdP1Td)查询的话，会返回  
货品编码 数量  
001 10  
001 20  
002 10  
  
而用第二个则返回  
货品编码   
001   
002

SQL limit offset

经常用到在数据库中查询中间几条数据的需求

比如下面的sql语句：

① select \* from testtable limit 2,1;

② select \* from testtable limit 2 offset 1;

这两个都是能完成需要，但是他们之间是有区别的：

①是从数据库中第三条开始查询，取一条数据，即第三条数据

而这个SQL，limit后面是从第2条开始读，读取1条信息。

②是从数据库中的第二条数据开始查询两条数据，即第二条和第三条。

比如这个SQL ，limit后面跟的是2条数据，offset后面是从第1条开始读取

SELECT  \*   FROM trom\_data WHERE device\_id=12  ORDER BY time\_stamp DESC LIMIT  1   OFFSET 0

sql语句，其中LIMIT 1 OFFSET 0的意思是说在查询结果中以第0条记录为基准（包括第0条），取1条记录，这样所取得的记录即为第0条记录，也即此表中device\_id=12  且time\_stamp为最大的时间。

LIMIT  所要取的记录数目（以基准点为参考点） OFFSET  基准点

SELECT  \*   FROM trom\_data  LIMIT  nNumRecord   OFFSET nBaseRow

表示从第nBaseRow行(基于0的索引)(包括该行)开始,取其后的nNumRecord  条记录

### Delete Duplicate Emails

[My Submissions](https://leetcode.com/problems/delete-duplicate-emails/submissions/)

QuestionEditorial Solution

Total Accepted: **11872** Total Submissions: **61910** Difficulty: **Easy**

Write a SQL query to delete all duplicate email entries in a table named Person, keeping only unique emails based on its *smallest* **Id**.

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

| 3 | john@example.com |

+----+------------------+

Id is the primary key column for this table.

For example, after running your query, the above Person table should have the following rows:

+----+------------------+

| Id | Email |

+----+------------------+

| 1 | john@example.com |

| 2 | bob@example.com |

+----+------------------+

*DELETE p1  
FROM Person p1, Person p2  
WHERE p1.Email = p2.Email AND p1.Id > p2.Id*

EXPLANATION:

* Take the table in the example

**Id | Email**

**1 | john@example.com**

**2 | bob@example.com**

**3 | john@example.com**

* Join the table on itself by the Email and you'll get:

*FROM Person p1, Person p2 WHERE p1.Email = p2.Email*

**p1.Id | p1.Email | p2.Id | p2.Email**

**1 | john@example.com | 1 | john@example.com**

**3 | john@example.com | 1 | john@example.com**

**2 | bob@example.com | 2 | bob@example.com**

**1 | john@example.com | 3 | john@example.com**

**3 | john@example.com | 3 | john@example.com**

* From this results filter the records that have p1.Id>p2.ID, in this case you'll get just one record:

*AND p1.Id > p2.Id*

**p1.Id | p1.Email | p2.Id | p2.Email**

**3 | john@example.com | 1 | john@example.com**

* This is the record we need to delete, and by saying

*DELETE p1*

in this multiple-table syntax, only matching rows from the tables listed before the FROM clause are deleted, in this case just

**p1.Id | p1.Email**

**3 | john@example.com**

will be deleted

delete from Person where Id not in ( select A.Id from (select min(Id) as Id from Person GROUP BY Email) A )

A skillful mysql solution avoid " select and update conflict"

**where we try this clause :**

**delete** **from** Person **where** id **not** **in**(**select** **min**(id) **as** id **from** Person **group** **by** email)

you will be noted " **You can't specify target table 'Person' for update in FROM clause** ", The solution is using a middle table with select clause:

**delete** **from** Person **where** id **not** **in**(

**select** t.id **from** (

**select** **min**(id) **as** id **from** Person **group** **by** email

) t

)

有两个关键点：设子查询的结果为表t，将子查询的结果字段设为id。

### 中级

### Consecutive Numbers

[My Submissions](https://leetcode.com/problems/consecutive-numbers/submissions/)

QuestionEditorial Solution

Total Accepted: **8342** Total Submissions: **31330** Difficulty: **Medium**

Write a SQL query to find all numbers that appear at least three times consecutively.

+----+-----+

| Id | Num |

+----+-----+

| 1 | 1 |

| 2 | 1 |

| 3 | 1 |

| 4 | 2 |

| 5 | 1 |

| 6 | 2 |

| 7 | 2 |

+----+-----+

For example, given the above Logs table, 1 is the only number that appears consecutively for at least three times.

**Select** **DISTINCT** l1.Num **from** Logs l1, Logs l2, Logs l3

**where** l1.Id=l2.Id-1 **and** l2.Id=l3.Id-1

**and** l1.Num=l2.Num **and** l2.Num=l3.Num

这个写法好

select distinct(a.Num) from Logs a, Logs b,Logs c where a.Id=b.Id+1 and a.Num=b.Num and b.Id=c.Id+1 and b.Num=c.Num

满足a表中，第i行记录的数与b表中第i-1行记录的数相同，与c表中第i-2行记录的数相同（即三个连续的数）

### Rank Scores

[My Submissions](https://leetcode.com/problems/rank-scores/submissions/)

QuestionEditorial Solution

Total Accepted: **8909** Total Submissions: **36304** Difficulty: **Medium**

Write a SQL query to rank scores. If there is a tie between two scores, both should have the same ranking. Note that after a tie, the next ranking number should be the next consecutive integer value. In other words, there should be no "holes" between ranks.

+----+-------+

| Id | Score |

+----+-------+

| 1 | 3.50 |

| 2 | 3.65 |

| 3 | 4.00 |

| 4 | 3.85 |

| 5 | 4.00 |

| 6 | 3.65 |

+----+-------+

For example, given the above Scores table, your query should generate the following report (order by highest score):

+-------+------+

| Score | Rank |

+-------+------+

| 4.00 | 1 |

| 4.00 | 1 |

| 3.85 | 2 |

| 3.65 | 3 |

| 3.65 | 3 |

| 3.50 | 4 |

+-------+------+

These are four different solutions.

**With Variables:** 841 ms

First one uses two variables, one for the current rank and one for the previous score.

**SELECT**

Score,

@rank := @rank + (@prev <> (@prev := Score)) Rank

**FROM**

Scores,

(**SELECT** @rank := 0, @prev := -1) init

**ORDER** **BY** Score **desc**

**Always Count:** 1322 ms

This one counts, for each score, the number of distinct greater or equal scores.

**SELECT**

Score,

(**SELECT** **count**(**distinct** Score) **FROM** Scores **WHERE** Score >= s.Score) Rank

**FROM** Scores s

**ORDER** **BY** Score **desc**

**Always Count, Pre-uniqued:** 795 ms

Same as the previous one, but faster because I have a subquery that "uniquifies" the scores first. Not entirely sure *why* it's faster, I'm guessing MySQL makes tmp a temporary table and uses it for every outer Score.

**SELECT**

Score,

(**SELECT** **count**(\*) **FROM** (**SELECT** **distinct** Score s **FROM** Scores) tmp **WHERE** s >= Score) Rank

**FROM** Scores

**ORDER** **BY** Score **desc**

**Filter/count Scores^2:** 1414 ms

Inspired by the attempt in wangkan2001's answer. Finally Id is good for something :-)

**SELECT** s.Score, **count**(**distinct** t.score) Rank

**FROM** Scores s **JOIN** Scores t **ON** s.Score <= t.score

**GROUP** **BY** s.Id

**ORDER** **BY** s.Score **desc**

**SELECT** Scores.Score, **COUNT**(Ranking.Score) **AS** RANK

**FROM** Scores

, (

**SELECT** **DISTINCT** Score

**FROM** Scores

) Ranking

**WHERE** Scores.Score <= Ranking.Score

**GROUP** **BY** Scores.Id, Scores.Score

**ORDER** **BY** Scores.Score **DESC**;

Solution with sub-queries

We just get the rows the distinct rows that are <= that each score, count them and wrap them in an external SELECT for formatting.

**SELECT** Scores.Score, Q3.Rank

**FROM**(

**SELECT** Q1.Score **as** Score, **COUNT**(Q1.Score) **as** Rank

**FROM**

(**SELECT** **DISTINCT** Score **from** Scores) **as** Q1,

(**SELECT** **DISTINCT** Score **from** Scores) **as** Q2

**WHERE** Q1.Score <= Q2.Score

**GROUP** **BY** Q1.Score

) **as** Q3, Scores

**WHERE** Q3.Score = Scores.Score

**ORDER** **BY** Scores.Score **DESC**

## 金典和牛客网编程题

### 机器人走方格II

**题目描述**

有一个XxY的网格，一个机器人只能走格点且只能向右或向下走，要从左上角走到右下角。请设计一个算法，计算机器人有多少种走法。注意这次的网格中有些障碍点是不能走的。

给定一个int[][] **map**(C++ 中为vector >),表示网格图，若map[i][j]为1则说明该点不是障碍点，否则则为障碍。另外给定int **x**,int **y**，表示网格的大小。请返回机器人从(0,0)走到(x - 1,y - 1)的走法数，为了防止溢出，请将结果Mod 1000000007。保证x和y均小于等于50

下面的方法好

下面的else if判断可以避免越界的情况
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public int countWays(int[][] map, int x, int y) {

    // write code here

    /\*

     \* 1.判断右下角的点以及起点自身是否为障碍点，若是返回0；

     \* 2.若右下角的点非障碍点，判断上面和左边是否为障碍点

     \*  1.若全都为障碍点，返回0

     \*  2.若一个为障碍点，一个不是，则到该点的路径数等于上一个点的路径数（这是递归的思路）

     \* 第2部分可以不用递归，而用循环：

     \*  dp[i-1][j-1]表示从(0,0)到(i,j)的方法数，如果(i,j)非1，则为障碍点，对应dp[i-1][j-1]为0

     \*  其余情况与一般dp相同

     \*/

    if(map == null || map.length != x || map[0].length != y){

        return 0;

    }

    if(map[x-1][y-1] != 1 || map[0][0] != 1){//最后一个点为障碍点

        return 0;

    }

    int dp[][] = new int[x][y];

    dp[0][0] = 1;

    for(int i = 1; i < x; i++){

        if(map[i][0] != 1){

            dp[i][0] = 0;

        }else{

            dp[i][0] = dp[i-1][0];

        }

    }

    for(int i = 1; i < y; i++){

        if(map[0][i] != 1){

            dp[0][i] = 0;

        }else{

            dp[0][i] = dp[0][i-1];

        }

    }

    for(int i = 1; i < x; i++){

        for(int j = 1; j < y; j++){

            if(map[i][j] != 1){

                dp[i][j] = 0;

            }else{

                dp[i][j] = dp[i-1][j]%1000000007 + dp[i][j-1]%1000000007;

            }

        }

    }

    return (dp[x-1][y-1]%1000000007);

}

我的做法，报运行超时:您的程序未能在规定时间内运行结束，请检查是否循环有错或算法复杂度过大。

public class Robot {

public int countWays(int[][] map, int x, int y) {

int[][] f=new int[50][50];

f[0][0]=1;

return count(x,y,x-1,y-1,f,map);

}

public int count(int x, int y, int i, int j, int[][] f,int[][] map)

{

if(i<0 || j<0 || i>=x || j>=y) return 0;

if(map[i][j]!=1) return 0;

if(f[i][j]>0) return f[i][j];

f[i][j]=count(x,y,i-1,j,f,map)+count(x,y,i,j-1,f,map);

return f[i][j];

}

}

[编程题]最大间隔

给定一个递增序列，a1 <a2 <...<an 。定义这个序列的最大间隔为d=max{ai+1 - ai }(1≤i<n),现在要从a2 ,a3..an-1 中删除一个元素。问剩余序列的最大间隔最小是多少？

5  
1 2 3 7 8

输出例子:

4

解题思路：

1.先计算原始数组相邻间隔，并在计算的过程中记录最大相邻间隔maxFull。

2.删除ai(1≤i<n)后所得新数组的最大相邻间隔只会在a[i+1]-a[i-1]与maxFull中取值，也就是Math.max(arr[i+1]-arr[i-1], maxFull)。

3.记录每一次删除ai(1≤i<n)后所得最大相邻间隔的最小值。

|  |  |
| --- | --- |
|  | import java.util.\*;  public class Main {      public static void main(String[] args) {          Scanner in = new Scanner(System.in);          while(in.hasNext()){              int n = in.nextInt(),i;              int arr[] = new int[n];              for (i = 0; i < n; i++) {                  arr[i] = in.nextInt();              }              int maxFull = Integer.MIN\_VALUE,minMaxGap = Integer.MAX\_VALUE;              for (i = 1; i < n; i++) {                  maxFull = Math.max(maxFull, arr[i]-arr[i-1]);              }              for (i = 1; i < n-1; i++) {                  minMaxGap = Math.min(minMaxGap, Math.max(arr[i+1]-arr[i-1], maxFull));              }              System.out.println(minMaxGap);          }          in.close();      }  } |

### Java Scanner读取数据

A simple text scanner which can parse primitive types and strings using regular expressions.

A Scanner breaks its input into tokens using a delimiter pattern, which by default matches whitespace. The resulting tokens may then be converted into values of different types using the various next methods.

Scanner将输入按照分隔符分成tokens，默认分隔符是空格。

然后，被分隔开的tokens被转换成不同类型的值。

分隔符可以是任意的.useDelimiter

The scanner can also use delimiters other than whitespace. This example reads several items in from a string:

String input = "1 fish 2 fish red fish blue fish";

Scanner s = new Scanner(input).useDelimiter("\\s\*fish\\s\*");

System.out.println(s.nextInt());

System.out.println(s.nextInt());

System.out.println(s.next());

System.out.println(s.next());

s.close();

prints the following output:

1

2

red

blue

Depending upon the type of delimiting pattern, empty tokens may be returned. For example, the pattern"\\s+" will return no empty tokens since it matches multiple instances of the delimiter. The delimiting pattern "\\s" could return empty tokens since it only passes one space at a time.

File file = new File("F:/input.txt");

Scanner in = new Scanner(file);

Scanner in = new Scanner(System.in);

in.hasNext();

in.nextInt();

in.next ();

in.nextLine();

next()方法是以换行或者空格符为分界线接收下一个String类型变量。

nextInt()方法会读取下一个int型标志的token.但是焦点不会移动到下一行，仍然处在这一行上。当使用nextLine()方法时会读取改行剩余的所有的内容，包括换行符，然后把焦点移动到下一行的开头。所以这样就无法接收到下一行输入的String类型的变量。

**如果不知道什么时候结束输入，怎么处理？**

## Java语法技巧

【打印数组元素】

int[] array = {0,1,4,7,2,5,8,3,6,9};

System.out.println(Arrays.toString(array));

【Array和List的转换】

List<**List<Integer**>> res = new LinkedList<>();

res.add(Arrays.asList(num[i], num[lo], num[hi]));
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一、集合转化为数组：

       采用集合.toArray()方法，根据转化为数组的类型又可以分为：

       1、转化为Object[]类型数组

             比如：Object[] listArray = list.toArray();

            Object[] setArray = set.toArray();

    2、转化为具体类型数组

  比如：String[] listArray1 = (String[]) list.toArray(**new** String[0])或者String[] listArray2 = (String[]) list.toArray(**new** String[list.size()]);

        String[] setArray1 = (String[]) set.toArray(**new** String[0]);或者String setArray2 = (String[]) set.toArray(**new** String[set.size()]);

二、数组转化为集合：

    采用数组.asList()方法

    List list = new ArrayList();

    list = Arrays.asList(array);   //**注意**：对于int[]数组不能直接这样做，因为asList()方法的参数必须是对象。应该先把int[]转化为Integer[]。

    Set set = new HashSet(Array.asList(array)); //使用list构造set

**【字符串和字符数组的转换】**

**char[] word=str.toCharArray();**

**new String(word)；**

**public List<String> getOneEdit(String str) //str每次只变化一位的字符串集合**

**{**

**List<String> res=new LinkedList<String>();**

**for(int i=0;i<str.length();i++)**

**{**

**char[] word=str.toCharArray();**

**for(char c='A'; c<='Z'; c++)//字符也是可以++**

**{**

**if(c!=str.charAt(i))**

**{**

**word[i]=c;**

**res.add(new String(word));**

**}**

**}**

**}**

**return res;**

**}**

**这样也不错**

for (int i = 0; i < word.length(); i++){

StringBuilder builder = new StringBuilder(word);

for (char ch='a'; ch <= 'z'; ch++){

builder.setCharAt(i,ch);

String new\_word=builder.toString();