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发表于 2016-12-20   |

Android系统中，大部分的系统服务都运行在SystemServer中，且基本上都继承于SystemService(除AMS,PMS等特例外)，本篇具体分析SystemService。相关代码在以下文件中：  
frameworks/base/services/core/java/com/android/server/SystemService.java  
frameworks/base/services/core/java/com/android/server/SystemServiceManager.java  
frameworks/base/core/java/com/android/server/LocalServices.java  
frameworks/base/services/java/com/android/server/SystemServer.java  
frameworks/base/core/java/android/app/SystemServiceRegistry.java  
frameworks/base/core/java/android/content/Context.java  
frameworks/base/core/java/android/app/ContextImpl.java

**SystemService**

SystemService是一个抽象类，具体的系统服务继承并实现其抽象方法，在SystemService中定义了Boot Phases启动阶段及系统服务启动与事件的回调。下面首先看一下Boot Phases的定义：

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 | >>> frameworks/base/services/core/java/com/android/server/SystemService.java  public abstract class SystemService {  /\*\*  \* 创建ActivityManagerService，PowerManagerService，LightsService，  \* DisplayManagerService之后，PackageManagerService之前.  \*/   public static final int PHASE\_WAIT\_FOR\_DEFAULT\_DISPLAY = 100;   /\*\*  \* 创建PackageManagerService，WindowManagerService等等诸多服务.  \*/  public static final int PHASE\_LOCK\_SETTINGS\_READY = 480;   /\*\*  \* PHASE\_LOCK\_SETTINGS\_READY到PHASE\_SYSTEM\_SERVICES\_READY之间无任何操作，PHASE\_SYSTEM\_SERVICES\_READY之后，  \*　系统服务（例如PowerManager，PackageManager等等）能够被调用.  \*/  public static final int PHASE\_SYSTEM\_SERVICES\_READY = 500;   /\*\*  \* ActivityManagerService ready.  \*/  public static final int PHASE\_ACTIVITY\_MANAGER\_READY = 550;   /\*\*  \* 启动SystemUI，Watchdog，services能够start/bind三方应用，App能够通过Binder调用系统服务.  \*/  public static final int PHASE\_THIRD\_PARTY\_APPS\_CAN\_START = 600;   /\*\*  \* 启动完成，系统服务执行PHASE\_BOOT\_COMPLETED回调比注册ACTION\_BOOT\_COMPLETED广播能减低延迟.  \*/  public static final int PHASE\_BOOT\_COMPLETED = 1000;  } |

下面继续看SystemService中定义的方法，主要是系统服务生命周期/系统事件的回调。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66 67 68 69 70 71 72 73 74 75 76 77 | /\*\*  \* 构造方法，初始化system server context.  \*  \* @param context The system server context.  \*/ public SystemService(Context context) {  mContext = context; }  /\*\*  \* 获取system context.  \*/ public final Context getContext() {  return mContext; }  /\*\*  \* 是否是安全模式.  \*/ public final boolean isSafeMode() {  return getManager().isSafeMode(); }  /\*\*  \* 在构造方法后调用.  \*/ public abstract void onStart();  /\*\*  \* 不同BootPhase阶段的回调.  \*/ public void onBootPhase(int phase) {}  ......  /\*\*  \* Publish the service到ServiceManager，对其他进程提供binder服务.  \*/ protected final void publishBinderService(String name, IBinder service) {  publishBinderService(name, service, false); }  /\*\*  \* Publish the service到ServiceManager，对其他进程提供binder服务.  \*/ protected final void publishBinderService(String name, IBinder service,  boolean allowIsolated) {  ServiceManager.addService(name, service, allowIsolated); }  /\*\*  \* 通过服务名获取binder服务.  \*/ protected final IBinder getBinderService(String name) {  return ServiceManager.getService(name); }  /\*\*  \* Publish service到LocalServices，以供SystemServer进程中的其他服务调用.  \*/ protected final <T> void publishLocalService(Class<T> type, T service) {  LocalServices.addService(type, service); }  /\*\*  \* 通过Class Type从LocalServices中获取服务.  \*/ protected final <T> T getLocalService(Class<T> type) {  return LocalServices.getService(type); }  /\*\*  \* 从LocalServices中获取SystemServiceManager（SystemServiceManager也被注册到了从LocalServices）.  \*/ private SystemServiceManager getManager() {  return LocalServices.getService(SystemServiceManager.class); } |

**SystemServiceManager**

SystemServiceManager用来管理系统服务的生命周期，事件回调等。在SystemServer启动过程中创建SystemServiceManager，并通过SystemServiceManager启动系统服务并根据事件回调其方法。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 | >>> frameworks/base/services/java/com/android/server/SystemServer.java  private void run() {  try {  ......  // 在启动系统服务之前，先创建SystemServiceManager并注册到LocalServices中.  mSystemServiceManager = new SystemServiceManager(mSystemContext);  LocalServices.addService(SystemServiceManager.class, mSystemServiceManager);  } finally {  ......  }   // Start services.  try {  startBootstrapServices();  startCoreServices();  startOtherServices();  } catch (Throwable ex) {  ......  } finally {  ......  }  ...... } |

SystemServiceManag它的实现如下：

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66 67 68 69 70 71 72 73 74 75 76 77 78 79 80 81 82 83 84 85 86 87 88 89 90 91 92 93 94 95 96 97 98 99 100 101 102 103 104 105 106 | >>> frameworks/base/services/core/java/com/android/server/SystemServiceManager.java  public class SystemServiceManager {  private final Context mContext;  private boolean mSafeMode;   // 系统服务列表.  private final ArrayList<SystemService> mServices = new ArrayList<SystemService>();   private int mCurrentPhase = -1;   public SystemServiceManager(Context context) {  mContext = context;  }   /\*\*  \* 通过className启动系统服务.  \*  \* @return The service instance.  \*/  @SuppressWarnings("unchecked")  public SystemService startService(String className) {  final Class<SystemService> serviceClass;  try {  serviceClass = (Class<SystemService>)Class.forName(className);  } catch (ClassNotFoundException ex) {  ......  }  return startService(serviceClass);  }   /\*\*  \* 创建系统服务实例并返回，同时调用其onStart()方法.  \*/  @SuppressWarnings("unchecked")  public <T extends SystemService> T startService(Class<T> serviceClass) {  try {  final String name = serviceClass.getName();  // Create the service.  if (!SystemService.class.isAssignableFrom(serviceClass)) {  throw new RuntimeException("Failed to create " + name  + ": service must extend " + SystemService.class.getName());  }  final T service;  try {  Constructor<T> constructor = serviceClass.getConstructor(Context.class);  service = constructor.newInstance(mContext);  } catch (......) {  ......  }   // Register it.  mServices.add(service);   // Start it.  try {  service.onStart();  } catch (RuntimeException ex) {  ......  }  return service;  } finally {  ......  }  }   /\*\*  \*　根据boot phase不同阶段，回调系统服务中的onBootPhase()方法．  \* @param phase The boot phase to start.  \*/  public void startBootPhase(final int phase) {  if (phase <= mCurrentPhase) {  throw new IllegalArgumentException("Next phase must be larger than previous");  }  mCurrentPhase = phase;   try {  final int serviceLen = mServices.size();  for (int i = 0; i < serviceLen; i++) {  final SystemService service = mServices.get(i);  try {  service.onBootPhase(mCurrentPhase);  } catch (Exception ex) {  ......  }  }  } finally {  ......  }  }   ......   /\*\* 设置安全模式供系统服务查询. \*/  public void setSafeMode(boolean safeMode) {  mSafeMode = safeMode;  }   /\*\*  \* 返回当前是否是安全模式启动.  \* @return safe mode flag  \*/  public boolean isSafeMode() {  return mSafeMode;  } } |

**LocalServices**

LocalServices的作用与SystemServiceManager类似，不过LocalService的主要目的是提供系统服务的查询，注册，以供SystemServer进程内部的其他服务调用。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 | >>> frameworks/base/core/java/com/android/server/LocalServices.java  public final class LocalServices {  private LocalServices() {}   // 保存所有系统服务，包过SystemServiceManager   private static final ArrayMap<Class<?>, Object> sLocalServiceObjects =  new ArrayMap<Class<?>, Object>();   /\*\*  \* 获取服务  \*  \* @param type The type of service.  \* @return The service object.  \*/  @SuppressWarnings("unchecked")  public static <T> T getService(Class<T> type) {  synchronized (sLocalServiceObjects) {  return (T) sLocalServiceObjects.get(type);  }  }   /\*\*  \* 注册服务  \*/  public static <T> void addService(Class<T> type, T service) {  synchronized (sLocalServiceObjects) {  if (sLocalServiceObjects.containsKey(type)) {  throw new IllegalStateException("Overriding service registration");  }  sLocalServiceObjects.put(type, service);  }  }  ...... } |

**Context.getSystemService**

系统服务运行在SystemServer进程中，App使用系统服务首先得通过Context.getSystemService()获取系统服务的代理，下面继续看Context.getSystemService()的过程。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 | >>> frameworks/base/core/java/android/content/Context.java  public abstract class Context {  ......  public abstract Object getSystemService(@ServiceName @NonNull String name);   public final <T> T getSystemService(Class<T> serviceClass) {  String serviceName = getSystemServiceName(serviceClass);  return serviceName != null ? (T)getSystemService(serviceName) : null;  }  ......  } |

Context.getSystemService()在ContextImpl中具体实现。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 | >>> frameworks/base/core/java/android/app/ContextImpl.java  class ContextImpl extends Context {  ......  @Override  public Object getSystemService(String name) {  return SystemServiceRegistry.getSystemService(this, name);  }   @Override  public String getSystemServiceName(Class<?> serviceClass) {  return SystemServiceRegistry.getSystemServiceName(serviceClass);  }  ...... ｝ |

ContextImpl中是直接调用SystemServiceRegistry.getSystemService()来获取系统服务。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 | >>> frameworks/base/core/java/android/app/SystemServiceRegistry.java  private static final HashMap<String, ServiceFetcher<?>> SYSTEM\_SERVICE\_FETCHERS =  new HashMap<String, ServiceFetcher<?>>();  public static Object getSystemService(ContextImpl ctx, String name) {  ServiceFetcher<?> fetcher = SYSTEM\_SERVICE\_FETCHERS.get(name);  return fetcher != null ? fetcher.getService(ctx) : null; } |

根据服务名从SYSTEM\_SERVICE\_FETCHERS找到服务对应的ServiceFetcher，并通过ServiceFetcher.getService()获取到对应的服务。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 | >>> frameworks/base/core/java/android/app/SystemServiceRegistry.java  static {  ......   registerService(Context.ACTIVITY\_SERVICE, ActivityManager.class,  new CachedServiceFetcher<ActivityManager>() {  @Override  public ActivityManager createService(ContextImpl ctx) {  return new ActivityManager(ctx.getOuterContext(), ctx.mMainThread.getHandler());  }});  ...... }  private static <T> void registerService(String serviceName, Class<T> serviceClass,  ServiceFetcher<T> serviceFetcher) {  SYSTEM\_SERVICE\_NAMES.put(serviceClass, serviceName);  SYSTEM\_SERVICE\_FETCHERS.put(serviceName, serviceFetcher); } |

在SystemServiceRegistry中的静态区域中完成了系统服务的注册，serviceName，serviceClass，serviceFetcher保存到SYSTEM\_SERVICE\_NAMES与SYSTEM\_SERVICE\_FETCHERS中。下面接着看fetcher.getService(ctx)的过程。

|  |  |
| --- | --- |
| 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 | >>> frameworks/base/core/java/android/app/SystemServiceRegistry.java  static abstract interface ServiceFetcher<T> {  T getService(ContextImpl ctx); }  static abstract class CachedServiceFetcher<T> implements ServiceFetcher<T> {  private final int mCacheIndex;   public CachedServiceFetcher() {  mCacheIndex = sServiceCacheSize++;  }   @Override  @SuppressWarnings("unchecked")  public final T getService(ContextImpl ctx) {  final Object[] cache = ctx.mServiceCache;  synchronized (cache) {  // Fetch or create the service.  Object service = cache[mCacheIndex];  if (service == null) {  service = createService(ctx);  cache[mCacheIndex] = service;  }  return (T)service;  }  }   public abstract T createService(ContextImpl ctx); } |

根据前面静态区域注册服务代码可知，注册服务时创建CachedServiceFetcher并实现了其createService方法，当通过fetcher.getService(ctx)获取服务时，首先判断cache中是否存在缓存的对象，如果没有，则调用createService()创建服务代理对象并返回，至此，APP就获取到了系统服务代理对象，通过该代理就可以调用各种系统服务了。

# SystemServices
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Since AndroidAnnotations **1.0**

## Standard Android System Service injection

Retrieving Android System Services requires remembering the name of the constant, and casting the retrieved object.

notificationManager = (NotificationManager) context.getSystemService(Context.NOTIFICATION\_SERVICE);

## @SystemService

The @SystemService annotation indicates that an activity **field** should be injected with the corresponding Android **System service**.

It is the same as calling the [Context.getSystemService()](http://developer.android.com/reference/android/content/Context.html#getSystemService%28java.lang.String%29) method.

Usage example:

@EActivity

public class MyActivity extends Activity {

@SystemService

NotificationManager notificationManager;

}

### Method based injection

Since AndroidAnnotations **4.0.0**

@EActivity

public class MyActivity extends Activity {

@SystemService

void setNotificationManager(NotificationManager notificationManager){

// do something with notificationManager

}

void setMultipleServices(@SystemService NotificationManager notificationManager, @SystemService AudioManager audioManager){

// do something with notificationManager and audioManager

}

}

# Fast Android Development. Easy maintainance.

Here is a simple example of how your code can dramatically shrink, and become much easier to understand

# Before

1. public class BookmarksToClipboardActivity extends Activity {
3. BookmarkAdapter adapter;
5. ListView bookmarkList;
7. EditText search;
9. BookmarkApplication application;
11. Animation fadeIn;
13. ClipboardManager clipboardManager;
15. @Override
16. protected void onCreate(Bundle savedInstanceState) {
17. super.onCreate(savedInstanceState);
19. requestWindowFeature(Window.FEATURE\_NO\_TITLE);
20. getWindow().setFlags(FLAG\_FULLSCREEN, FLAG\_FULLSCREEN);
22. setContentView(R.layout.bookmarks);
24. bookmarkList = (ListView) findViewById(R.id.bookmarkList);
25. search = (EditText) findViewById(R.id.search);
26. application = (BookmarkApplication) getApplication();
27. fadeIn = AnimationUtils.loadAnimation(this, anim.fade\_in);
28. clipboardManager = (ClipboardManager) getSystemService(CLIPBOARD\_SERVICE);
30. View updateBookmarksButton1 = findViewById(R.id.updateBookmarksButton1);
31. updateBookmarksButton1.setOnClickListener(new OnClickListener() {
33. @Override
34. public void onClick(View v) {
35. updateBookmarksClicked();
36. }
37. });
39. View updateBookmarksButton2 = findViewById(R.id.updateBookmarksButton2);
40. updateBookmarksButton2.setOnClickListener(new OnClickListener() {
42. @Override
43. public void onClick(View v) {
44. updateBookmarksClicked();
45. }
46. });
48. bookmarkList.setOnItemClickListener(new OnItemClickListener() {
50. @Override
51. public void onItemClick(AdapterView<?> p, View v, int pos, long id) {
52. Bookmark selectedBookmark = (Bookmark) p.getAdapter().getItem(pos);
53. bookmarkListItemClicked(selectedBookmark);
54. }
55. });
57. initBookmarkList();
58. }
60. void initBookmarkList() {
61. adapter = new BookmarkAdapter(this);
62. bookmarkList.setAdapter(adapter);
63. }
65. void updateBookmarksClicked() {
66. UpdateBookmarksTask task = new UpdateBookmarksTask();
68. task.execute(search.getText().toString(), application.getUserId());
69. }
71. private static final String BOOKMARK\_URL = //
72. "http://www.bookmarks.com/bookmarks/{userId}?search={search}";

75. class UpdateBookmarksTask extends AsyncTask<String, Void, Bookmarks> {
77. @Override
78. protected Bookmarks doInBackground(String... params) {
79. String searchString = params[0];
80. String userId = params[1];
82. RestTemplate client = new RestTemplate();
83. HashMap<String, Object> args = new HashMap<String, Object>();
84. args.put("search", searchString);
85. args.put("userId", userId);
86. HttpHeaders httpHeaders = new HttpHeaders();
87. HttpEntity<Bookmarks> request = new HttpEntity<Bookmarks>(httpHeaders);
88. ResponseEntity<Bookmarks> response = client.exchange( //
89. BOOKMARK\_URL, HttpMethod.GET, request, Bookmarks.class, args);
90. Bookmarks bookmarks = response.getBody();
92. return bookmarks;
93. }
95. @Override
96. protected void onPostExecute(Bookmarks result) {
97. adapter.updateBookmarks(result);
98. bookmarkList.startAnimation(fadeIn);
99. }
101. }
103. void bookmarkListItemClicked(Bookmark selectedBookmark) {
104. clipboardManager.setText(selectedBookmark.getUrl());
105. }
107. }

# After

1. @Fullscreen
2. @EActivity(R.layout.bookmarks)
3. @WindowFeature(Window.FEATURE\_NO\_TITLE)
4. public class BookmarksToClipboardActivity extends Activity {
6. BookmarkAdapter adapter;
8. @ViewById
9. ListView bookmarkList;
11. @ViewById
12. EditText search;
14. @App
15. BookmarkApplication application;
17. @RestService
18. BookmarkClient restClient;
20. @AnimationRes
21. Animation fadeIn;
23. @SystemService
24. ClipboardManager clipboardManager;
26. @AfterViews
27. void initBookmarkList() {
28. adapter = new BookmarkAdapter(this);
29. bookmarkList.setAdapter(adapter);
30. }
32. @Click({R.id.updateBookmarksButton1, R.id.updateBookmarksButton2})
33. void updateBookmarksClicked() {
34. searchAsync(search.getText().toString(), application.getUserId());
35. }
37. @Background
38. void searchAsync(String searchString, String userId) {
39. Bookmarks bookmarks = restClient.getBookmarks(searchString, userId);
40. updateBookmarks(bookmarks);
41. }
43. @UiThread
44. void updateBookmarks(Bookmarks bookmarks) {
45. adapter.updateBookmarks(bookmarks);
46. bookmarkList.startAnimation(fadeIn);
47. }
49. @ItemClick
50. void bookmarkListItemClicked(Bookmark selectedBookmark) {
51. clipboardManager.setText(selectedBookmark.getUrl());
52. }
54. }
55. @Rest("http://www.bookmarks.com")
56. public interface BookmarkClient {
58. @Get("/bookmarks/{userId}?search={search}")
59. Bookmarks getBookmarks(@Path String search, @Path String userId);
61. }
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@EActivity

 示例：

@EActivity**(**R**.**layout**.**main**)**

**public** **class MyActivity extends Activity {**

**}**

@fragment

示例：

@EFragment**(**R**.**layout**.**my\_fragment\_layout**)**

**public** **class MyFragment extends Fragment {**

**}**

注册：

<fragment

android:id="@+id/myFragment"

android:name="com.company.MyFragment\_"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent" />

创建：

MyFragment fragment **=** **new** **MyFragment\_();**

普通类：

@EBean

**public** **class MyClass {**

**}**

注意：这个类必须仅仅只能有一个构造函数，参数最多有一个context。

Activity中使用：

@EActivity

**public** **class MyActivity extends Activity {**

@Bean

MyOtherClass myOtherClass**;**

**}**

也可以用来声明接口：

@Bean**(**MyImplementation**.**class**)**

MyInterface myInterface**;**

在普通类中还可以注入根环境:

@EBean

**public** **class MyClass {**

@RootContext

Context context**;**

*// Only injected if the root context is an activity*

@RootContext

Activity activity**;**

*// Only injected if the root context is a service*

@RootContext

Service service**;**

*// Only injected if the root context is an instance of MyActivity*

@RootContext

MyActivity myActivity**;**

**}**

如果想在类创建时期做一些操作可以：

@AfterInject

**public** **void** **doSomethingAfterInjection()** **{**

*// notificationManager and dependency are set*

**}**

单例类需要如下声明：

@EBean**(**scope **=** Scope**.**Singleton**)**

**public** **class MySingleton {**

**}**

注意：在单例类里面不可以注入view和事件绑定，因为单例的生命周期比Activity和Service的要长，以免发生内存溢出。

@EView

@EView

**public** **class CustomButton extends Button {**

@App

MyApplication application**;**

@StringRes

String someStringResource**;**

**public** **CustomButton(**Context context**,** AttributeSet attrs**)** **{**

**super(**context**,** attrs**);**

**}**

**}**

注册：

<com.androidannotations.view.CustomButton\_

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

创建：

CustomButton button **=** CustomButton\_**.**build**(**context**);**

@EViewGroup

@EViewGroup**(**R**.**layout**.**title\_with\_subtitle**)**

**public** **class TitleWithSubtitle extends RelativeLayout {**

@ViewById

**protected** TextView title**,** subtitle**;**

**public** **TitleWithSubtitle(**Context context**,** AttributeSet attrs**)** **{**

**super(**context**,** attrs**);**

**}**

**public** **void** **setTexts(**String titleText**,** String subTitleText**)** **{**

title**.**setText**(**titleText**);**

subtitle**.**setText**(**subTitleText**);**

**}**

**}**

注册：

<com.androidannotations.viewgroup.TitleWithSubtitle\_

android:id="@+id/firstTitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

@EApplication

**@EApplication**

**public class MyApplication extends Application {**

**}**

Activity中使用：

@EActivity

**public** **class MyActivity extends Activity {**

@App

MyApplication application**;**

**}**

@EService

@EService

**public** **class MyService extends Service {**

**}**

跳转service：

MyService\_**.**intent**(**getApplication**()).**start**();**

停止service：

MyService\_**.**intent**(**getApplication**()).**stop**();**

@EReceiver

@EReceiver

**public** **class MyReceiver extends BroadcastReceiver {**

**}**

@Receiver

可以替代声明BroadcastReceiver

@EActivity

**public** **class MyActivity extends Activity {**

@Receiver**(**actions **=** "org.androidannotations.ACTION\_1"**)**

**protected** **void** **onAction1()** **{**

**}**

**}**

@EProvider

@EProvider

**public** **class MyContentProvider extends ContentProvider {**

**}**

@ViewById

@EActivity

**public** **class MyActivity extends Activity {**

*// Injects R.id.myEditText，变量名称必须和布局的id名称一致*

@ViewById

EditText myEditText**;**

@ViewById**(**R**.**id**.**myTextView**)**

TextView textView**;**

**}**

@AfterViews

@EActivity**(**R**.**layout**.**main**)**

**public** **class MyActivity extends Activity {**

@ViewById

TextView myTextView**;**

@AfterViews

**void** **updateTextWithDate()** **{**

***//一定要在这里进行view的一些设置，不要在oncreate()中设置，因为oncreate()在执行时 view还没有注入***

*myTextView****.****setText****(****"Date: "* ***+******new******Date());******}[...]***

@StringRes

@EActivity

**public** **class MyActivity extends Activity {**

@StringRes**(**R**.**string**.**hello**)**

String myHelloString**;*//不能设置成私有变量***

@StringRes

String hello**;**

**}**

@ColorRes

@EActivity

**public** **class MyActivity extends Activity {**

@ColorRes**(**R**.**color**.**backgroundColor**)**

**int** someColor**;**

@ColorRes

**int** backgroundColor**;**

**}**

@AnimationRes

@EActivity

**public** **class MyActivity extends Activity {**

@AnimationRes**(**R**.**anim**.**fadein**)**

XmlResourceParser xmlResAnim**;**

@AnimationRes

Animation fadein**;**

**}**

@DimensionRes

@EActivity

**public** **class MyActivity extends Activity {**

@DimensionRes**(**R**.**dimen**.**fontsize**)**

**float** fontSizeDimension**;**

@DimensionRes

**float** fontsize**;**

**}**

@DImensionPixelOffsetRes

@EActivity

**public** **class MyActivity extends Activity {**

@DimensionPixelOffsetRes**(**R**.**string**.**fontsize**)**

**int** fontSizeDimension**;**

@DimensionPixelOffsetRes

**int** fontsize**;**

**}**

@DimensionPixelSizeRes

@EActivity

**public** **class MyActivity extends Activity {**

@DimensionPixelSizeRes**(**R**.**string**.**fontsize**)**

**int** fontSizeDimension**;**

@DimensionPixelSizeRes

**int** fontsize**;**

**}**

其他的Res：

* **@BooleanRes**
* **@ColorStateListRes**
* **@DrawableRes**
* **@IntArrayRes**
* **@IntegerRes**
* **@LayoutRes**
* **@MovieRes**
* **@TextRes**
* **@TextArrayRes**
* **@StringArrayRes**

@Extra

@EActivity

**public** **class MyActivity extends Activity {**

@Extra**(**"myStringExtra"**)**

String myMessage**;**

@Extra**(**"myDateExtra"**)**

Date myDateExtraWithDefaultValue **=** **new** **Date();**

**}**

或者：

@EActivity

**public** **class MyActivity extends Activity {**

*// The name of the extra will be "myMessage"，名字必须一致*

@Extra

String myMessage**;**

**}**

传值：

MyActivity\_**.**intent**().**myMessage**(**"hello"**).**start**()** **;**

@SystemService

@EActivity

**public** **class MyActivity extends Activity {*//***

@SystemService

NotificationManager notificationManager**;**

**}**

@HtmlRes

@EActivity

**public** **class MyActivity extends Activity {**

*// Injects R.string.hello\_html*

@HtmlRes**(**R**.**string**.**hello\_html**)**

Spanned myHelloString**;**

*// Also injects R.string.hello\_html*

@HtmlRes

CharSequence helloHtml**;**

**}**

@FromHtml

@EActivity

**public** **class MyActivity extends Activity {*//必须用在TextView***

@ViewById**(**R**.**id**.**my\_text\_view**)**

@FromHtml**(**R**.**string**.**hello\_html**)**

TextView textView**;**

*// Injects R.string.hello\_html into the R.id.hello\_html view*

@ViewById

@FromHtml

TextView helloHtml**;**

**}**

@NonConfigurationInstance

**public** **class MyActivity extends Activity {*//等同于***[***Activity.onRetainNonConfigurationInstance()***](javascript:void())

@NonConfigurationInstance

Bitmap someBitmap**;**

@NonConfigurationInstance

@Bean

MyBackgroundTask myBackgroundTask**;**

**}**

@HttpsClient

@HttpsClient

HttpClient httpsClient**;**

示例：

@EActivity

**public** **class MyActivity extends Activity {**

@HttpsClient**(**trustStore**=**R**.**raw**.**cacerts**,**

trustStorePwd**=**"changeit"**,**

hostnameVerif**=true)**

HttpClient httpsClient**;**

@AfterInject

@Background

**public** **void** **securedRequest()** **{**

**try** **{**

HttpGet httpget **=** **new** **HttpGet(**"https://www.verisign.com/"**);**

HttpResponse response **=** httpsClient**.**execute**(**httpget**);**

doSomethingWithResponse**(**response**);**

**}** **catch** **(**Exception e**)** **{**

e**.**printStackTrace**();**

**}**

**}**

@UiThread

**public** **void** **doSomethingWithResponse(**HttpResponse resp**)** **{**

Toast**.**makeText**(this,** "HTTP status " **+** resp**.**getStatusLine**().**getStatusCode**(),** Toast**.**LENGTH\_LONG**).**show**();**

**}**

**}**

@FragmentArg

@EFragment

**public** **class MyFragment extends Fragment {*//等同于***[***Fragment Argument***](javascript:void())

@FragmentArg**(**"myStringArgument"**)**

String myMessage**;**

@FragmentArg

String anotherStringArgument**;**

@FragmentArg**(**"myDateExtra"**)**

Date myDateArgumentWithDefaultValue **=** **new** **Date();**

**}**

MyFragment myFragment **=** MyFragment\_**.**builder**()**

**.**myMessage**(**"Hello"**)**

**.**anotherStringArgument**(**"World"**)**

**.**build**();**

@Click

@Click**(**R**.**id**.**myButton**)**

**void** **myButtonWasClicked()** **{**

**[...]**

**}**

@Click

**void** **anotherButton()** **{*//如果不指定则函数名和id对应***

**[...]**

**}**

@Click

**void** **yetAnotherButton(**View clickedView**)** **{**

**[...]**

**}**

其他点击事件：

* [***Clicks***](javascript:void()) with **@Click**
* [***Long clicks***](javascript:void()) with **@LongClick**
* [***Touches***](javascript:void()) with **@Touch**

**AdapterViewEvents**

* [***Item clicks***](javascript:void()) with **@ItemClick**
* [***Long item clicks***](javascript:void()) with **@ItemLongClick**
* [***Item selection***](javascript:void()) with **@ItemSelect**

有两种方式调用：

1.

@EActivity**(**R**.**layout**.**my\_list**)**

**public** **class MyListActivity extends Activity {**

*// ...*

@ItemClick

**public** **void** **myListItemClicked(**MyItem clickedItem**)** **{*//MyItem是adapter的实体类，等同于adapter.getItem(position)***

**}**

@ItemLongClick

**public** **void** **myListItemLongClicked(**MyItem clickedItem**)** **{**

**}**

@ItemSelect

**public** **void** **myListItemSelected(boolean** selected**,** MyItem selectedItem**)** **{**

**}**

**}**

2.

@EActivity**(**R**.**layout**.**my\_list**)**

**public** **class MyListActivity extends Activity {**

*// ...*

@ItemClick

**public** **void** **myListItemClicked(int** position**)** **{*//位置id***

**}**

@ItemLongClick

**public** **void** **myListItemLongClicked(int** position**)** **{**

**}**

@ItemSelect

**public** **void** **myListItemSelected(boolean** selected**,** **int** position**)** **{**

**}**

**}**

@SeekBarProgressChange

***//等同于SeekBar.OnSeekBarChangeListener.onProgressChanged(SeekBar, int, boolean)***

@SeekBarProgressChange**(**R**.**id**.**seekBar**)**

**void** **onProgressChangeOnSeekBar(**SeekBar seekBar**,** **int** progress**,** **boolean** fromUser**)** **{**

*// Something Here*

**}**

@SeekBarProgressChange**(**R**.**id**.**seekBar**)**

**void** **onProgressChangeOnSeekBar(**SeekBar seekBar**,** **int** progress**)** **{**

*// Something Here*

**}**

@SeekBarProgressChange**({**R**.**id**.**seekBar1**,** R**.**id**.**seekBar2**})**

**void** **onProgressChangeOnSeekBar(**SeekBar seekBar**)** **{**

*// Something Here*

**}**

@SeekBarProgressChange**({**R**.**id**.**seekBar1**,** R**.**id**.**seekBar2**})**

**void** **onProgressChangeOnSeekBar()** **{**

*// Something Here*

**}**

@SeekBarTouchStart 和 @SeekBarTouchStop

接受开始和结束事件的监听

@TextChange

@TextChange**(**R**.**id**.**helloTextView**)**

**void** **onTextChangesOnHelloTextView(**CharSequence text**,** TextView hello**,** **int** before**,** **int** start**,** **int** count**)** **{**

*// Something Here*

**}**

@TextChange

**void** **helloTextViewTextChanged(**TextView hello**)** **{**

*// Something Here*

**}**

@TextChange**({**R**.**id**.**editText**,** R**.**id**.**helloTextView**})**

**void** **onTextChangesOnSomeTextViews(**TextView tv**,** CharSequence text**)** **{**

*// Something Here*

**}**

@TextChange**(**R**.**id**.**helloTextView**)**

**void** **onTextChangesOnHelloTextView()** **{**

*// Something Here*

**}**

@BeforeTextChange

@BeforeTextChange**(**R**.**id**.**helloTextView**)**

**void** **beforeTextChangedOnHelloTextView(**TextView hello**,** CharSequence text**,** **int** start**,** **int** count**,** **int** after**)** **{**

*// Something Here*

**}**

@BeforeTextChange

**void** **helloTextViewBeforeTextChanged(**TextView hello**)** **{**

*// Something Here*

**}**

@BeforeTextChange**({**R**.**id**.**editText**,** R**.**id**.**helloTextView**})**

**void** **beforeTextChangedOnSomeTextViews(**TextView tv**,** CharSequence text**)** **{**

*// Something Here*

**}**

@BeforeTextChange**(**R**.**id**.**helloTextView**)**

**void** **beforeTextChangedOnHelloTextView()** **{**

*// Something Here*

**}**

@AfterTextChange

@AfterTextChange**(**R**.**id**.**helloTextView**)**

**void** **afterTextChangedOnHelloTextView(**Editable text**,** TextView hello**)** **{**

*// Something Here*

**}**

@AfterTextChange

**void** **helloTextViewAfterTextChanged(**TextView hello**)** **{**

*// Something Here*

**}**

@AfterTextChange**({**R**.**id**.**editText**,** R**.**id**.**helloTextView**})**

**void** **afterTextChangedOnSomeTextViews(**TextView tv**,** Editable text**)** **{**

*// Something Here*

**}**

@AfterTextChange**(**R**.**id**.**helloTextView**)**

**void** **afterTextChangedOnHelloTextView()** **{**

*// Something Here*

**}**

@OptionsMenu和OptionsItem

@EActivity

@OptionsMenu**(**R**.**menu**.**my\_menu**)**

**public** **class MyActivity extends Activity {**

@OptionMenuItem

MenuItem menuSearch**;**

@OptionsItem**(**R**.**id**.**menuShare**)**

**void** **myMethod()** **{**

*// You can specify the ID in the annotation, or use the naming convention*

**}**

@OptionsItem

**void** **homeSelected()** **{**

*// home was selected in the action bar*

*// The "Selected" keyword is optional*

**}**

@OptionsItem

**boolean** **menuSearch()** **{**

menuSearch**.**setVisible**(false);**

*// menuSearch was selected*

*// the return type may be void or boolean (false to allow normal menu processing to proceed, true to consume it here)*

**return** **true;**

**}**

@OptionsItem**({** R**.**id**.**menu\_search**,** R**.**id**.**menu\_delete **})**

**void** **multipleMenuItems()** **{**

*// You can specify multiple menu item IDs in @OptionsItem*

**}**

@OptionsItem

**void** **menu\_add(**MenuItem item**)** **{**

*// You can add a MenuItem parameter to access it*

**}**

**}**

或者：

@EActivity

@OptionsMenu**({**R**.**menu**.**my\_menu1**,** R**.**menu**.**my\_menu2**})**

**public** **class MyActivity extends Activity {**

**}**

@Background

执行：

**void** **myMethod()** **{**

someBackgroundWork**(**"hello"**,** 42**);**

**}**

@Background

**void** **someBackgroundWork(**String aParam**,** **long** anotherParam**)** **{**

**[...]**

**}**

取消：

**void** **myMethod()** **{**

someCancellableBackground**(**"hello"**,** 42**);**

**[...]**

**boolean** mayInterruptIfRunning **=** **true;**

BackgroundExecutor**.**cancelAll**(**"cancellable\_task"**,** mayInterruptIfRunning**);**

**}**

@Background**(**id**=**"cancellable\_task"**)**

**void** **someCancellableBackground(**String aParam**,** **long** anotherParam**)** **{**

**[...]**

**}**

非并发执行：

**void** **myMethod()** **{**

**for** **(int** i **=** 0**;** i **<** 10**;** i**++)**

someSequentialBackgroundMethod**(**i**);**

**}**

@Background**(**serial **=** "test"**)**

**void** **someSequentialBackgroundMethod(int** i**)** **{**

SystemClock**.**sleep**(new** **Random().**nextInt**(**2000**)+**1000**);**

Log**.**d**(**"AA"**,** "value : " **+** i**);**

**}**

延迟：

@Background**(**delay**=**2000**)**

**void** **doInBackgroundAfterTwoSeconds()** **{**

**}**

@UiThread

UI线程：

**void** **myMethod()** **{**

doInUiThread**(**"hello"**,** 42**);**

**}**

@UiThread

**void** **doInUiThread(**String aParam**,** **long** anotherParam**)** **{**

**[...]**

**}**

延迟：

@UiThread**(**delay**=**2000**)**

**void** **doInUiThreadAfterTwoSeconds()** **{**

**}**

优化UI线程：

@UiThread**(**propagation **=** Propagation**.**REUSE**)**

**void** **runInSameThreadIfOnUiThread()** **{**

**}**

进度值改变：

@EActivity

**public** **class MyActivity extends Activity {**

@Background

**void** **doSomeStuffInBackground()** **{**

publishProgress**(**0**);**

*// Do some stuff*

publishProgress**(**10**);**

*// Do some stuff*

publishProgress**(**100**);**

**}**

@UiThread

**void** **publishProgress(int** progress**)** **{**

*// Update progress views*

**}**

**}**

@OnActivityResult

@OnActivityResult**(**REQUEST\_CODE**)**

**void** **onResult(int** resultCode**,** Intent data**)** **{**

**}**

@OnActivityResult**(**REQUEST\_CODE**)**

**void** **onResult(int** resultCode**)** **{**

**}**

@OnActivityResult**(**ANOTHER\_REQUEST\_CODE**)**

**void** **onResult(**Intent data**)** **{**

**}**

@OnActivityResult**(**ANOTHER\_REQUEST\_CODE**)**

**void** **onResult()** **{**

**}**

以上的注释用法基本包含了平常程序中的事件绑定，用AndroidAnnotations框架可以专注于做逻辑开发，最主要是简化代码编写，容易维护。

# 关于androidannotations（注解）的理解和使用（文档篇）

2016年02月29日 16:52:02 [YoulandaLI](https://me.csdn.net/baisemaque) 阅读数：6251 标签： [注解](http://so.csdn.net/so/search/s.do?q=%E6%B3%A8%E8%A7%A3&t=blog) 更多

个人分类： [Android](https://blog.csdn.net/baisemaque/article/category/6118257)[AA注解](https://blog.csdn.net/baisemaque/article/category/6137613)

**本文内容来自对github上提供的文档的翻译，由于本人英文水平有限，可能会有很多不当之处，还请各位大神予以指教和批评。**

androidannotations是由 Pierre-Yves Ricau创建的，文档说明由Kay-Uwe Janssen编写。

## github地址：

* 项目地址：<https://github.com/excilys/androidannotations>
* 文档介绍：<https://github.com/excilys/androidannotations/wiki>
* 官网网址：<http://androidannotations.org/>

### 目标

通过依赖注入的方式实现：

* View、资源的初始化
* 事件绑定
* 服务注册
* 简单的线程模型，通过annotation表示方法运行在UI线程还是后台线程。

### 优点

* 在编译时生成子类，对性能没有影响，并且我们能够check the code 来查看它是如何工作的。
* 项目大小只有50kb。
* 有效的简化代码，避免重复繁琐工作的进行。
* 使我们的代码更加便于维护。

## androidannotations是如何工作的

androidannotations使用 Java Annotation Processing Tool标准动态添加一个额外的资源目录，用来存放生成的子类。

### Activity注解

例如：当我们使用@EActivity 注解activity时，会在同一个包下的另一个资源目录中生成一个在名称末尾添加了“\_”的同名子类。下面的例子清楚的显示了这一特性。

*//使用@EActivity注解MyActivity*

package com.some.company;

@EActivity

public class MyActivity extends Activity {

*// ...*

}

*//注解后生成的子类，会在原activity名称后添加一个"\_"*

package com.some.company;

public final class MyActivity\_ extends MyActivity {

*// ...*

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12

这个生成的子类会在注解的activity中添加一些重写的方法，如oncreate()等，并将这些方法的调用权限授权给原activity。正是因为这个原因，我们在清单文件中注册activity时，名称后面千万不能忘记在末尾加上”\_”.

* **使用@EActivity注解进行布局绑定**   
  @EActivity的参数必须是有效的布局id，表示此布局将被作为the Content View在activity中使用，相当于我们经常使用的setContentView(R.layout.main)。代码示例如下：
* @EActivity(R.layout.main)
* public class MyActivity extends Activity {

}

* + 1
  + 2
  + 3
  + 4

可以不给此注解提供参数，这时表示我们将会采用传统的方式，即在onCreate方法中调用setContentView方法进行布局绑定。代码示例如下：

@EActivity

public class MyListActivity extends ListActivity {

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

setContentView(R.layout.main);

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* **利用annotated启动一个activity**   
  通常情况下，我们start一个activity时，会调用startActivity(this,MyListActivity.class)，这时启动的activity参数是MyListActivity，但是使用AndroidAnnotations时，我们需要调用的activity参数应该是MyListActivity\_，即startActivity(this,MyListActivity\_.class)。
* **Intent绑定启动activity**   
  从AndroidAnntations2.4开始，提供了一个启动注解生成activity的静态帮助类，通过它我们可以：
  + 通过绑定intent来启动activity；
  + *//// Starting the activity*

MyListActivity\_.intent(context).start();

* + - 1
    - 2
  + 绑定一个到activity的intent
  + *// Building an intent from the activity*

Intent intent = MyListActivity\_.intent(context).get();

* + - 1
    - 2
  + 在绑定intent时，定义flags
  + // You can provide flags

MyListActivity\_.intent(context).flags(FLAG\_ACTIVITY\_CLEAR\_TOP).start()*;*

* + - 1
    - 2
  + 定义通过intent传送的数据
  + // You can even provide extras defined with @Extra in the activity

MyListActivity\_.intent(context).myDateExtra(someDate).start()*;*

* + - 1
    - 2

从AndroidAnntations2.7开始，我们可以使用startActivityForResult()方法来启动activity了。

MyListActivity\_.intent(context).startForResult(REQUEST\_CODE)*;*

* + 1

使用@OnActivityResult注解来获取结果：

@OnActivityResult(REQUEST\_CODE)

void onResult(int resultCode) {

}

* + 1
  + 2
  + 3

@OnActivityResult的参数必须是integer常量，这个常量是启动activity时提供的请求码。onResult方法可以有多个参数：

* + 携带返回数据的android.content.Intent
  + int或Integer的resultCode。

下面是几个@OnActivityResult的示例：

@OnActivityResult(REQUEST\_CODE)

void onResult(int resultCode, Intent data) {

}

@OnActivityResult(REQUEST\_CODE)

void onResult(int resultCode) {

}

@OnActivityResult(ANOTHER\_REQUEST\_CODE)

void onResult(Intent data) {

}

@OnActivityResult(ANOTHER\_REQUEST\_CODE)

void onResult() {

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
  + 12
  + 13
  + 14
  + 15

从AndroidAnntations3.2开始，可以使用@OnActivityResult.Extra向带有返回参数的intent注入extra。这个注解只能作为参数使用，并要保证使用此参数的方法已经和 @OnActivityResult注解进行绑定了。参数的类型必须是可添加的Bundle，其value就是结果data的key。如果没有设置，则使用变量名作为key。下面是几个例子：

@OnActivityResult(REQUEST\_CODE)

void onResult(int resultCode, Intent data, @OnActivityResult.Extra String value) {

}

@OnActivityResult(REQUEST\_CODE)

void onResult(int resultCode, @OnActivityResult.Extra(value = "key") String value) {

}

@OnActivityResult(REQUEST\_CODE)

void onResult(@OnActivityResult.Extra String strVal, @OnActivityResult.Extra int intVal) {

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11

从AndroidAnntations3.3开始，我们可以通过绑定intent来轻松的传递Bundle了。

MyListActivity\_.intent(context).withOptions(bundle).start()*;*

* + 1

从AndroidAnntations4.0开始,可以在绑定intent时，添加过渡动画了！

MyListActivity\_.intent(context).start().withAnimation(enterAnimRes, exitAnimRes))*;*

* + 1

### Fragment注解

* **使用注解操作Fragments**   
  在AndroidAnnotation2.6之前，并没有fragment使用的注解支持，然而我们确信通过继承FragmentActivity取代继承Activity并 不会破坏AndroidAnnotations。就像这样：
* @EActivity(R.id.main)
* public class DetailsActivity extends FragmentActivity {

}

* + 1
  + 2
  + 3
  + 4

2.6之后AndroidAnnotations对android.app.Fragment和android.support.v4.app.Fragment都提供了支持，并能动态识别fragment的类型来使用正确的API。   
**对fragment而言，需要使用@EFragment注解。示例如下：**

@EFragment

public class MyFragment extends Fragment {

}

* + 1
  + 2
  + 3
  + 4

使用注解后，同样会生成一个以”“结尾的子类，如MyFragment。当创建一个新的fragment时，需要在布局文件中使用生成的子类，像这样：

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent"

android:orientation="horizontal" >

<fragment

android:id="@+id/myFragment"

android:name="com.company.MyFragment\_"

android:layout\_width="fill\_parent"

android:layout\_height="fill\_parent" />

</LinearLayout>

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
  + 12

Java代码中这样创建新实例：

MyFragment fragment = new MyFragment\_();

* + 1

或使用builder：

MyFragment fragment = MyFragment\_.builder().build()*;*

* + 1

在fragment中，我们可以使用所有的注解：

@EFragment

public class MyFragment extends Fragment {

@Bean

SomeBean someBean;

@ViewById

TextView myTextView;

@App

MyApplication customApplication;

@SystemService

ActivityManager activityManager;

@OrmLiteDao(helper = DatabaseHelper.class, model = User.class)

UserDao userDao;

@Click

void myButton() {

}

@UiThread

void uiThread() {

}

@AfterInject

void calledAfterInjection() {

}

@AfterViews

void calledAfterViewInjection() {

}

@Receiver(actions = "org.androidannotations.ACTION\_1")

protected void onAction1() {

}

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
  + 12
  + 13
  + 14
  + 15
  + 16
  + 17
  + 18
  + 19
  + 20
  + 21
  + 22
  + 23
  + 24
  + 25
  + 26
  + 27
  + 28
  + 29
  + 30
  + 31
  + 32
  + 33
  + 34
  + 35
  + 36
  + 37
  + 38
  + 39

View injection and event listener binding will only be based on viewscontained inside the fragment. Note, however, that it’s isn’t currently the case for @EBean injected inside fragments: they haveaccess to the activity views.

上面这段话摘自github上提供的文档说明，没有看明白，如果有了解这方面的大神，可以在评论中告诉我，我将不胜感激！^\_^

* **使用注解给fragment绑定布局**   
  很简单，只需要给@EFragment添加参数即可。这个参数就是要绑定布局的ID。   
    
  @EFragment(R.layout.my\_fragment\_layout)   
  public class MyFragment extends Fragment {   
  }   
    
  如果我们需要重写onCreateView()方法时，比如需要用到savedInstanceState时，我们仍然可以使用这个注解，只需要将方法的返回值设置为null即可。
* **强制布局注入**   
  从AndroidAnnotation3.3开始，如果使用注解的类中onCreateView方法返回null，或其父类的onCreateView方法返回null而子类没用重写父类的该方法，我们就只是把要注入的布局当做第一个注解参数。这时因为我们不想重载onCreateView方法返回的空布局。在某些情况下，下面这些行为是可以预期的：例如，一个类继承自ListFragment，它的onCreateView方法返回为null，并且布局没有通过@EFragment注解注入。为了在这种情况下实现功能，我们需要添加一个boolean类型的forceLayoutInjection参数。如果设置为true，布局注入将忽视onCreateView方法的返回值。，但是这个参数默认情况下为false，所以如果没有明确的指出forceLayoutInjection为true，布局将会被该方法的返回值替代（It is false by default, so the old behavior takes place if you do not explicitly set forceLayoutInjection to true.）。
* **注入Fragments**   
  可以使用 @EActivity, @EFragment, @EView, @EViewGroup, @EBean, using @FragmentById or @FragmentByTag注解标签将fragment注入到类中，如果没有特殊给定值，将在注解中使用变量名。
  + 使用@FragmentById or @FragmentByTag只能将fragment注入，不能创建fragment。所以我们要保证fragment已经存在activity中（布局文件中定义或者oncreate方法中创建）。
  + 即使fragment没有使用@EFragment注解标注，我们也可以将这些fragment注入到activity中。
  + @EActivity(R.layout.fragments)
  + public class MyFragmentActivity extends FragmentActivity {
  + @FragmentById
  + MyFragment myFragment;
  + @FragmentById(R.id.myFragment)
  + MyFragment myFragment2;
  + @FragmentByTag
  + MyFragment myFragmentTag;
  + @FragmentByTag("myFragmentTag")
  + MyFragment myFragmentTag2;

}
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* **相关方法**   
  从AndroidAnnotation4.0开始，出现的基于注解的方法：
* @EActivity(R.layout.fragments)
* public class MyFragmentActivity extends FragmentActivity {
* @FragmentById
* void setOneFragmentById(MyFragment myFragmentId){
* *// do something with myFragmentId*
* }
* void setMultipleFragmentsById(@FragmentById MyFragment myFragmentId, @FragmentById(R.id.myFragment) MyFragment myFragmentId2){
* *// do something with myFragmentId and myFragmentId2*
* }
* @FragmentByTag
* void setOneFragmentByTag(MyFragment myFragmentTag){
* *// do something with myFragmentTag*
* }
* void setMultipleFragmentsByTag(@FragmentByTag MyFragment myFragmentTag, @FragmentByTag("myFragmentTag") MyFragment myFragmentTag2){
* *// do something with myFragmentTag and myFragmentTag2*
* }

}
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* **使用注解时，DialogFragment要注意：**   
  很不幸，在使用注解@EFragment时，我们不能通过onCreateDialog()方法创建新的Dialog实例。我们只能调用super.onCreateDialog()，设置其返回的Dialog实例。然后我们可以在由@AfterViews注解的方法中来自定义views。
* **Fragment Argument**   
  从AndroidAnnotations 2.7开始，可以使用@FragmentArg注解标签对Fragment绑定对应的参数。   
  在生成的builder中，setter方法总是使用字段名称作为参数名称。默认情况下，绑定参数值的关键就是字段名称，不过我们可以通过给标签提供一个值来改变这一点。

@EFragment

public class MyFragment extends Fragment {

*//提供一个值来改变setter参数名*

@FragmentArg("myStringArgument")

String myMessage;

*//默认情况*

@FragmentArg

String anotherStringArgument;

@FragmentArg("myDateExtra")

Date myDateArgumentWithDefaultValue = new Date();

}
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* **相关方法**   
  从 AndroidAnnotations 4.0开始：

@EFragment

public class MyFragment extends Fragment {

@FragmentArg

void setOneFragmentArg(@FragmentArg("myStringArgument") String myMessage){

*// do something with myMessage*

}

void setMultipleFragmentArgs(@FragmentArg String anotherStringArgument, @FragmentArg("myDateExtra") Date myDateArgument){

*// do something with anotherStringArgument and myDateArgument*

}

}
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Fragment 构造器拥有对这些参数的专用方法：

MyFragment myFragment = MyFragment\_.builder()

.myMessage("Hello")

.anotherStringArgument("World")

.build()*;*
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### 自定义类的注解（如实体类等）

我们可以使用注解@EBean标注非Android标准组件（如Activity、service）的类。注意：这个@EBean要求被标注的类只用一个构造函数，并且这个构造函数不能有参数（或者，向AndroidAnnotations 2.7中一样，只能拥有一个Context类型的参数）。

@EBean

public class MyClass {

}
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* **在已经使用注解的类中或Android组件中引用另外一个被注解的类只需要使用@Bean注解即可**

@EBean

public class MyOtherClass {

*//引用另外一个被注解的自定义类*

@Bean

MyClass myClass;

}
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如果这个被标注类不是单例的话，使用@Bean注解后，我们将会获得它的实例。

* **与@Bean相关的方法**
* @EActivity
* public class MyActivity extends Activity {
* @Bean
* void setOneBean(MyClass myClass){
* *// do something with myClass*
* }
* void setMultipleBeans(@Bean MyClass myClass, @Bean MyOtherClass myOtherClass){
* *// do something with myClass and myOtherClass*
* }

}
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值得注意的是，生成的子类都是final类，也就意味着生成的子类是不可被继承的。然而，我们可以继承原始类，并且原始类中生成的代码也将为子类使用（However, you can extends original classes and generated code will be also generated for the child class. ）。这适用于所有的注解。   
例如：下面MyChildActivity也会有myOtherClass的注入。

@EActivity

public class MyChildActivity extends MyActivity {

}
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* **注入接口的实现类到定义的接口字段中**   
  从Since AndroidAnnotations 2.5开始，如果想要根据Since AndroidAnnotations 的API使用依赖关系，比如实现接口。我们可以通过@Bean的参数来实现。只需要将实现类作为@Bean的参数传进去即可，但是要保证实现类由@EBean标注了并且实现了该接口。
* @EActivity
* public class MyActivity extends Activity {
* */\* A MyImplementation instance will be injected.*
* *\* MyImplementation must be annotated with @EBean and implement MyInterface.*
* *\*/*
* @Bean(MyImplementation.class)
* MyInterface myInterface;

}
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虽然这样做以后，类仍然知道其以来的实现，但是至少使用这些依赖的代码必须根据API实现。

* **@EBean支持的注解**   
  在@EBean标注的类中可以使用几乎全部的AA 注解。
* @EBean
* public class MyClass {
* @SystemService
* NotificationManager notificationManager;
* @UiThread
* void updateUI() {
* }

}
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我们可以在@EBean标注的类中使用和view相关的标注（如@View，@Click… …）。

@EBean

public class MyClass {

@ViewById

TextView myTextView;

@Click(R.id.myButton)

void handleButtonClick() {

}

}
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注意：只有在依赖MyClass类的根Android组件（Activity等）包含需要的views，上面的代码才能有效。否则myTextView将会是null，handleButtonClick方法将永远不会被调用。   
使用@RootContext可以获取到Bean的context对象，如下：

@EBean

public class MyClass {

*//1.@RootContext能取到调用该Bean的context，构造方法不用传context*

@RootContext

Context context;

*//2.得到的是调用Activity的context对象*

@RootContext

Activity activity;

*// 3.得到的是调用service的Context对象*

@RootContext

Service service;

*// 4.得到的是调用MyActivity的context对象*

@RootContext

MyActivity myActivity;

}
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* **与RootContext相关的方法**   
  从AndroidAnnotations 4.0开始：

@EBean

public class MyBean {

@RootContext

void setContext(Context context){

*// do something with context*

}

@RootContext

void setService(Service service){

*// do something with service*

}

}
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* **依赖注入后执行代码过程**   
  当@EBean标注的类的构造方法被调用时，其字段还没有被注入，所以下面代码中的MyClass类的service字段将会是null。
* @EActivity
* public class MyActivity extends Activity {
* @Bean
* MyClass myClass;*//MyClass类可以看上文中的代码*

}
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如果想要在build时执行代码，在依赖注入后我们需要使用@AfterInject注解标注一些方法：

@EBean

public class MyClass {

@SystemService

NotificationManager notificationManager;

@Bean

MyOtherClass dependency;

public MyClass() {

*// notificationManager and dependency are null*

}

*//标注后service将会被注入*

@AfterInject

public void doSomethingAfterInjection() {

*// notificationManager and dependency are set*

}

}
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* **警告:**
  + 父类和子类中不能出现由@AfterViews, @AfterInject or @AfterExtras标注的同名方法，否则会出现错误。如github有人提出这样的问题（<https://github.com/excilys/androidannotations/issues/591>）：
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如图，当把Test2中的init()方法名变更一下，就可以运行正确了。

* + 当我们调用这些注解标注的方法时有固定的顺序，但是对于由相同注解@AfterXXX标注的方法在调用时是没有固定顺序的。如github上有人提出这样的问题（<https://github.com/excilys/androidannotations/issues/810>）：   
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* **@AfterXXX调用顺序**
  + 使用相同的@AfterXXX标注的方法的调用顺序   
    同一个类中使用相同@AfterXXX标注的方法的调用顺序是无法保证的。如果我们想要按照一定的顺序调用多个方法，应该创建一个被标注的方法，然后按照一定的顺序使用这个方法去调用其他的方法。如果要处理父/子类中使用相同@AfterXXX标注的方法，我们可以在<https://github.com/excilys/androidannotations/issues/810#issuecomment-31218529>找到答案。

当 @AfterExtras标注的方法被调用时，所有没和view关联的注入都会被完成。因此使用@Bean标注的字段是很安全的方式。这些views只会在@AfterViews标注的方法调用时才会被获取。   
每当intent到达Activity时，@AfterExtras 标注的方法都会被调用。   
对于Activity而言，每次执行setContentView()方法时，@AfterViews被标注的方法都会被调用。

#### Extras

使用注解@Extra标注的字段，表示Activity的字段需要连同开启此Activity的intent传来的相应Extra一起被注入。

示例：

@EActivity

public class MyActivity extends Activity {

*//myStringExtra和字段myMessage一起被注入*

@Extra("myStringExtra")

String myMessage;

*//myDateExtra和字段myDateExtraWithDefaultValue 一起被注入*

@Extra("myDateExtra")

Date myDateExtraWithDefaultValue = new Date();

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12

从AndroidAnnotations 2.6开始，如果没有为@Extra添加参数，则直接使用字段名作为extra的名称。如：

@EActivity

public class MyActivity extends Activity {

*// The name of the extra will be "myMessage"*

@Extra

String myMessage;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* **相关方法**   
  从AndroidAnnotations 4.0开始：

@EActivity

public class MyActivity extends Activity {

@Extra("myStringExtra")

void setOneExtra(String myMessage){

*// do something with myMessage*

}

void setMultipleExtrass(@Extra String myMessage, @Extra("myDateExtra") Date myDateExtraWithDefaultValue){

*// do something with myMessage and myDateExtraWithDefaultValue*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
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* 13

我们可以使用前面提到的**Intent绑定启动activity**方法来传递extra values。

* **onNewIntent()方法**   
  从AndroidAnnotations 2.6开始，AndroidAnnotations重写了setIntent方法，并会在调用该方法时自动注入指定intent传递的extras。这就有便于我们在onNewIntent方法中调用setIntent方法时自动注入extras。
* @EActivity
* public class MyActivity extends Activity {
* @Extra("myStringExtra")
* String myMessage;
* @Override
* protected void onNewIntent(Intent intent) {
* super.onNewIntent(intent);
* *//传递intent时自动注入extras*
* setIntent(intent);
* }

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
  + 12
  + 13

从AndroidAnnotations 3.2开始，如果在Activity中有被 @AfterExtras标注的方法，我们就可以重写onNewIntent方法来调用setIntent方法。

**警告：**   
从AndroidAnnotations 4.0开始，我们不再重载onNewIntent方法，如果有需要的话，只能自己手动重载该方法了。

* **extras注入后执行的代码**   
  如果在注入extras之后需要进行操作的话，我们需要将执行逻辑方法标注上@AfterExtras。如：
* @EActivity
* public class MyClass {
* @Extra
* String someExtra;
* @Extra
* int anotherExtra;
* @AfterExtras
* public void doSomethingAfterExtrasInjection() {
* *// someExtra and anotherExtra are set to the value contained in the incoming intent*
* *// if an intent does not contain one of the extra values the field remains unchanged*
* }

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
  + 12
  + 13
  + 14
  + 15
  + 16

#### Views注入

@ViewById代表Activity的字段和布局中的view进行了绑定，相当于调用了findViewById方法。可以把布局中相应view的id可以放在注解参数的位置进行指定，如@ViewById(R.id.myTextView)。如果没有给注解添加参数，就会使用字段的名字。**字段的访问权限千万不能设置为私有**。   
示例：

@EActivity

public class MyActivity extends Activity {

*// 没有给定参数时，按照 R.id.myEditText注入*

@ViewById

EditText myEditText;

@ViewById(R.id.myTextView)

TextView textView;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* **相关方法**   
  从AndroidAnnotation4.0开始：

@EActivity

public class MyActivity extends Activity {

@ViewById

void setOneView(EditText myEditText){

*// do something with myEditText*

}

void setMultipleBeans(@ViewById EditText myEditText, @ViewById(R.id.myTextView) TextView textView){

*// do something with myEditText and textView*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* **@ViewsById**   
  从AndroidAnnotations 3.1开始使用的注解标签。与@ViewById相似，只是此标签用来注入一系列的view。会在java.util.List or android.view.View的子类字段上进行标注。它的参数值是一组R.id.\*的值。注入完成之后，除去为null的view之外（为了避免增加null检查的代码），这些view的ID会被保存在list集合中。

@EActivity

public class MyActivity extends Activity {

*//注入完成后，这些textView的ID会被保存到list集合中*

@ViewsById({R.id.myTextView1, R.id.myOtherTextView})

List<TextView> textViews;

@AfterViews

void updateTextWithDate() {

for (TextView textView : textViews) {

textView.setText("Date: " + new Date());

}

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* **相关方法**   
  从AndroidAnnotations 4.0开始：

@EActivity

public class MyActivity extends Activity {

@ViewsById({R.id.myTextView1, R.id.myOtherTextView})

void setViews(List<TextView> textViews){

*// do something with textViews*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* **@AfterViews**   
  @AfterViews表示被标注的方法会在view绑定后被调用。   
  onCreate方法被调用时，@ViewById还没有被执行，因此，我们只能在@AfterViews标注的方法中添加view绑定之后要执行的逻辑。

@EActivity(R.layout.main)

public class MyActivity extends Activity {

@ViewById

TextView myTextView;

@AfterViews

void updateTextWithDate() {

myTextView.setText("Date: " + new Date());

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10

我们可以用@AfterViews标注多个方法，但是一定要记得，我们不可以在onCreate方法中使用任何和view绑定的字段，否则会抛出空指针异常。

@EActivity(R.layout.main)

public class MyActivity extends Activity {

@ViewById

TextView myTextView;

@Override

public void onCreate(Bundle savedInstanceState) {

super.onCreate(savedInstanceState);

*// DON'T DO THIS !! It will throw a NullPointerException, myTextView is not set yet.*

*// myTextView.setText("Date: " + new Date());*

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12

注入总是尽快进行的，因此我们可以很放心的使用任何被注解标注的字段，如@AfterView标注的方法中被@Extra或者@InstanceState标注的字段，因为这些注解不要求任何view的注入。所以我们可以很安全地假设@AfterViews标注的方法中这些字段已经被它们的预期值初始化了。

@EActivity(R.layout.main)

public class MyActivity extends Activity {

@ViewById

TextView myTextView;

@InstanceState

Integer textPosition;

@AfterViews

void updateTextPosition() {

myTextView.setSelection(textPosition); *//Sets the cursor position of myTextView*

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13

### 自定义view注解

从事一段时间的开发以后，我们会发现一件事情：我们经常会在不同的位置用到相同的布局，从而会不停的调用相同的方法来控制这些布局。自定义view会帮我们从这些繁琐的工作中解放出来。

创建自定义组件时，我们会用到@EView 和@EViewGroup 。

* **@EView**   
  从AndroidAnnotations 2.4开始：   
  创建一个继承View的类并用@EView进行标注。这样，我们就可以在这个类中使用注解进行逻辑操作了。如：

@EView

public class CustomButton extends Button {

@App

MyApplication application;

@StringRes

String someStringResource;

public CustomButton(Context context, AttributeSet attrs) {

super(context, attrs);

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13

在布局文件中使用自定义的view，名称上不要忘记要加上“\_”：

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:orientation="vertical" >

<-- 名称上记得加"\_"-->

<com.androidannotations.view.CustomButton\_

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

</LinearLayout>

* 1
* 2
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* 6
* 7
* 8
* 9
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当然，也可以通过代码动态创建，只是名称上也要添加”\_”：

CustomButton button = CustomButton\_.build(context);

* 1
* **自定义ViewGroup注解**   
  从AndroidAnnotations 2.2开始，我们可以使用@EViewGroup自定义ViewGroup。   
  1.创建要用到的布局文件：

<?xml version="1.0" encoding="utf-8"?>

<merge xmlns:android="http://schemas.android.com/apk/res/android" >

<ImageView

android:id="@+id/image"

android:layout\_alignParentRight="true"

android:layout\_alignBottom="@+id/title"

android:layout\_width="wrap\_content"

android:layout\_height="wrap\_content"

android:src="@drawable/check" />

<TextView

android:id="@+id/title"

android:layout\_toLeftOf="@+id/image"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:textColor="@android:color/white"

android:textSize="12pt" />

<TextView

android:id="@+id/subtitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content"

android:layout\_below="@+id/title"

android:textColor="#FFdedede"

android:textSize="10pt" />

</merge>

* 1
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* 28

使用merge标签可以：在布局文件被引用时，子布局会直接被添加到父布局上去，我们可以在view树上看到。   
上述代码中使用了很多relativeLayout特有的属性，是因为这个布局文件我打算放到RelativeLayout中去。   
下面我们在代码中创建自定义的view：

@EViewGroup(R.layout.title\_with\_subtitle)

public class TitleWithSubtitle extends RelativeLayout {

@ViewById

protected TextView title, subtitle;

public TitleWithSubtitle(Context context, AttributeSet attrs) {

super(context, attrs);

}

public void setTexts(String titleText, String subTitleText) {

title.setText(titleText);

subtitle.setText(subTitleText);

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* 15
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如何使用自定义的view呢？   
很简单，我们可以像引用其他控件一样在布局文件中找到位置带包名引用即可，要注意的是，类名称一定是带“\_”的。

<?xml version="1.0" encoding="utf-8"?>

<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android"

android:layout\_width="match\_parent"

android:layout\_height="match\_parent"

android:gravity="center"

android:orientation="vertical" >

<com.androidannotations.viewgroup.TitleWithSubtitle\_

android:id="@+id/firstTitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

<com.androidannotations.viewgroup.TitleWithSubtitle\_

android:id="@+id/secondTitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

<com.androidannotations.viewgroup.TitleWithSubtitle\_

android:id="@+id/thirdTitle"

android:layout\_width="match\_parent"

android:layout\_height="wrap\_content" />

</LinearLayout>

* 1
* 2
* 3
* 4
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* 6
* 7
* 8
* 9
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* 20
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* 23

在Activity中声明并使用自定义控件：

@EActivity(R.layout.main)

public class Main extends Activity {

@ViewById

protected TitleWithSubtitle firstTitle, secondTitle, thirdTitle;

@AfterViews

protected void init() {

firstTitle.setTexts("decouple your code",

"Hide the component logic from the code using it.");

secondTitle.setTexts("write once, reuse anywhere",

"Declare you component in multiple " +

"places, just as easily as you " +

"would put a single basic View.");

thirdTitle.setTexts("Let's get stated!",

"Let's see how AndroidAnnotations can make it easier!");

}

}

* 1
* 2
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* 5
* 6
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同样的，很多其他的注解标签在自定义控件中也是可以使用的。

### AdapterViewEvents

在AdapterView中，我们可以使用以下注解来绑定方法去处理事件：

* @ItemClick：点击事件
* @ItemLongClick：长点击事件
* @ItemSelect：条目选择事件

这些注解的值是R.id.\*，可以是多个。如果没有给定值，那么会把方法的名称当做值的名称。   
被@ItemClick或@ItemLongClick标注的方法必须拥有一个参数，这个参数可以是任意类型，当调用adapter.getItem(position)时，会使用这个参数。   
被@ItemSelect标注的方法可能会有一个或两个参数。第一个参数必须是boolean类型，第二个参数是从adapter被选择的位置传来的object类型。   
如：

@EActivity(R.layout.my\_list)

public class MyListActivity extends Activity {

*// ...*

@ItemClick

public void myListItemClicked(MyItem clickedItem) {

}

@ItemLongClick

public void myListItemLongClicked(MyItem clickedItem) {

}

@ItemSelect

public void myListItemSelected(boolean selected, MyItem selectedItem) {

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
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* 16
* 17
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从AndroidAnnotations 2.4开始，如果被这些注解标注的方法的参数给定的是int类型，则说明从adapter传来的不是对象，而是该对象所在的位置，或者说是被点击的位置。

### Resource注解

所有的@xxxRes标签代表Activity中的字段要和res文件夹下的相对应的资源绑定了。res的ID同样是作为@xxxRes的参数进行传递的，如果没有给定参数，那么将使用字段的名称作为id的名称。

* **@StringRes**   
  用来和string资源进行绑定。如：

@EActivity

public class MyActivity extends Activity {

@StringRes(R.string.hello)

String myHelloString;

@StringRes

String hello;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* **@ColorRes**   
  用来绑定颜色资源。

@EActivity

public class MyActivity extends Activity {

@ColorRes(R.color.backgroundColor)

int someColor;

@ColorRes

int backgroundColor;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
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* **@AnimationRes**   
  用来绑定XmlResourceParser字段（不太常用）或Animation字段（常用）。

@EActivity

public class MyActivity extends Activity {

@AnimationRes(R.anim.fadein)

XmlResourceParser xmlResAnim;

@AnimationRes

Animation fadein;

}

* 1
* 2
* 3
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* 9
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* **@DimensionRes**   
  用来检索dimension资源。

@EActivity

public class MyActivity extends Activity {

@DimensionRes(R.dimen.fontsize)

float fontSizeDimension;

@DimensionRes

float fontsize;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
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* **@DimensionPixelOffsetRes**   
  用来检索dimension资源，会将检索到的dimension的小数部分全部截去，保留整型值，除此之外与@DimensionRes是一样的。

@EActivity

public class MyActivity extends Activity {

@DimensionPixelOffsetRes(R.string.fontsize)

int fontSizeDimension;

@DimensionPixelOffsetRes

int fontsize;

}

* 1
* 2
* 3
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* 5
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* 8
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* **@DimensionPixelSizeRes**   
  用来检索dimension资源，会将检索到的dimension四舍五入保留整型值，除此之外与@DimensionRes是一样的。

@EActivity

public class MyActivity extends Activity {

@DimensionPixelSizeRes(R.string.fontsize)

int fontSizeDimension;

@DimensionPixelSizeRes

int fontsize;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
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* **其他的资源注解标签**   
  + @BooleanRes
  + @ColorStateListRes
  + @DrawableRes
  + @IntArrayRes
  + @IntegerRes
  + @LayoutRes
  + @MovieRes
  + @TextRes
  + @TextArrayRes
  + @StringArrayRes
* **相关方法**   
  从AndroidAnnotations 4.0开始：这两个方法适用于上面提到的所有资源注解标签。

@EActivity

public class MyActivity extends Activity {

@ColorRes(R.color.backgroundColor)

void setOneResource(int someColor){

*// do something with someColor*

}

void setMultipleBeans(@StringRes(R.string.hello) String myHelloString, @StringRes String hello){

*// do something with myHelloString and hello*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
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* 8
* 9
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### Application注解

从AndroidAnnotations 2.4开始，我们可以对application类使用注解标注了，用到的注解标签为：@EApplication。除了和view、extras相关的注解标签，其他的我们都可以用到这个类中。

@EApplication

public class MyApplication extends Application {

public void onCreate() {

super.onCreate();

initSomeStuff();

}

@SystemService

NotificationManager notificationManager;

@Bean

MyEnhancedDatastore datastore;

@RestService

MyService myService;

@OrmLiteDao(helper = DatabaseHelper.class, model = User.class)

UserDao userDao;

@Background

void initSomeStuff() {

*// init some stuff in background*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* 15
* 16
* 17
* 18
* 19
* 20
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* 23
* 24
* 25

从AndroidAnnotations 2.1开始，我们可以使用@APP标签标注我们的application字段，不仅可以在Application类中，其他被注解标注的类中同样可以使用。

@EActivity

public class MyActivity extends Activity {

@App

MyApplication application;

}

=============================================

@EBean

public class MyBean {

@App

MyApplication application;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
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从AndroidAnnotations 3.0开始,Application类必须由@EApplication进行标注

* **相关方法**   
  从AndroidAnnotations 4.0开始：

@EBean

public class MyBean {

@App

void setApplication(MyApplication application){

*// do something with application*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
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### Service注解

从AndroidAnnotations 2.4开始，我们可以使用@EService来标注service。

@EService

public class MyService extends Service {}

* 1
* 2

除了与views、extras相关的注解标签，我们可以任意使用AA注解标签。如：

@EService

public class MyService extends IntentService {

@SystemService

NotificationManager notificationManager;

@Bean

MyEnhancedDatastore datastore;

@RestService

MyRestClient myRestClient;

@OrmLiteDao(helper = DatabaseHelper.class, model = User.class)

UserDao userDao;

public MyService() {

super(MyService.class.getSimpleName());

}

@Override

protected void onHandleIntent(Intent intent) {

*// Do some stuff...*

showToast();

}

@UiThread

void showToast() {

Toast.makeText(getApplicationContext(), "Hello World!", Toast.LENGTH\_LONG).show();

}

}

* 1
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* 22
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* 24
* 25
* 26
* 27
* 28
* 29
* 30
* 31
* **使用注解开启服务**   
  和activity一样，在启动服务时也要在服务名称末尾添加“\_”，如：

startService(this, MyService\_.class);

* + 1
* **通过内部构造器来增强服务**：

MyService\_.intent(getApplication()).start();

* + 1

从 AndroidAnnotations 3.0开始，通过内部构造器的stop方法来停止之前开启的增强服务。

MyService\_.intent(getApplication()).stop()*;*

* + 1
* **intent绑定启动服务**   
  从AndroidAnnotation2.7开始，提供了一个启动注解生成service的静态帮助类。通过它我们可以：
  + 启动service
  + // Starting the service

MyService\_.intent(context).start();

* + - 1
    - 2
  + 绑定到service的intent
  + // Building an intent from the activity

Intent intent = MyService\_.intent(context).build()*;*

* + - 1
    - 2
  + 设置flags
  + // You can provide flags

MyService\_.intent(context).flags(Intent.FLAG\_GRANT\_READ\_URI\_PERMISSION).start()*;*

* + - 1
    - 2
* **intentService**   
  从AndroidAnnotations 3.0开始，对于@EIntentService标注的类中的方法，我们可以通过@ServiceAction注解标签来进行简单的操作。至于@EService，除了与view、extras相关的注解标签，我们几乎可以任意使用。

@EIntentService

public class MyIntentService extends IntentService {

public MyIntentService() {

super("MyIntentService");

}

@ServiceAction

void mySimpleAction() {

*// ...*

}

@ServiceAction

void myAction(String param) {

*// ...*

}

@Override

protected void onHandleIntent(Intent intent) {

*// Do nothing here*

}

}

* 1
* 2
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* 4
* 5
* 6
* 7
* 8
* 9
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* 13
* 14
* 15
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* 17
* 18
* 19
* 20
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* 22

我们可以通过内部构造器来增强intentService：

MyIntentService\_.intent(getApplication()) //

.myAction("test") //

.start()*;*

* 1
* 2
* 3

如果在构造器中调用多个方法，将只执行最后一个。

从Since AndroidAnnotations 3.3开始注意：

即使IntentService#onHandleIntent 是抽象的，我们仍然需要添加一个空实现。为了简便，AndroidAnnotations提供了AbstractIntentService 类，实现了该方法，所以我们不用再添加空实现了。

* 1
* **SystemService**   
  @SystemService注解标签表示Activity的字段被注入到对应的安卓系统服务中。相当于调用了 Context.getSystemService() 方法。
* @EActivity
* public class MyActivity extends Activity {
* @SystemService
* NotificationManager notificationManager;

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + **相关方法**   
    从AndroidAnnotations 4.0开始：
  + @EActivity
  + public class MyActivity extends Activity {
  + @SystemService
  + void setNotificationManager(NotificationManager notificationManager){
  + *// do something with notificationManager*
  + }
  + void setMultipleServices(@SystemService NotificationManager notificationManager, @SystemService AudioManager audioManager){
  + *// do something with notificationManager and audioManager*
  + }

}

* + - 1
    - 2
    - 3
    - 4
    - 5
    - 6
    - 7
    - 8
    - 9
    - 10
    - 11
    - 12

### broadcastreceivers注解

* **@EReceiver**   
  从 AndroidAnnotations 2.4开始，我们可以使用@EReceiver注解标签标注BroadcastReceiver。
* @EReceiver

public class MyReceiver extends BroadcastReceiver {}

* + 1
  + 2

除了与view、extras相关的注解标签，我们几乎可以使用任意的AA注解。

@EReceiver

public class MyReceiver extends BroadcastReceiver {

@SystemService

NotificationManager notificationManager;

@Bean

SomeObject someObject;

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
* **@ReceiverAction**   
  从AndroidAnnotations 3.2开始，我们可以使用此注解标签在接受者中进行简单的广播操作。默认情况下，AndroidAnnotations 会根据被标注的方法名来判断执行的操作，不过我们可以通过给标签添加参数来传递另外一个操作。   
  被此标签标注的方法可能包含以下参数：   
  + android.content.Context：void onReceive(Context context, Intent intent)传递过来额context；
  + android.content.Intent：void onReceive(Context context, Intent intent)传递过来的intent；
  + 任何可能通过intent传递的被@ReceiverAction.Extra标注的序列化参数（Parcelable 或Serializable 类型的参数）。

@EReceiver

public class MyIntentService extends BroadcastReceiver {

*//一个参数：intent*

@ReceiverAction("BROADCAST\_ACTION\_NAME")

void mySimpleAction(Intent intent) {

*// ...*

}

*//两个参数：extra、context*

@ReceiverAction

void myAction(@ReceiverAction.Extra String valueString, Context context) {

*// ...*

}

*//两个参数：extra、extra*

@ReceiverAction

void anotherAction(@ReceiverAction.Extra("specialExtraName") String valueString, @ReceiverAction.Extra long valueLong) {

*// ...*

}

@Override

public void onReceive(Context context, Intent intent) {

*// empty, will be overridden in generated subclass*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* 15
* 16
* 17
* 18
* 19
* 20
* 21
* 22
* 23
* 24
* 25

从Since AndroidAnnotations 3.3开始，注意：

即使BroadcastReceiver#onReceive是抽象的，我们仍然需要添加一个空实现。为了方便，AndroidAnnotations提供了 AbstractBroadcastReceiver类，实现了该方法，因此我们不再需要添加空实现了。

* 1

注意：   
我们可以通过添加@ReceiverAction的参数来添加多个动作。

@ReceiverAction({"MULTI\_BROADCAST\_ACTION1", "MULTI\_BROADCAST\_ACTION2"})

void multiAction(Intent intent) {

// ...

}

* 1
* 2
* 3
* 4

我们可以通过dataScheme属性 ，我们可以设置一个或多个接受者处理的数据类型。

@EReceiver

public class MyIntentService extends BroadcastReceiver {

@ReceiverAction(actions = android.content.Intent.VIEW, dataSchemes = "http")

protected void onHttp() {

*// Will be called when an App wants to open a http website but not for https.*

}

@ReceiverAction(actions = android.content.Intent.VIEW, dataSchemes = {"http", "https"})

protected void onHttps() {

*// Will be called when an App wants to open a http or https website.*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13
* 14
* **@Receiver**   
  通过此标签，我们可以向Activity/Fragment/service/intentService发送通知，而省掉了声明 BroadcastReceiver的过程。

@EActivity

public class MyActivity extends Activity {

@Receiver(actions = "org.androidannotations.ACTION\_1")

protected void onAction1() {

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7

被@Receiver标记的方法 的参数：

* AndroidAnnotations 3.2之前，最多只有一个android.content.Intent。
* AndroidAnnotations 3.2之后，可能包含以下参数：   
  + android.content.Context：void onReceive(Context context, Intent intent)传递过来额context；
  + android.content.Intent：void onReceive(Context context, Intent intent)传递过来的intent；
  + 任何可能通过intent传递的被@Receiver.Extra标注的序列化参数（Parcelable 或Serializable 类型的参数）。

@EActivity

public class MyActivity extends Activity {

@Receiver

void myAction(@Receiver.Extra String valueString, Context context) {

*// ...*

}

@Receiver

void anotherAction(@Receiver.Extra("specialExtraName") String valueString, @Receiver.Extra long valueLong) {

*// ...*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
* 12
* 13

**Registration（注册）**   
用于在父类（Activity、Fragment、service）的生命周期中注册或注销一个广播接收者。   
registerAt属性用来指定何时注册或注销广播接收者。默认值为OnCreateOnDestroy。   
下面这张图标显示了何时注册/注销会发生，并显示了其属性值在什么时候会用到。   
![这里写图片描述](data:image/png;base64,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)

示例：

@EFragment

public class MyFragment extends Fragment {

@Receiver(actions = "org.androidannotations.ACTION\_1")

protected void onAction1RegisteredOnCreateOnDestroy() {

}

@Receiver(actions = "org.androidannotations.ACTION\_2", registerAt = Receiver.RegisterAt.OnAttachOnDetach)

protected void onAction2RegisteredOnAttachOnDetach(Intent intent) {

}

@Receiver(actions = "org.androidannotations.ACTION\_3", registerAt = Receiver.RegisterAt.OnStartOnStop)

protected void action3RegisteredOnStartOnStop() {

}

@Receiver(actions = "org.androidannotations.ACTION\_4", registerAt = Receiver.RegisterAt.OnResumeOnPause)

protected void action4RegisteredOnResumeOnPause(Intent intent) {

}

}

* 1
* 2
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**Local 广播**   
注册广播时，设置local参数可以通过LocalBroadcastManager实现本地注册，而不是使用父类的context。   
**local的默认值为false。**

@EService

public class MyService extends Service {

@Receiver(actions = "org.androidannotations.ACTION\_1", local = true)

protected void onAction1OnCreate() {

}

@Override

public IBinder onBind(Intent intent) {

return null;

}

}

* 1
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### ContentProvider注解

从AndroidAnnotations 2.4开始，我们可以使用@EProvider注解标签标注ContentProvider。   
示例：

@EProvider

public class MyContentProvider extends ContentProvider {

}

* 1
* 2
* 3
* 4

除了与view、extra相关的注解，我们几乎可以使用所有的AA注解。   
示例：

@EProvider

public class MyContentProvider extends ContentProvider {

@SystemService

NotificationManager notificationManager;

@Bean

MyEnhancedDatastore datastore;

@OrmLiteDao(helper = DatabaseHelper.class, model = User.class)

UserDao userDao;

@UiThread

void showToast() {

Toast.makeText(getContext().getApplicationContext(), "Hello World!", Toast.LENGTH\_LONG).show();

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
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* 14
* 15
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### 和TextView相关的注解

* **HTML**   
  AndroidAnnotations 2.2开始，我们可以通过@FromHtml和@HtmlRes两个注解标签来向TextView中添加HTML。   
  下面给出HTML字符串的资源文件：

<?xml version="1.0" encoding="utf-8"?>

<resources>

<string name="hello\_html"><![CDATA[Hello <b>World</b>!]]></string>

</resources>

* 1
* 2
* 3
* 4

**@HtmlRes**   
此注解和@StringRes类似，都是绑定字符串资源。不同的是，次注解会通过调用HTML.fromHtml()方法来格式话字符串。   
示例：

@EActivity

public class MyActivity extends Activity {

*// Injects R.string.hello\_html*

@HtmlRes(R.string.hello\_html)

Spanned myHelloString;

*// Also injects R.string.hello\_html*

@HtmlRes

CharSequence helloHtml;

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11

**@FromHtml**   
当TextView被@ViewById标注后，可以使用此注解标注该TextView。作用是：将HTML字符串添加到TextView中。   
示例：

@EActivity

public class MyActivity extends Activity {

@ViewById(R.id.my\_text\_view)

@FromHtml(R.string.hello\_html)

TextView textView;

*// Injects R.string.hello\_html into the R.id.hello\_html view*

@ViewById

@FromHtml

TextView helloHtml;

}

* 1
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* **文本变化监听**   
  此功能适用于AndroidAnnotations 2.6及之后。

**@TextChange**   
当指定TextView或其子类的TextView上的文本发生变化时，使用此注解可以接收到文本变化的监听事件。此事件由android.text.TextWatcher.onTextChanged(CharSequence s, int start, int before, int count)定义。   
此注解的参数可以是一个或多个TextView的R.id.\*，如果没有给定参数，将使用被标注的方法名作为参数。这个方法可能包含多个参数：

* + android.widget.TextView：明确监听事件的view；
  + java.lang.CharSequence：获得被修改的文本；
  + int start：修改的起始位置；
  + int before：修改前文本的长度；
  + int count：修改的文本个数。   
    示例：

@TextChange(R.id.helloTextView)

void onTextChangesOnHelloTextView(CharSequence text, TextView hello, int before, int start, int count) {

*// Something Here*

}

@TextChange

void helloTextViewTextChanged(TextView hello) {

*// Something Here*

}

@TextChange({R.id.editText, R.id.helloTextView})

void onTextChangesOnSomeTextViews(TextView tv, CharSequence text) {

*// Something Here*

}

@TextChange(R.id.helloTextView)

void onTextChangesOnHelloTextView() {

*// Something Here*

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
  + 10
  + 11
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  + 13
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**@BeforeTextChange**   
当指定TextView或其子类的TextView上的文本发生变化之前，使用此注解可以接收到文本变化的监听事件。此事件由android.text.TextWatcher.beforeTextChanged(CharSequence s, int start, int count, int after)定义。此注解的参数可以是一个或多个TextView的R.id.\*，如果没有给定参数，将使用被标注的方法名作为参数。这个方法可能包含多个参数：

* + android.widget.TextView：明确监听事件的view；
  + java.lang.CharSequence：获取修改之前的文本；
  + int start：修改的起始位置；
  + int count：修改的文本个数；
  + int after：修改后的文本长度。   
    示例：

@BeforeTextChange(R.id.helloTextView)

void beforeTextChangedOnHelloTextView(TextView hello, CharSequence text, int start, int count, int after) {

*// Something Here*

}

@BeforeTextChange

void helloTextViewBeforeTextChanged(TextView hello) {

*// Something Here*

}

@BeforeTextChange({R.id.editText, R.id.helloTextView})

void beforeTextChangedOnSomeTextViews(TextView tv, CharSequence text) {

*// Something Here*

}

@BeforeTextChange(R.id.helloTextView)

void beforeTextChangedOnHelloTextView() {

*// Something Here*

}

* + 1
  + 2
  + 3
  + 4
  + 5
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  + 11
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  + 13
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**@AfterTextChange**   
当指定TextView或其子类的TextView上的文本发生变化之后，使用此注解可以接收到文本变化的监听事件。此事件由android.text.TextWatcher.afterTextChanged(Editable s)定义。此注解的参数可以是一个或多个TextView的R.id.\*，如果没有给定参数，将使用被标注的方法名作为参数。这个方法可能包含多个参数：

* + android.widget.TextView：明确监听事件的view；
  + android.text.Editable：在修改的文本上做改变。   
    示例：

@AfterTextChange(R.id.helloTextView)

void afterTextChangedOnHelloTextView(Editable text, TextView hello) {

*// Something Here*

}

@AfterTextChange

void helloTextViewAfterTextChanged(TextView hello) {

*// Something Here*

}

@AfterTextChange({R.id.editText, R.id.helloTextView})

void afterTextChangedOnSomeTextViews(TextView tv, Editable text) {

*// Something Here*

}

@AfterTextChange(R.id.helloTextView)

void afterTextChangedOnHelloTextView() {

*// Something Here*

}

* + 1
  + 2
  + 3
  + 4
  + 5
  + 6
  + 7
  + 8
  + 9
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  + 11
  + 12
  + 13
  + 14
  + 15
  + 16
  + 17
  + 18
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**@EditorAction**   
从AndroidAnnotations 3.1开始。   
当指定TextView或其子类的TextView被编辑时，使用此注解可以接收到文本变化的监听事件。此事件由android.widget.TextView.OnEditorActionListener#onEditorAction(android.widget.TextView, int, android.view.KeyEvent)定义。此注解的参数可以是一个或多个TextView的R.id.\*，如果没有给定参数，将使用被标注的方法名作为参数。这个方法可能包含多个参数：

* + android.widget.TextView：明确监听事件的view；
  + int 类型的参数：获取actionId；
  + android.view.KeyEvent；

这个方法的返回值类型可以是void或boolean。

* + boolean：被标注的方法的返回值将被返回给生成的监听方法（指示别人处理）；
  + void：监听方法总是返回true（自己处理）。   
    示例：

@EditorAction(R.id.helloTextView)

void onEditorActionsOnHelloTextView(TextView hello, int actionId, KeyEvent keyEvent) {

*// Something Here*

}

@EditorAction

void helloTextViewEditorAction(TextView hello) {

*// Something Here*

}

@EditorAction({R.id.editText, R.id.helloTextView})

void onEditorActionsOnSomeTextViews(TextView tv, int actionId) {

*// Something Here*

}

@EditorAction(R.id.helloTextView)

void onEditorActionsOnHelloTextView() {

*// Something Here*

}

@EditorAction(R.id.helloTextView)

boolean onEditorActionsOnHelloTextView() {

*// Something Here*

return false;

}
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### SharedPreference注解

AndroidAnnotations 从2.1开始，提供了SharedPreferencesHelpers，允许我们使用SharedPreference。   
**定义SharedPreference**   
1、创建一个接口，并用 @SharedPref进行标注。如：

@SharedPref

public interface MyPrefs {

*// The field name will have default value "John"*

@DefaultString("John")

String name();

*// The field age will have default value 42*

@DefaultInt(42)

int age();

*// The field lastUpdated will have default value 0*

long lastUpdated();

}

* 1
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使用@Pref注解标签，在Activity中创建定义的SharedPreferences 实例：

@EActivity

public class MyActivity extends Activity {

@Pref

MyPrefs\_ myPrefs;*//注意：类型是带“\_”的*

}

* 1
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**在Activity中创建SharedPreferences 使用的类型，必须是生成的类，即名称带“\_”的子类，千万不要使用原始类名**

**相关方法**   
从AndroidAnnotations 4.0开始：

@EActivity

public class MyActivity extends Activity {

@Pref

void setOnePref(MyPrefs\_ myPrefs){

*// do something with myPrefs*

}

void setMultiplePrefs(@Pref MyPrefs\_ myPrefs, @Pref AnotherPrefs\_ anotherPrefs){

*// do something with myPrefs and anotherPrefs*

}

}

* 1
* 2
* 3
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* 7
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* 9
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* 11
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之后可以调用如下方法：

// Simple edit

myPrefs.name().put("John")*;*

// Batch edit

myPrefs.edit()

.name()

.put("John")

.age()

.put(42)

.apply()*;*

// Preference clearing:

myPrefs.clear()*;*

// Check if a value exists:

boolean nameExists = myPrefs.name().exists()*;*

// Reading a value

long lastUpdated = myPrefs.lastUpdated().get()*;*

// Reading a value and providing a fallback default value

long now = System.currentTimeMillis()*;*

long lastUpdated = myPrefs.lastUpdated().getOr(now)*;*

* 1
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**设置默认值**   
从AndroidAnnotations 3.0开始，可以使用注解标签设置默认值：@DefaultRes   
示例：

@SharedPref

public interface MyPrefs {

@DefaultRes(R.string.defaultPrefName)

String resourceName();

@DefaultRes // uses 'R.string.defaultPrefAge' to set default value

String defaultPrefAge();

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8

**使用字符串作为SharedPreferences的key**   
从AndroidAnnotations 3.1开始，我们可以使用strings文件中的字符串作为SharedPreferences的key，只需要将该字符串的ID设为keyRes的属性值。如：

@SharedPref

public interface MyPrefs {

@DefaultString(value = "John", keyRes = R.string.myPrefKey)

String name();

@DefaultRes(keyRes = R.string.myOtherPrefKey)

String defaultPrefAge();

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8

**Scope**   
我们可以给通过设置value为下面的值来给SharedPreferences命名：

* ACTIVITY：名为MyActivity\_MyPrefs的SharedPreferences专用；
* ACTIVITY\_DEFAULT：名为MyActivity 的SharedPreferences专用；
* APPLICATION\_DEFAULT：名为MyPrefs的SharedPreferences专用，是默认的SharedPreference 或UNIQUE。   
  因此，如果定义的接口需要单独的SharedPreferences，为了保证所有的Activity能够分享同一个SharedPreferences，我们应该这样做：

@SharedPref(value=SharedPref.Scope.UNIQUE)

public interface MyPrefs {

*///*

}

* 1
* 2
* 3
* 4

**在PreferenceActivity或PreferenceFragment中使用上面定义的SharedPreferences接口**

public static String PREF\_NAME = "MyPrefs";

*// in onCreate*

*// Using your MyPrefs values*

this.getPreferenceManager().setSharedPreferencesName(PREF\_NAME);

*// Opening the layout*

addPreferencesFromResource(R.xml.prefs);

* 1
* 2
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**@PreferenceScreen**   
从AndroidAnnotations3.3开始，我们可以使用@PreferenceScreen注解来给组件（如Activity）添加preference布局了。此注解可以用在PreferenceActivity或PreferenceFragment或其子类上，同时，该组件必须用@EActivity或@EFragment标注。   
如：

@PreferenceScreen(R.xml.settings)

@EActivity

public class SettingsActivity extends PreferenceActivity {

@PreferenceByKey(R.string.myPref1)

Preference myPreference1;

@PreferenceByKey(R.string.checkBoxPref)

CheckBoxPreference checkBoxPref;

@AfterPreferences

void initPrefs() {

checkBoxPref.setChecked(false);

}

}

* 1
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注意：如果同时我们还是用了@ViewById或@AfterViews，可能会出现view为null的情况。(我们可以在这里找到原因：<https://github.com/excilys/androidannotations/issues/1574#issuecomment-148840535>)   
从AndroidAnnotations3.3.1开始，@PreferenceScreen支持对android.support.v4.PreferenceFragment和com.github.machinarius.preferencefragment.PreferenceFragment的标注。注意：这两个类不是Android官方的类。   
**@PreferenceByKey**   
此注解可以用来标注Preference及其子类中的字段、PreferenceActivity或PreferenceFragment的子类，并且保证这些类已经被@EActivity或@EFragment标注。   
此标注的值必须是字符串资源的id，和Preference的key关联。   
被标注的Preference必须是在@AfterPreference标注的方法中第一次出现。   
例如：

@EActivity

public class SettingsActivity extends PreferenceActivity {

@PreferenceByKey(R.string.myPref1)

Preference myPreference1;

@PreferenceByKey(R.string.checkBoxPref)

CheckBoxPreference checkBoxPref;

@AfterPreferences

void initPrefs() {

checkBoxPref.setChecked(false);

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
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* 13
* 14

**相关方法**   
从AndroidAnnotations4.0开始：

@EActivity

public class SettingsActivity extends PreferenceActivity {

@PreferenceByKey(R.string.myPref1)

void setOnePreference(Preference myPreference1){

*// do something with myPreference1*

}

void setMultiplePreferences(@PreferenceByKey(R.string.myPref1) Preference myPreference1, @PreferenceByKey(R.string.checkBoxPref) CheckBoxPreference checkBoxPref){

*// do something with myPreference1 and checkBoxPref*

}

}

* 1
* 2
* 3
* 4
* 5
* 6
* 7
* 8
* 9
* 10
* 11
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* 13

**@PreferenceChange**   
此标签代表指定的Preference被改变时，被标注的方法会被调用，并会接收到OnPreferenceChangeListener.onPreferenceChange定义的事件。   
此标签的值是和Preference及其子类关联的字符串资源的id，可以给定有多个。如果没有设置值，被标注的方法名将作为该字符串资源的名称进行绑定。   
被标注的方法可能含有多个参数：

* Preference参数：标志此方法的目标preference；
* newVlaue：获得这个preference的 Object、Set、Strings或String参数

如：

@PreferenceChange(R.string.myPref)

void checkedChangedOnMyButton(boolean newValue, Preference preference) {

*// Something Here*

}

@PreferenceChange

void myPrefPreferenceChanged(Preference preference) {

*// Something Here*

}

@PreferenceChange({R.string.myPref1, R.string.myPref2})

void preferenceChangeOnMultiplePrefs(Preference preference, String newValue) {

*// Something Here*

}

@PreferenceChange(R.string.myPref)

void preferenceChangeOnMyPref() {

*// Something Here*

}

* 1
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从AndroidAnnotations 3.3.1开始，Float、Integer、Long等原始 Android类也被支持作为上述参数中的newVlaue存在。因为Android Preference使用的是strings而不是numbers，AndroidAnnotations会自动解析strings，并将获得的数值传给被@PreferenceChange标注的方法。   
例如：

@PreferenceChange(R.string.myPref1)

void preferenceChangeIntParameter(Preference preference, int newValue) {

*// Something Here*

}

* 1
* 2
* 3
* 4

从AndroidAnnotations 4.0开始，Preference的任意子类都能够传递到方法中（如ListPreference）。   
**@PreferenceClick**   
此注解表示当Preference被用户点击时，被它标注的相对应的方法将会被触发，并接收到OnPreferenceClickListener#onPreferenceClick定义的事件。   
此注解的值是相应的Preference或其子类的id值，可以有多个。如果没有设置值，那么方法名将被作为Preference的名称进行关联。   
被它标注的方法可能含有这样一个参数：

* Preference参数：表示被点击的Preference对象。   
  如：

@PreferenceClick(R.string.myPref)

void clickOnMyPref() {

*// Something Here*

}

@PreferenceClick

void myPrefPreferenceClicked(Preference preference) {

*// Something Here*

}

* 1
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从AndroidAnnotations 4.0开始，任何Preference的子类都可以被传送给被此注解标注的方法（如ListPreference）。   
**@PreferenceHeaders**   
此注解可以用来标注被@EActivity标注的PreferenceActivity的子类，向其注入资源中定义的preference headers。它的值是一个R.xml.\*。   
如：

@PreferenceHeaders(R.xml.preference\_headers)

@EActivity

public class SettingsActivity extends PreferenceActivity {

@PreferenceByKey(R.string.myPref1)

Preference myPreference1;

@PreferenceByKey(R.string.checkBoxPref)

CheckBoxPreference checkBoxPref;

@AfterPreferences

void initPrefs() {

checkBoxPref.setChecked(false);

}

}

* 1
* 2
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**@AfterPreferences**   
在addPreferenceFromResource被调用后，此注解标注的方法会被调用。addPreferenceFromResource会在super.onCreate()的末尾被调用。所有preference相关的代码都在被此注解标注的方法中完成。   
如：

@EActivity

public class SettingsActivity extends PreferenceActivity {

@PreferenceByKey(R.string.checkBoxPref)

CheckBoxPreference checkBoxPref;

@AfterPreferences

void initPrefs() {

checkBoxPref.setChecked(false);

}

}

* 1
* 2
* 3
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* 9
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### 事件绑定

**@Click**表明被此注解标注的方法必须和相对应的具有点击功能的view进行绑定。我们可以通过给它设置参数来指定和谁绑定在一块，此参数就是该view的id，如果不指定参数，框架会把方法的名字作为view的名字进行绑定，所以如果不给定参数的话，我们的参数要和控件的名字保持一致。   
**提示：方法不能设为私有。**   
例如：

@Click(R.id.myButton)

void myButtonWasClicked() {

[...]

}

@Click

void anotherButton() {

[...]

}

@Click

void yetAnotherButton(View clickedView) {

[...]

}

@Click({R.id.myButton, R.id.myOtherButton})

void handlesTwoButtons() {

[...]

}
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从androidAnnotations4.0开始，view的任何子类都可以传递给方法（如button）中。

### 键盘的点击事件

从AndroidAnnotations 4.0开始，在实现了KeyEvent.Callback接口的类中，我们可以很简单的操作下面这四种和键盘相关的事件。

* @KeyDown
* @KeyUp
* @KeyLongPress
* @KeyMultiple   
  我们可以通过注解的参数来设置key code或key codes。使用KeyEvent.KEYCODE\_\*常量，我们可以很容易地传递codes。例如，

@KeyDown(KeyEvent.KEYCODE\_ENTER)

@KeyDown({ KeyEvent.KEYCODE\_0,KeyEvent.KEYCODE\_1 })

* 1
* 2

如果没有设置key code，会认为方法的名称就是key code。   
如果Enter键的操作被调用，可能出现的命名是enter、onEnter、enterPressed、onEnterPressed。   
被这四个注解标注的方法可能的返回值类型为void、boolean或Boolean。如果返回的是void，将被认为返回的是true（如：这个方法处理了这个事件）。

**@KeyDown, @KeyUp, @KeyLongPress**   
被标注的方法可能有一个或没有参数。如果有参数，这个参数只能是可能被触发的那个keyEvent。**注意：这个方法绝对不能是私有的。同一个类中，不同的方法不能处理同一个事件。**

@EActivity

public class MyActivity extends Activity {

@KeyDown

void enterPressed() {

//...

}

@KeyUp(KeyEvent.KEYCODE\_ESCAPE)

boolean handleEscapeActionUpEvent() {

//...

return false;

}

@KeyLongPress({ KeyEvent.KEYCODE\_F, KeyEvent.KEYCODE\_G })

void fOrGKeyLongPress(KeyEvent keyEvent) {

//...

}

}
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**@KeyMultiple**   
被标注的方法可以有0-2个参数，这些参数可以是：

* int或Integer类型的参数：表示重复点击的次数。
* 要触发的keyEvent。   
  **方法不能是私有的。同一个类中，不同的方法不能处理同一个事件。**   
  例如：

@EActivity

public class MyActivity extends Activity {

@KeyMultiple

void onEnterPressed() {

*//*

}

@KeyMultiple(KeyEvent.KEYCODE\_ESCAPE)

boolean handleEscapeActionMultipleEvent(int count) {

*//*

return false;

}

@KeyMultiple({ KeyEvent.KEYCODE\_F, KeyEvent.KEYCODE\_G })

void fOrGKeyWasMultiplePressed(int count, KeyEvent keyEvent) {

*//*

}

}
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### PageChangeEvents

从AndroidAnnotations 4.0开始，当页面的滑动状态发生变化时，被此注解标注的方法会接收到android.support.v4.view.ViewPager.OnPageChangeListener.onPageScrollStateChanged(int state) 定义的事件。注解的值是android.support.v4.view.ViewPager的子类的R.id.\*，可以是多个。如果没有设置值，方法名会被用作这个值。被标注的方法可能有这样参数：

* android.support.v4.view.ViewPager类型的参数：指定那个viewPager触发这个事件；
* int类型的参数：获取滑动状态。   
  **这些参数都是可选的。**   
  例如：

@PageScrollStateChanged(R.id.viewpager)

void onPageScrollStateChanged(ViewPager view, int state) {

*// Something Here*

}

@PageScrollStateChanged

void viewPager(ViewPager view) {

*// Something Here*

}

@PageScrollStateChanged({R.id.viewPager1, R.id.viewPager2})

void onPageScrollStateChangedOnMultipleViewPager(ViewPager v, int anything) {

*// Something Here*

}

@PageScrollStateChanged(R.id.viewpager)

void onPageScrollStateChangedNoParam() {

*// Something Here*

}

**@PageScrolled**   
当当前页面滑动时，无论是程序启动的平滑滚动的一部分还是用户启动的触摸滚动，被注解的方法都会接收到android.support.v4.view.ViewPager.OnPageChangeListener.onPageScrolled(int position, float positionOffset, int positionOffsetPixels)定义的事件。注解的值是android.support.v4.view.ViewPager子类的R.id.\*，可以是多个。如果没有设置，方法名会被认为是该值。被标注的方法可能有以下几个参数：

* android.support.v4.view.ViewPager：触发事件的viewPager；
* int类型的参数：当前显示的第一个页面的position。如果positionOffset不是0，那么第position+1个页面将会被显示。
* float参数：范围为【0，1），表示页面滑动的偏移量，或者说偏移的百分比。
* int参数：页面偏移的像素数。   
  **这些参数都是可选的。**   
  例如：

@PageScrolled(R.id.viewpager)

void onPageScrolled(ViewPager view, int position, float positionOffset, int positionOffsetPixels) {

*// Something Here*

}

@PageScrolled

void viewPager(ViewPager view) {

*// Something Here*

}

@PageScrolled({R.id.viewPager1, R.id.viewPager2})

void onPageScrolledOnMultipleViewPager(ViewPager v, int position) {

*// Something Here*

}

@PageScrolled(R.id.viewpager)

void onPageScrolledNoParam() {

*// Something Here*

}

**@PageSelected**   
当某一页面被选择时，被此注解标注的方法会接收到android.support.v4.view.ViewPager.OnPageChangeListener.onPageSelected(int position)定义的事件。它的值为 android.support.v4.view.ViewPager子类的R.id.\*。如果值没有设置，方法名将被认为是该值。被标注的方法可以有以下参数：

* android.support.v4.view.ViewPager：触发事件的viewPager
* int参数：被选择的页面的position。   
  **这些参数是可选的。**   
  例如：

@PageSelected(R.id.viewpager)

void onPageSelected(ViewPager view, int state) {

*// Something Here*

}

@PageSelected

void viewPager(ViewPager view) {

*// Something Here*

}

@PageSelected({R.id.viewPager1, R.id.viewPager2})

void onPageSelectedOnMultipleViewPager(ViewPager v, int anything) {

*// Something Here*

}

@PageSelected(R.id.viewpager)

void onPageSelectedNoParam() {

*// Something Here*

}

**NonConfigurationInstance：配置改变，重新载入**   
从AndroidAnnotations 2.5开始，当配置中发生改变时，Activity会被销毁并重新创建。这个特性对于重载资源是很有利的，但是我们经常需要在新旧Activity中进行图片加载、网络访问、子线程等操作，这样就很麻烦了。   
这也就是我们需要这个注解的地方。我们可以使用这个注解标注在Activity中定义的字段，这样就可以在配置改变时保留它们的实例，如横竖屏切换时，保留当前Activity中的数据状态。   
如：

@EActivity

public class MyActivity extends Activity {

@NonConfigurationInstance

Bitmap someBitmap;

@NonConfigurationInstance

@Bean

MyBackgroundTask myBackgroundTask;

}

**警告：我们可以使用这个注解标注除了和Activity向关联的字段之外的任何字段，如Drawable、Adapter、View或其他和context相关的对象，都不可以被标注。如果标注了，将会引起这些资源或view的泄露，从而导致内存泄露。**   
上述警告内容不适用于被@Bean标注的实体类字段，因为AndroidAnnotations 自动地重新绑定其上下文。

# AndroidAnnotations——Injecting SystemServices注入系统服务

2013年12月04日 20:14:52 [linjf2009](https://me.csdn.net/linjf2009) 阅读数：883

# SystemServices

Since AndroidAnnotations **1.0**

## Standard Android System Service injection

Retrieving Android System Services requires remembering the name of the constant, and casting the retrieved object.

获取Android System Service需要想起常量名，并且强制转换获得的对象。

notificationManager **=** **(**NotificationManager**)** context**.**getSystemService**(**Context**.**NOTIFICATION\_SERVICE**);**

## @SystemService

The @SystemService annotation indicates that an activity field should be injected with the corresponding Android System service.

 @SystemService 注解表明activity字段应该由相应的Android System service注入。

It is the same as calling the [Context.getSystemService()](http://developer.android.com/reference/android/content/Context.html#getSystemService%28java.lang.String%29) method.

它和调用 [Context.getSystemService()](http://developer.android.com/reference/android/content/Context.html#getSystemService%28java.lang.String%29) 方法起到了相同的作用。

Usage example:用法：

@EActivity

**public** **class** **MyActivity** **extends** Activity **{**

@SystemService

NotificationManager notificationManager**;**

**}**